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4 The Interface Kit

Most Be applications have an interactive and graphical user interface. When they start
up, they present themselves to the user on-screen in one or more windows. The
windows display areas where the user can do something—there may be menus to open,
buttonsto click, text fieldsto typein, imagesto drag, and so on. Each user action on the
keyboard or mouse is an interface event that’s reported to the application and that the
application respondsto. At least part of the response is always a change in what the
window displays—so that users can see the results of their work.

To run thiskind of user interface, an application has to do three things. It must:

* Manage a set of windows,
¢ Draw within the windows, and
* Respond to messages that report interface events.

The application, in effect, carries on a conversation with the user. It draws to present
itself on-screen, the user does something with the keyboard or mouse, the event is
reported to the application in amessage, and the application draws in response,
prompting more events and more messages.

The Interface Kit structures this interaction with the user. 1t defines a set of C++ classes
that give applications the ability to manage windows, draw in them, and efficiently
respond to the user’sinstructions. Taken together, these classes define a framework for
interactive applications. By programming with the Kit, you'll be able to construct an
application that effectively uses the capabilities of the Be machine.

This chapter first introduces the conceptual framework for the user interface, then
describes all the classes, functions, types, and constants the Kit defines. The reference
material that follows this introduction assumes the concepts and terminology presented
here.

Framework for the User Interface

A graphical user interface is organized around windows. Each window has a particular
role to play in an application and is more or less independent of other windows. While
working on the computer, users think in terms of windows—what’s in them and what
can be done with them—perhaps more than in terms of applications.

The Interface Kit — 9
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The design of the software mirrors the way the user interface works: it'salso organized
around windows. Within an application, each window runsin its own thread and is
represented by a separate BWindow object. The object is the application’s interface to
the window the system provides; the thread is where al the work that’s centered on the
window takes place.

Because every window hasits own thread, the user can, for example, scroll the contents
of one window while watching an animation in ancther, or start a time-consuming
computation in an application and till be ableto use the application’ s other windows. A
window won't stop working when the user turns to another window.

Events that the user directs at a particular window initiate activity within that window’s
thread. When the user clicks a button within awindow, for example, everything that
happens in response to the click happens in the window thread (unless the application
arranges for other threads to be involved). Initsinteraction with the user, each window
acts on its own, independently of other windows.

Application Server Windows

In amultitasking environment, any humber of applications might be running at the same
time, each with its own set of windows on-screen. The windows of al running
applications must cooperate in acommon interface. For example, there can be only one
active window at atime—not one per application, but one per machine. A window that
comes to the front must jump over every other window, not just those belonging to the
same application. When the active window is closed, the window behind it must
become active, even if it belongs to a different application.

Because it would be difficult for each application to manage the interaction of its
windows with every other application, windows are assigned, at the lowest level, to a
separate entity, the Application Server. The Server’s principal role in the user interface
isto provide applications with the windows they require.

Everything a program or a user does is centered on the windows the Application Server
provides. Userstype into windows, click buttonsin windows, drag images to windows,
and so on; applications draw in windows to display the text userstype, the buttons they
can click, and the images they can drag.

The Application Server, therefore, isthe conduit for an application’s event input and
drawing outpuit:

¢ It monitors the user’s actions on the keyboard and mouse and sends messages
reporting interface events to the application.

¢ It receives drawing instructions from the application and interprets them to render
images within windows.

The Server relieves applications of much of the burden of basic user-interface work.
The Interface Kit organizes and further smplifies an application’s interaction with the
Server.

10 — The Interface Kit DR3



DR3

Framework for the User Interface

BWindow Objects

Every window in an application is represented by a separate BWindow object.
Constructing the BWindow establishes a connection to the Application Server—one
separate from, but initially dependent on, the connection previously established by the
BApplication object. The Server creates awindow for the new object and dedicates a
separate thread to it.

The BWindow object is akind of BLooper, so it spawns athread for the window in the
application’s address space and begins running a message loop where it receives
messages from the Server reporting interface events. The window thread in the
application is directly connected to the dedicated thread in the Server.

The BWindow object, therefore, isin position to serve three crucial roles:

e It can act asthe application’s interface to a Server window. It has functions that
the application can call to manipulate the window programmatically—moveit,
resizeit, closeit, and so on. It also declares the functions that the system callsto
notify the application that the user manipulated the window.

|t can organize message-handling within the window thread. Sinceit runsthe
window’s message loop, it gets to decide how each message should be handled.
It' s the focus and central distribution point for all messages that initiate activity in
the thread.

« Astheentity that holds rendered images, it can manage the objects that produce
those images. (Thisisdiscussed under “BView Objects’ below.)

All other Interface Kit objects play roles that depend on aBWindow. They draw in a
window, respond to event messages received by awindow, or act in support of other
objects that draw and handle events.

BView Objects

For purposes of drawing and event-handling, a window can be divided up into smaller
rectangular areas called views. Each view corresponds to one part of what the window
displays—a scroll bar, adocument, alist, a button, or some other more or less self-
contained portion of the window’s contents.

An application sets up aview by constructing a BView object and associating it with a
particular BWindow. The BView object isresponsible for drawing within the view
rectangle, and for handling interface events directed at that area.

Drawing Agent

A window isatablet that can retain and display rendered images, but it can’'t draw them;
for that it needs a set of BViews. A BView isan agent for drawing, but it can’t render

The Interface Kit — 11
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the images it creates; for that it needs a BWindow. The two kinds of objects work hand
in hand.

Each BView object is an autonomous graphics environment for drawing. Some aspects
of the environment, such asthe list of possible colors, are shared by all BViews and all
applications. But within those broad limits, every BView maintains an independent
graphics state. It hasits own coordinate system, current colors, drawing mode, clipping
region, pen position, and so on.

The BView class defines the functions that applications call to carry out elemental
drawing tasks—such as stroking lines, filling shapes, drawing characters, and imaging
bitmaps. These functions are typically used to implement another function—called
Draw()—in aclass derived from BView. Thisview-specific function drawsthe contents
of the view rectangle.

The BWindow will call the BView's Draw() function whenever the window's contents
(or at least the part that the BView has control over) need to be updated. A BWindow
first asksits BViewsto draw when the window isinitially placed on-screen. Thereafter,
they might be asked to refresh the contents of the window whenever the contents change
or when they’ re reveal ed after being hidden or obscured. A BView might be called upon
to draw at any time.

Because Draw() is called on the command of others, not the BView, it can be considered
to draw passively. It presentsthe view asit currently appears. For example, the Draw()
function of aBView that displays editable text would draw the characters that the user
had inserted up to that point.

BViews also draw actively in response to messages reporting interface events. For
example, text is highlighted as the user drags over it and is then replaced as the user
types. Each changeistheresult of an event reported to the BView. For passive drawing,
the BView implements afunction (Draw()) that others may call. For active drawing, it
calls the drawing functionsitself (it may even call Draw()).

Message Receiver

The drawing that a BView doesis often designed to prompt a user response of some
kind—an empty text field with a blinking caret invites typed input, a menu item or a
button invites a click, anicon lookslike it can be dragged, and so on.

When the user acts, system messages that report the resulting events are sent to the
BWindow object, which determines which BView elicited the events and should
respond to them. For example, aBView that draws typed text can expect to respond to
messages reporting the user’s keystrokes. A BView that draws a button getsto handle
the events that are generated when the button is clicked. The BView class derives from
BReceiver, so BView objects are eligible to receive messages dispatched by the
BWindow.

12 — TheInterface Kit DR3
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Just as classes derived from BView implement Draw() functionsto draw within the view
rectangle, they also implement the hook functions that respond to events. These
functions are discussed later, under “Hook Functions for Interface Events’” on page 42.

Largely because of its graphicsrole and its central rolein handling events, BView isthe
biggest and most diverse class in the Interface Kit. Most other Interface Kit classes are
derived from it.

The View Hierarchy

A window typically contains anumber of different views—all arranged in a hierarchy
beneath the top view, aview that's exactly the same size as the content area of the
window. Thetop view isacompanion of the window; it's created by the BWindow
object when the BWindow is constructed. When the window is resized, the top view is
resized to match. Unlike other views, the top view doesn’t draw or handle events; it
serves merely to connect the window to the views that the application creates and places
in the hierarchy.

Asillustrated in the diagram below, the view hierarchy can be represented as a
branching tree structure with the top view at itsroot. All viewsin the hierarchy (except
the top view) have one, and only one, parent view. Each view (including the top view)
can have any number of child views.

container
view

horizontal
scroll bar

vertical
scroll bar

document
view

In this diagram, the top view has four children, the container view has three, and the
border view one. Child views are located within their parents, so the hierarchy is one of
overlapping rectangles. The container view, for example, takes up some of the top
view’s area and dividesits own areainto a document view and two scroll bars.

When anew BView object is created, it isn't attached to awindow and it has no parent.

It' sadded to awindow by making it achild of aview already intheview hierarchy. This
is done with the AddChild() function. A view can be made a child of the window’s top

view by calling BWindow’s version of AddChild().
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Until it' sassigned to awindow, aBView can't draw and won't receive reports of events.
BViews know how to produce images, but it takes awindow to display and retain the
images they create.

Drawing and Event-Handling in the View Hierarchy

The view hierarchy determines what's displayed where on-screen, and also how user
actions are associated with the responsible BView object:

¢ When the views in awindow are called upon to draw, parents draw before their
children; children draw in front of their ancestors.

¢ Mouse events (like the mouse-down and mouse-up events that result from aclick)
are associated with the view where the cursor islocated. Since the cursor points
to the frontmost view at any given location, it's likely to be pointing at a view
close to the bottom of the hierarchy. It’s those views—the ones that have no
children—that are responsible for most of the drawing and event-handling for the
window. Views farther up the hierarchy tend to contain and organize those at the
bottom.

Overlapping Siblings

Although children wait for their parents when it comestime to draw and parents defer to
their offspring when it comes to time to handle events, sibling views are not so well-
behaved. Siblingsdon’t draw in any predefined order. This doesn’'t matter, aslong as
the view rectangles of the siblings don’t overlap. If they do overlap, it's indeterminate
which view will draw last—that is, which one will draw on top of the other.

Similarly, it’ sindeterminate which view will be associated with mouse eventsin the area
the siblings share. It may be one view or it may be the other, and it won’t necessarily be
the one that drew the image the user sees.

Therefore, it’ s strongly recommended that sibling views should be arranged so that they
don’'t overlap.

The Coordinate Space

To locate windows and views, draw in them, and report where the cursor is positioned
over them, it's necessary to have some conventional way of talking about the display
surface. The same conventions are used whether the display device is a monitor that
shows images on a screen or a printer that puts them on a page.

14 — The Interface Kit DR3
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In Be software, the display surface is described by a standard two-dimensional
coordinate system where the y-axis extends downward and the x-axis extends to the
right, asillustrated below:

(20.0, -5.0) _
X-a.XIS=

(0.0]0.0)

(37.5, 5.0)
(~10.0, 10.0)
(25.0, 15.0)

y-axis (50.0, 22.5)
Y

y coordinate values are greater towards the bottom of the display and smaller towards
the top, x coordinate values are greater to the right and smaller to the left.

The axes define a continuous coordinate space where distances are measured by
floating-point values (floats). All quantitiesin this space—including widths and
heights, x and y coordinates, font sizes, angles, and the size of the pen—are fl oating
point numbers.

Floating-point coordinates permit precisely stated measurements that can take
advantage of display devices with higher resolutions than the screen. For example, a
vertical line 0.4 units wide would be displayed using a single column of pixels on-
screen, the same asaline 1.4 unitswide. However, a 300 dpi printer would use two
pixel columns to print the 0.4-unit line and six to print the 1.4-unit line.

A coordinate unit is 1/72 of an inch, roughly equal to atypographical point. However,
al screens are considered to have aresolution of 72 pixels per inch (regardless of the
actual dimension), so coordinate units count screen pixels. One unit is the distance
between the centers of adjacent pixels on-screen.

Coordinate Systems

Specific coordinate systems are associated with the screen, with windows, and with the
viewsinside windows. They differ only in where the two axes are located:

» Theglobal or screen coordinate system hasits origin, (0.0, 0.0), at the |eft top
corner of the screen. It’ s used for positioning windows on-screen, < for arranging
multiple screens connected to the same machine, > and for comparing coordinate
values that weren't originally stated in a common coordinate system.

» A window coordinate system hasits origin at the | eft top corner of the content area
of awindow. It'sused principally for positioning views within thewindow. Each
window hasits own coordinate system so that locations within the window can be
specified without regard to where the window happens to be on-screen.
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A view coordinate system has its default origin at the left top corner of the view
rectangle. However, scrolling can shift view coordinates and move the origin.
View-specific coordinates are used for all drawing operations and to report most
events.

Coordinate Geometry

The Interface Kit defines ahandful of basic classesfor locating points and areaswithin a
coordinate system:

16 — TheInterface Kit

A BPoint object isthe simplest way to specify a coordinate location. Each object
stores two values—an x coordinate and a 'y coordinate—that together locate a
specific point, (X, y), within a given coordinate system.

A BRect object represents arectangle; it’s the smplest way to designate an area
within a coordinate system. The BRect class defines arectangle as a set of four
coordinate values—corresponding to the rectangl€e's lft, top, right, and bottom
edges, asillustrated below:

y-axis

X-axis

(0.0/0.0) top

left

right

bottom

y

The sides of the rectangle are therefore parallel to the coordinate axes. The left
and right sides delimit the range of x coordinate values within the rectangle, and
the top and bottom sides delimit the range of y coordinate values. For example, if
arectangle’sleft top corner isat (0.8, 2.7) and its right bottom corner is at

(11.3, 49.5), dl points having x coordinates ranging from 0.8 through 11.3 and

y coordinates from 2.7 through 49.5 lie inside the rectangle.

If the top of arectangle isthe same asits bottom, or its|eft the same asitsright,
the rectangle defines a straight line. If the top and bottom are the same and also
the left and right, it collapsesto asingle point. Such rectangles are still valid—
they specify real locations within a coordinate system. However, if thetop is
greater than the bottom or the left greater than the right, the rectangleisinvalid; it
has no meaning.
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» A BPolygon object represents a polygon, a closed figure with an arbitrary number
of sides. The polygon is defined as an ordered set of points. It enclosesthe area
that would be outlined by connecting the points in order, then connecting the first
and last pointsto close the figure. Each point istherefore apotential vertex of the

polygon.

« A BRegion object defines a set of points. A region can be any shape and even
include discontinuous areas.

Mapping Coordinates to Pixels

The device-independent coordinate space described above must be mapped to the pixel
grid of a particular display device—the screen, a printer, or some other piece of
hardware that' s capable of rendering animage. For example, to display arectangle, it's
necessary to find the pixel columns that correspond to its right and | eft sides and the
pixel rows that correspond to its top and bottom.

This depends entirely on the resolution of the device. In essence, each device-
independent coordinate value must be trandated internally to a device-dependent
value—an integer index to a particular column or row of pixels. In the coordinate space
of the device, one unit equals one pixel.

Thistrangation is easy for the screen, since, as mentioned above, there's a one-to-one
correspondence between coordinate units and pixels. It reduces to rounding floating-
point coordinates to integers. For other devices, however, the trandation means first
scaling the coordinate value to a device-specific value, then rounding. For example, the
point (12.3, 40.8) would translate to (12, 41) on the screen, but to (51, 170) on a 300 dpi
printer.

Screen Pixels
To map coordinate locations to device-specific pixels, you need to know only two
things:

» Theresolution of the device, and
e Thelocation of the coordinate axes relative to pixel boundaries.

The axes are located in the same place for all devices: The x-axis runs|eft to right along
the middle of arow of pixels and the y-axis runs down the middle of a pixel column.
They meet at the very center of apixel.

Because coordinate units match pixels on the screen, this means that all integral
coordinate values (those without a fractional part) fall midway across a screen pixel.
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The following illustration shows where various x coordinate values fall on the x-axis.
The broken lines represent the division of the screen into a pixel grid:

y-axis

-1.0 00 10 25 3.25 375 40 45

ARV IR

¥y Lt/

Asthisillustration shows, it's possible to have coordinate values that lie on the
boundary between two pixels. A later section, “Picking Pixelsto Stroke and Fill”
section on page 34, describes how these values are mapped to one pixel or the other.

Drawing

Drawing isdone by BView objects. Asdiscussed above, the views within awindow are
organized into a hierarchy—there can be views within views—but each view isan
independent drawing agent and maintains a separate graphics environment. This section
discusses the framework in which BViews draw, beginning with view coordinate
systems. Detailed descriptions of the functions mentioned here can be found in the
BView and BWindow class descriptions.

View Coordinate Systems

Asaconvenience, each view is assigned a coordinate system of itsown. By default, the
coordinate origin—(0.0, 0.0)—is located at the left top corner of the view rectangle.
(For an overview of the coordinate systems assumed by the Interface Kit, see “The
Coordinate Space” section on page 14 above.)

When aview is added as a child of another view, it's located within the coordinate
system of itsparent. A childisconsidered part of the contents of the parent view. If the
parent moves, the child moves with it; if the parent view scrolls its contents, the child
view is shifted along with everything else in the view.

Since each view retains its own internal coordinate system no matter who its parent is,
whereit's located within the parent, or where the parent is located, aBView's drawing
and event-handling code doesn’t need to be concerned about anything exterior to itself.
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To do itswork, a BView need ook no farther than the boundaries of its own view
rectangle.

Frame and Bounds Rectangles

Although aBView doesn’'t haveto look outside its own boundaries, it does have to know
where those boundaries are. It can get thisinformation in two forms:

» Since aview islocated within the coordinate system of its parent, the view
rectangleisinitially defined in terms of the parent’s coordinates. This defining
rectangle for aview is known asits frame rectangle. (Seethe BView constructor
and the Frame() function.)

*  When translated from the parent’s coordinates to the internal coordinates of the
view itself, the same rectangle is known as the bounds rectangle. (Seethe
Bounds() function.)

Theillustration below shows achild view 181.0 units wide and 136.0 units high. When
viewed from the outside, from the perspective of its parent’s coordinate system, it has a
frame rectangle with left, top, right, and bottom coordinates at 90.0, 60.0, 270.0, and
195.0, respectively. But when viewed from the inside, in the view's own coordinate
system, it has a bounds rectangle with coordinates at 0.0, 0.0, 180.0, and 135.0:

parent view
60.0
0.0
90.0(0.0 180.0{270.0
135.0 P
1950 child view

When aview moves to anew location in its parent, its frame rectangle changes but not
its bounds rectangle. When aview scrollsits contents, its bounds rectangle changes, but
not its frame. The frame rectangle positions the view in the world outside; the bounds
rectangle positions the contents inside the view.

Since aBView doesitswork in its own coordinate system, it refers to the bounds
rectangle more often than to the frame rectangle.
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Scrolling

A BView scrallsits contents by shifting coordinate values within the view rectangle—
that is, by altering the bounds rectangle. If, for example, the top of aview’'s bounds
rectangleisat 100.0 and its bottom is at 200.0, scrolling downward 50.0 units would put
the top at 150.0 and the bottom at 250.0. Contents of the view with y coordinate values
of 150.0 to 200.0, originally displayed in the bottom half of the view, would be shifted
to the top half. Contents with y coordinate values from 200.0 to 250.0, previously
unseen, would become visible at the bottom of the view. Thisisillustrated below:

100.0 100.0
bounds
rectangle

150.0 150.0

200.0 200.0

250.0 data 250.0
rectangle

300.0 300.0

Scrolling doesn’t move the view—it doesn’t alter the frame rectangle—it moves only
what’s displayed inside the view. In theillustration above, a*“data rectangle” encloses
everything the BView is capable of drawing. For example, if the view isableto display
an entire book, the data rectangle would be large enough to enclose all the lines and
pages of the book laid end to end. However, since aBView can draw only within its
bounds rectangle, everything in the data rectangle with coordinates that fall outside the
bounds rectangle would be invisible. To make unseen datavisible, the bounds rectangle
must change the coordinates that it encompasses. Scrolling can be thought of asdliding
the view’s bounds rectangle to a new position on its data rectangle, asis shown in the
illustration above. However, asit appears to the user, it's moving the data rectangle
under the bounds rectangle. The view doesn’t move; the data does.

Clipping Region

The Application Server clips the images that a BView produces to the region whereit’s
permitted to draw.

Thisregion is never any larger than the view’s bounds rectangle; aview cannot draw
outside its bounds. Furthermore, since a child is considered part of its parent, aview
can't draw outside the bounds rectangle of its parent either—or, for that matter, outside
the bounds rectangle of any ancestor view. In addition, since child views draw after, and
therefore logically in front of, their parents, aview concedes some of its territory to its
children.
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Thus, the visible region of aview isthe part of its bounds rectangle that’s inside the
bounds rectangles of al its ancestors, minus the frame rectangles of itschildren. Thisis
illustrated in the figure below. It shows a hierarchy of three views. The areafilled with
a crosshatch pattern is the visible region of view A; it omits the area occupied by its
child, view B. Thevisible region of view B is colored dark gray; it omits the part of the
view that lies outside its parent. View C hasno visibleregion, for it lies outside the
bounds rectangle of its ancestor, view A:

The visible region of aview might be further restricted if its window is obscured by
another window or if thewindow it'sin lies partially off-screen. The visible region
includes only those areas that are actually visible to the user. For example, if the three
views in theillustration above were in awindow that was partially blocked by another
window, their visible regions might be considerably smaller. Thisisillustrated below:

another
window

Note that in this case, view A has a discontinuous visible region.
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The Application Server clips the drawing that a view does to aregion that's never any
larger than the visible region. On occasion, it may be smaller. For the sake of
efficiency, while aview is being automatically updated, the clipping region excludes
portions of the visible region that don’'t need to be redrawn:

* When aview is scrolled, the Application Server may be able to shift some of its
contents from one portion of the visible region to another. The clipping region
excludes any part of the visible region that the Server was able to update on its
own; it includes only the part where the BView must produce images that were
not previously visible.

« If aview isresized larger, the clipping region may include only the new areas that
were added to the visible region. (But see the flags argument for the BView
constructor.)

» If only part of aview isinvalidated (by the Invalidate() function), the clipping
region isthe intersection of the visible region and the invalid rectangle.

An application can also limit the clipping region for aview by passing a BRegion object
to SetClippingRegion(). The clipping region won't include any areasthat aren’t in the

region passed. The Application Server calculates the clipping region as it normally
would, but intersects it with the specified region.

You can obtain the current clipping region for aview by calling GetClippingRegion().
(See @ so the BRegion class description.)

The View Color

Every view has abasic, underlying color. It'sthe color that fills the view rectangle
before the BView does any drawing. The user may catch a glimpse of this color when
the view isfirst shown on-screen, when it'sresized larger, and when it's erased in
preparation for an update. 1t will also be seen wherever the BView failsto draw in the
visible region.

In asense, the view color isthe canvas on which the BView draws. |t doesn't enter into
any of the object’s drawing operations except to provide a background; it’s not one of
the BView’s graphics parameters.

By default, the view color iswhite. Y ou can assign adifferent color to aview by calling
BView's SetViewColor() function. Every view can haveits own color.

The Mechanics of Drawing
Views draw through a set of primitive functions such as:
* Drawstring(), which draws a string of characters,

* DrawBitmap(), which produces an image from a bitmap,
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» Strokeline(), StrokeArc(), and other Stroke...() functions, which stroke lines along
defined paths, and

* FillEllipse(), FillRect(), and other Fill...() functions, which fill closed shapes.

The way these functions work depends not only on the values that they’re passed—the
particular string, bitmap, arc, or ellipse that’ s to be drawn—but on previously set values
in the BView's graphics environment.

Graphics Environment

Each BView object maintains its own graphics environment for drawing. The
coordinate system and the clipping region are two fundamental parts of that
environment, but not the only parts. It also includes anumber of parameters that can be
set and reset at will to affect the next image drawn. These parameters are:

» Font attributes that determine the appearance of text the BView draws. (See
SetFontName() and its companion functions.)

» Two pen parameters—a location and asize. The pen location determines where
the next drawing will occur and the pen size determines the thickness of stroked
lines. (See MovePenBy() and SetPenSize().)

e Two current colors—a front color and a background color—that can be used
either alone or in combination to form a pattern or halftone. The front color is
used for most drawing. The background color is sometimes set to the underlying
view color so that it can be used to erase other drawing or, because it matches the
view background, make it appear that drawing has not touched certain pixels.
(See the SetFrontColor() and SetBackColor() functions and the “ Patterns” section
below.)

¢ A drawing mode that determines how the next image isto be rendered. (Seethe
“Drawing Modes’ section below and the SetDrawingMode() function.)

By default, a BView's graphics parameters are set to the following values:

Font “monaco” (9-point bitmap font, no rotation, 90° shear)
Pen position (0.0, 0.0

Pen size 1.0 coordinate units

Front color Black (red, green, and blue components al equal to 0)
Background color White (red, green, and blue components all equal to 255)
Drawing mode Copy mode (OP_COPY)

Clipping region Thevisible region of the view

Coordinate system Origin at the |eft top corner of the bounds rectangle

However, asthe next section, “Views and the Server” on page 30, explains, these values
take effect only when the BView is assigned to a window.
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The Pen

The penis afiction that encompasses two properties of aview's graphics environment:
the current drawing location and the thickness of stroked lines.

The pen location determines where the next image will be drawn—abut only for the few
functions that don’t fully specify the drawing coordinates. Some drawing functions
ater the pen location—as if the pen actually moves as it does the drawing—nbut usually
it's set by calling MovePenBy() Or MovePenTo().

The pen that draws lines (through the various Stroke...() functions) hasasquaretip. The
larger the square, the thicker thelinethat it draws. The size of the tip—the length of one
side of the square—isfixed by SetPenSize().

The pen size is expressed in coordinate units, which must be tranglated to a particular
number of pixelsfor the display device. Thisisdone by scaling the pen sizeto adevice-
specific value and rounding to the closest integer. For example, pen sizesof 2.6 and 3.3
would both translate to 3 pixels on-screen, but to 7 and 10 pixels respectively on a 300
dpi printer.

The sizeis never rounded to 0; no matter how small the pen may be, the line never
disappears. If the pen sizeis set to 0.0, the line will be as thin as possible—it will be
drawn using the fewest possible pixels on the display device. (In other words, it will be
rounded to 1 for al devices.)

If the size tranglates to a square with more than one pixel on aside, the pixel in the left
top corner follows the path of the line. The pen extends to the right and below the path
that it strokes.

A later section, “Picking Pixels to Stroke and Fill” on page 34, illustrates how pens of
different sizes choose the pixels to be colored.

Colors

The front and background colors are specified as rgb_color values—full 24-bit values
with separate red, green, and blue components. Although there may be limitations on
the colors that can be rendered on-screen, there are none on the colors that can be
specified.

The way colors are specified for a bitmap depends on the color space in which they're
interpreted. The color space determines the depth of the bitmap data (how many bits of
information are stored for each pixel) and itsinterpretation (whether the data represents
shades of gray or true colors, whether it’'s segmented into color components, what the
components are, and so on). Four possible color spaces are recognized:

MONOCHROME_1_BIT  One bit of data per pixel, where Lisblack and 0 is
white.
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GRAYSCALE_8 BIT Eight bits of data per pixel, where avalue of 255is
black and O iswhite. <This color spaceis currently
not implemented. >

COLOR _8 BIT Eight bits of data per pixel, interpreted as an index into
alist of 256 colors. Thelist is part of the system color
map, and is the same for all applications.

RGB_24 BIT Four components of data per pixel—red, green, blue,
and alpha, arranged in that order—with eight bits per
component. A component value of 255 yields the
maximum amount of red, green, or blue, and avalue
of 0 indicates the absence of that color. < The alpha
component is currently ignored. It will specify the
coverage of the color—how transparent or opague it
is. >

The components of an RGB_24_BIT color are meshed rather than separated into distinct
planes; all four components are specified for the first pixel before the four components
for the second pixel, and so on.

The format of argb_color value exactly matches that of the RGB_24_BIT color space—in
other words, the front and background colors are specified as RGB_24_BIT colors.
However, on-screen, all colors are rendered in the COLOR_8_BIT color space. Specified
24-bit colors are converted to the closest 8-hit color in the color list. (See the BBitmap
class and the system_colors() global function.)

Patterns

Functionsthat stroke aline or fill aclosed shape don’'t draw directly in either the front or
the background color. Rather they take a pattern, an arrangement of one or both colors
that’s repeated over the entire surface being drawn.

By combining the background color with the front color, patterns can produce dithered
colors that lie somewhere between two hues in the COLOR_8_BIT color space. Patterns
also permit drawing with less than the solid front color (for intermittent or broken lines,
for example) and can take advantage of drawing modes that treat the background color
asif it were transparent, as discussed below.

A pattern is defined as an 8-pixel by 8-pixel square. The pattern typeis 8 byteslong,
with one byte per row and one bit per pixel. Rows are specified from top to bottom and
pixels from left to right. Bits marked 1 designate the front color; those marked 0
designate the background color. For example, a pattern of wide diagonal stripes could
be defined asfollows:

pattern stripes = { Oxc7, Ox8f, Ox1f, Ox3e,
Ox7c, Oxf8, Oxfl, Oxe3 };
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Patterns repeat themselves across the screen, liketilesthat are laid side by side. The
pattern defined above looks like this:

The dotted lines in thisillustration show the separation of the screen into pixels. The
thicker black line outlines one 8-by-8 square that the pattern defines.

The outline of the shape being filled or the width of the line being stroked determines
where the pattern isrevealed. It's asif the screen was covered with the pattern just
below the surface, and stroking or filling allowed some of it to show through. For
example, stroking a one-pixel wide horizontal path in the pattern illustrated above
would result in a dotted line, with the dashes (in the front color) slightly longer than the
spaces between (in the background color):

When stroking aline or filling a shape, the pattern serves as the source image for the
current drawing mode, as explained under “Drawing Modes’ below. The nature of the
mode determines how the pattern interacts with the destination image, the image already
in place.

The Interface Kit defines three patterns:

¢ solid_front consists only of the front color,
* solid_back has only the background color, and
* mixed_colors mixes the two colors evenly, like the pattern on a checkerboard.

solid_front is the default pattern for al drawing functions. Applications can define as
many other patterns as they need.

Drawing Modes

When aBView draws, it in effect transfers an image to atarget location somewhere in
the view rectangle. The drawing mode determines how the image being transferred
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interacts with the image already in place at that location. Theimage being transferredis
known as the source image; it might be a bitmap or a pattern of some kind. The image
already in place is known as the destination image.

In the ssimplest and most straightforward kind of drawing, the source image is simply
painted on top of the destination; the source replacesthe destination. However, there are
other possibilities. There are nine different drawing modes, nine distinct ways of
combining the source and destination images. The modes are designated by
drawing_mode constants that can be passed to SetDrawingMode():

OP_COPY OP_MIN OP_ADD
OP_OVER OP_MAX OP_SUBTRACT
OP_ERASE OP_INVERT OP_BLEND

OP_COPY isthe default mode and the simplest. It transfers the source image to the
destination, replacing whatever was there before. The destination isignored.

In the other modes, however, some of the destination might be preserved, or the source
and destination might be combined to form aresult that’ s different from either of them.
For these modes, it's convenient to think of the source image as an image that exists
somewhere independent of the destination location, even thoughit’ snot actually visible.
It's the image that would be rendered at the destination in OP_COPY mode.

The modeswork for all BView drawing functions—including those that stroke lines and
fill shapes, those that draw characters, and those that image bitmaps. The way they
work depends foremost on the nature of the source image—whether it's a pattern or a
bitmap. For theFill... and Stroke... functions, the source image is a pattern that has the
same shape as the area being filled or the area the pen touches as it strokesaline. For
DrawBitmap(), the source image is a rectangular bitmap.

» Only asource pattern has designated “front” and “background” colors. Evenif a
source bitmap has colors that match the current front and background, they’ re not
handled like the colorsin a pattern; they’re treated just like any other color in the
bitmap.

* Onthe other hand, only a source bitmap can have transparent pixels. Inthe
COLOR_8_BIT color space, a pixel is made transparent by assigning it the
TRANSPARENT_8 BITvalue. Inthe RGB_24 BIT color space, apixel assigned the
TRANSPARENT 24 BITvalueisconsidered transparent. These values have meaning
only for source hitmaps, not for source patterns. If the current front or
background color in a pattern happens to have atransparent value, it’s still treated
asthe front or background color, not like transparency in a bitmap.

The way the drawing modes work also depends on the color space of the source image
and the color space of the destination. The following discussion concentrates on
drawing where the source and destination both contain colors. Thisisthe most common
case, and also the one that’s most general.

When applied to colors, the nine drawing modes fall naturally into four groups:
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The OP_coOPY mode, which copies the source image to the destination.

The OP_OVER, OP_ERASE, and OP_INVERT modes, which—despite their
differences—all treat the background color in a pattern as if it were transparent.

The OP_ADD, OP_SUBTRACT, and OP_BLEND modes, which combine colorsin the
source and destination images.

The OP_MIN and OP_MAX modes, which choose between the source and
destination colors.

The following paragraphs describe each of these groupsin turn.

OP_COPY. In OP_COPY mode, the source image replaces the destination. Thisisthe
default drawing mode and the one most commonly used. Because this mode doesn’t
have to test for particular color values in the source image, ook at the colorsin the
destination, or compute colorsin the result, it's also the fastest of the modes.

If the source image contains transparent pixels, their transparency will be retained in the
result; the transparent valueis copied just like any other color. However, the appearance
of atransparent pixel when shown on-screen isindeterminate. If a source image has
transparent portions, it’sbest to transfer it to the screen in OP_OVER or ancther mode. In
al modes other than OP_COPY, a transparent pixel in a source bitmap preserves the
color of the corresponding destination pixel.

OP_OVER, OP_ERASE, and OP_INVERT. These three drawing modes are designed
specifically to make use of transparency in the source image; they’re able to preserve
some of the destination image. 1n these modes (and only these modes) the background

color
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in a source pattern acts just like transparency in a source bitmap.

The OP_OVER mode places the source image “over” the destination; the source
provides the foreground and the destination the background. In this mode, the
source image replaces the destination image (just asin the OP_COPY mode)—
except where a source bitmap has transparent pixels and a source pattern has the
background color. Transparency in a bitmap and the background color in a
pattern retain the destination image in the result.

By masking out the unwanted parts of a rectangular bitmap with transparent
pixels, this mode can place an irregularly shaped source image on top of a
background image. Transparency in the source foreground | ets the destination
background show through. The versatility of OP_OVER makes it the second most
commonly used mode, after OP_COPY.

The OP_ERASE mode doesn’t draw the source image at all. Instead, it erases the
destination image. Like OP_OVER, it preserves the destination image wherever a
source bitmap is transparent or a source pattern has the background color. But
everywhere el se—where the source bitmap isn't transparent and the source
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pattern has the front color—it removes the destination image, replacing it with the
background color.

Although this mode can be used for selective erasing, it's simpler to erase by
filling an area with the solid_back patternin OP_COPY mode.

The OP_INVERT mode, like OP_ERASE, doesn’'t draw the source image. Instead, it
inverts the colors in the destination image. Asin the case of the OP_OVER and
OP_ERASE modes, where asource bitmap is transparent or a source pattern hasthe
background color, the destination image remains unchanged in the result.
Everywhere else, the color of the destination image is inverted.

These three modes also work for monochrome images. If the sourceimageis
monochrome, the distinction between source bitmaps and source patterns breaks down.
Two rules apply:

If the source image is a monochrome bitmap, it actsjust like a pattern. A value of
1 in the bitmap designates the current front color and a value of 0 designates the
current background color. Thus, O, rather than TRANSPARENT 24 BIT or
TRANSPARENT 8 BIT, becomes the transparent val ue.

If the source and destination are both monochrome, the front color is necessarily
black (1) and the background color is necessarily white (0)—but otherwise the
drawing modes work as described. With the possible colors this severely
restricted, the three modes are reduced to boolean operations. OP_OVER isthe
same asalogica ‘OR’, OP_INVERT the same aslogical ‘exclusive OR’, and
OP_ERASE the same as an inversion of logical ‘AND’.

OP_ADD, OP_SUBTRACT, and OP_BLEND. These three drawing modes combine the
source and destination images, pixel by pixel, and color component by color component.
Asinmost of the other modes, transparency in a source bitmap preserves the destination
imageintheresult. Elsewhere, theresultisacombination of the source and destination.
The front and background colors of a source pattern aren’t treated in any specia way;
they're handled just like other colors.

OP_ADD adds each component of the source color to the corresponding
component of the destination color, with a component value of 255 as the limit.
Colors become brighter, closer to white.

By adding a uniform gray to each pixel in the destination, for example, the whole
destination image can be brightened by a constant amount.

OP_SUBTRACT subtracts each component of the source color from the
corresponding component of the destination color, with acomponent value of 0 as
the limit. Colors become darker, closer to black.

For example, by subtracting a uniform amount from the red component of each
pixel in the destination, the whole image can be made less red.
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* OP_BLEND averages each component of the source and destination colors (adds
the source and destination components and divides by 2). The two images are
merged into one.

These modes work only for color images, not for monochrome ones. If the source or
destination is specified in the COLOR_8_BIT color space, the color will be expanded to a
full COLOR_24_BIT value to compute the result; the result is then contracted to the
closest color in the COLOR_8_BIT color space.

OP_MIN and OP_MAX. These two drawing modes compare each pixel in the source
image to the corresponding pixel in the destination image and select one to keep in the
result. If the source pixel istransparent, both modes select the destination pixel.
Otherwise, OP_MIN selects the darker of the two colors and OP_MAX selects the brighter
of thetwo. If the sourceimage isauniform shade of gray, for example, OP_MAX would
substitute that shade for every pixel in the destination image that was darker than the

gray.

Like OP_ADD, OP_SUBTRACT, and OP_BLEND, OP_MIN and OP_MAX work only for color
images.

Views and the Server

Just as windows lead a dual life—as on-screen entities provided by the Application
Server and as BWindow objects in the application—so too do views. Each BView
object has a shadow counterpart in the Server. The Server knowstheview’ slocation, its
place in the window’s hierarchy, its visible area, and the current state of its graphics
parameters. Because it has thisinformation, the Server can more efficiently associate a
user action with a particular view and interpret the BView's drawing instructions.

BWindows become known to the Application Server when they’re constructed.
Creating a BWindow object causes the Server to produce the window that the user will
eventually see on-screen. A BView, on the other hand, has no effect on the Server when
i’ sconstructed. 1t becomesknown to the Server only when it’ s attached to a BWindow.
The Server must ook through the application’s windows to see what views it has.

A BView that’s not attached to a window therefore lacks a counterpart in the Server.
This means that some functions can’t operate on unattached BViews. Three kinds of
functions are included in this group:

¢ Most obvious among them are the drawing functions—DrawBitmap(), FillRect(),
StrokelLine(), and so on. A BView can’'t draw unlessit’sin awindow.

* Alsoincluded are functions that set and return graphics parameters—such as
DrawingMode(), SetFontSize(), ScrollTo(), and SetFrontColor(). A view’'s graphic
state is kept within the Server (where it’'s needed to carry out drawing
instructions). BViews that the Server doesn’'t know about don’t have avalid
graphics state. It won't work, for example, to create a BView, set its background

30 — The Interface Kit DR3



Drawing

color, and then attach it to awindow. The background color can be set only after
the BView belongs to the window.

» Thegroup similarly includes functions that indirectly depend on aBView's
graphics parameters—such as GetMouse(), which reports the cursor location in
the BView’s coordinates, and StringWidth(), which returns how much room a
string would take up in the BView’s font. These functions require information
that an unattached BView can't provide.

Because of these restrictions, you may find it impossible to complete theinitialization of
aBView at thetimeit's constructed. Instead, you may need to wait until the BView
receives an AttachedToWindow() notification informing it that it has been added to a
window’s view hierarchy. AttachedToWindow() can be implemented to set graphics
parameters and to take care of any other final initialization that’s required.

When aBView isremoved from awindow, it loses its graphics environment. Thusif a
BView ismoved to adifferent window or it changesits position in the view hierarchy of
the same window, its graphics parameters must be reset. AttachedToWindow() is called
to reset them.

The Update Mechanism

The Application Server sends a message to a BWindow whenever any of the views
within the window need to be updated. The BWindow then calls the Draw() function of
each out-of-date BView so that it can redraw the contents of its on-screen display.

Update messages can arrive at any time. A BWindow receives one whenever:
« Thewindow isfirst placed on-screen, or is shown again after having been hidden.
* Any part of the window becomes visible after being obscured.

» Theviewsin thewindow are rearranged—for example, if aview isresized or a
child is added or removed from the hierarchy.

« Something happensto alter what a particular view displays. For example, if the
contents of aview are scrolled, the BView must draw any new images that
scrolling makes visible. If one of its children moves, it must fill in the areathe
child view vacated.

» The application forces an update by “invalidating” aview, or a portion of aview.

Update messages take precedence over other kinds of messages. To keep the on-screen
display as closely synchronized with event handling as possible, the window acts on
update messages as soon as they arrive. They don't need to wait their turn in the

message queue.
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(Update messages do their work quietly and behind the scenes. You won't find them in
the BWindow’ s message queue, they aren’'t handled by BWindow’ s DispatchMessage()
function, and they aren’t returned by BLooper’s CurrentMessage().)

Forcing an Update

When auser action or aBView function alters a view in awindow—for example, when
aview isresized or it’s contents are scrolled—the Application Server knows about it. 1t
makes sure that an update message is sent to the window so the view can be redrawn.

However, if code that's specific to your application aters aview, you'll need to inform
the Server that the view needs updating. Thisis done by calling the Invalidate()
function. For example, if you write afunction that changes the number of elementsa
view displays, you might invalidate the view after making the change, as follows:

void MyVi ew. : Set NunEl ement s(| ong count)

{
if ( nunEl ements == count )
return;
nunEl enents = count;
I nval i date();
}

Invalidate() ensures that the view’s Draw() function—which presumably looks at the
new value of the numElements data member—will be called automatically.

At times, the update mechanism may be too slow for your application. Update
messages arrive just like other messages sent to a window thread, including messages
that report events. Although they take precedence over other messages, update
messages must wait their turn. The window thread can respond to only one message at a
time; it will get the update message only after it finishes with the current one.

Therefore, if your application atersaview and calls Invalidate() while responding to an
event message, the view won’'t be updated until the response to the event is finished and
the window thread isfreeto turn to the next message. Usually, thisis soon enough. But
if it'snot, if the response to the event message includes some time-consuming
operations, the application can request an immediate update by calling BWindow's
UpdatelfNeeded() function.

Erasing the Clipping Region

Just before sending an update message, the Application Server prepares the clipping
region of each BView that is about to draw by erasing it to the view color. Note that
only the clipping region is erased, not the entire view, and perhaps not the entire area
where the BView will, in fact, draw.
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Drawing during an Update

While drawing, a BView may set and reset its graphics parameters any number of
times—for example, the pen position and front color might be repeatedly reset so that
whatever is drawn next isin the right place and has the right color. These settings are
temporary. When the update is over, al graphics parameters are reset to their initial
values.

If, for example, Draw() sets the front color to a shade of light blue, as shown below,
Set Front Col or (152, 203, 255);

it doesn’t mean that the front color will be blue when Draw() is called next. If thisline
of code is executed during an update, light blue would remain the front color only until
the update ends or SetFrontColor() is called again, whichever comesfirst. When the

update ends, the previous graphics state, including the previous front color, is restored.

Although you can change most graphics parameters during an update—move the pen
around, reset the font, change the front color, and so on—the coordinate system can’'t be
touched; aview can't be scrolled whileit’s being updated. Since scrolling causesaview
to be updated, scrolling during an update would, in effect, be an attempt to nest one
update in another, something that can’'t logically be done (since updates happen
sequentially through messages). If the view’s coordinate system were to change, it
would alter the current clipping region and confuse the update mechanism.

Drawing outside of an Update

Graphics parameters that are set outside the context of an update are not limited; they
remain in effect until they’re explicitly changed. For example, if application code calls
Draw(), perhapsin response to an event, the parameter valuesthat Draw() last setswould
persist even after the function returns. They would become the default values for the
view and would be assumed the next time Draw() is called.

Default graphics parameters are typically set as part of initializing the BView onceit's
attached to a window—in an AttachedToWindow() function. If you want a Draw()
function to assume the values set by AttachedToWindow(), it'simportant to restore
those values after any drawing the BView does that’s not the result of an update. For
example, if aBView invokes SetFrontColor() while drawing in response to an event
message, it will need to restore the default front color when done.

If Draw() iscalled outside of an update, it can’t assume that the clipping region will have
been erased to the view color, nor can it assume that default graphics parameterswill be
restored when it’s finished.
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Picking Pixels to Stroke and Fill

This section discusses how the various BView Stroke...() and Fill...() functions pick
specific pixelsto color. Pixels are chosen after the pen size and all coordinate values
have been trand ated to device-specific units. The device-specific value measures
distances by counting pixels; one unit equals one pixel on the device.

A device-specific value can be derived from a coordinate value using aformulalike this,
which takes the size of a coordinate unit and the resolution of the device into account:

devi ce_val ue = coordinate_value x ( dpi / 72 )

dpi isthe resolution of the device in dots (pixels) per inch, 72 is the number of
coordinate unitsin an inch, and device valueisrounded to the closest integer.

To describe where lines and shapes fall on the pixel grid, this section mostly talks about
pixel units rather than coordinate units. The accompanying illustrations magnify the
grid so that pixel boundaries are clear. Asaconsequence, they can show only very short
lines and small shapes; they therefore exaggerate the phenomenathey illustrate.

Stroking Thin Lines

Thethinnest possible lineis drawn when the pen sizetrandates to 1 pixel on the device.
Setting the size to 0.0 coordinate units guarantees that the pen will be a one-pixel square
on al devices.

A one-pixel pen follows the path of the line it strokes and makes the line exactly one
pixel thick. If thelineismore vertical than horizontal, only one pixel in each row isused
to render the line. If the lineis more horizontal than vertical, only one pixel in each
column is used.

Some illustrations of one-pixel thick lines are given below. The broken lines show the
separation of the display surface into pixels:

(@) (© ~_ (@)
\\\ ®
\\
(d)
N
\\ \‘\
\ ~—_
N
N
ZI
/ \
// \ (e)
o

34 — The Interface Kit DR3



DR3

Drawing

Thefirst thing to notice about thisillustration is that only pixelsthat the line path
actually passes through are colored to display the line. If apath begins or endson a
pixel boundary, asit doesfor lines (d) and (€), for example, the pixels at the boundary
aren’t colored unless the path crossesinto the pixel. The pen touches the fewest
possible number of pixels.

It's possible for aline path not to enter any pixels, but to lie entirely on the boundaries
between pixels. Suchalineisnot invisible. A horizontal path between pixels colorsthe
pixel row beneath it. A vertical path between pixels colorsthe pixel columntoitsright.
A line path that reduces to a single point lying on the corner of four pixels colors the
pixel at itslower right. The orientation of the pen is always toward the bottom and the
right.

(h) 0

< However, for the current release, it’s indeterminate which column or row of adjacent
pixelswould be used to display vertical and horizontal lines like (h) and (i) above.
Point (j) would not be visible. >

Although a one-pixel pen touches only pixelsthat lie on the path it strokes, it won't
touch every pixel that the path crosses if that would mean making the line thicker than
specified. When the path cuts though two pixelsin a column or row, but only one of
those pixels can be colored, the one that contains more of the path (the one that contains
the midpoint of the segment cut by the column or row) ischosen. Thisisillustratedin
the close-up below, which shows where amostly vertical line crosses one row of pixels:

N\

N\

However, before a choice is made as to which pixel in arow or column to color, theline
path isnormalized for the device. For example, if alineis defined by two endpoints, it's
first determined which pixels correspond to those endpoints. The line path isthen
treated as if it connected the centers of those pixels. This may alter which pixels get
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colored, asisillustrated below. Inthisillustration, the solid black line isthe line path as

originaly specified and the broken line is its normalized version:

—
—

This normalization is nothing more than the natural consequence of the rounding that
occurs when coordinate values are translated to device-specific pixel values.

Stroking Curved Lines

Although all the diagrams above show straight lines, the principles they illustrate apply

equally to curved line paths. A curved path can be treated asiif it were made up of a
large number of short straight segments.

Filling and Stroking Rectangles

The following illustration shows how some rectangles, represented by the solid black
line, would be filled with a solid color.

(k)

(m)

o

(n)

A rectangle includes every pixel that it encloses and every pixel that its sides pass
through. However, as rectangle (n) illustrates, it doesn’'t include pixels that its sides

merely touch at the boundary.
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If the pixel grid in thisillustration represented the screen, rectangle (n) would have left,
top, right, and bottom coordinates with fractional values of .5. Rectangle (k), on the
other hand, would have coordinates without any fractional parts. Nonfractional
coordinates lie at the center of screen pixels.

Rectangle (k), in fact, isthe normalized version of all four of theillustrated rectangles.
It shows how the sides of the four rectangles would be trandated to pixel values. Note
that for arectangle like (n), with edges that fall on pixel boundaries, normalization
means rounding the left and top sides upward and rounding the right and bottom sides
downward. Thisfollows from the principal that the fewest possible number of pixels
should be colored.

Although the four rectangles above differ in size and shape, when filled they all cover a
6 x 4 pixel area. You can't predict this area from the dimensions of the rectangle.
Because the coordinate space is continuous and x and y values can be located anywhere,
rectangles with different dimensions might have the same rendered size, as shown
above, and rectangles with the same dimensions might have different rendered sizes, as
shown below:

(0) (P)

If aone-pixel pen strokes arectangular path, it touches only pixels that would be
included if the rectangle were filled. Theillustration below shows the same rectangles
that were presented above, but strokes them rather than fills them:

(k) (m’)

() ()
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Each of the rectangles still coversa 6 x 4 pixel area. Note that even though the path of
rectangle (n') lies entirely on pixel boundaries, pixels below it and to its right are not
touched by the pen. The pen touches only pixelsthat lie within the rectangle.

If arectangle collapses to astraight line or to asingle point, it no longer contains any
area. Filling such arectangleisequivalent to stroking the line path with aone-pixel pen,
as was discussed in the previous section. Stroking such arectangleis equivalent to
stroking the line.

Filling and Stroking Polygons

The figure below shows a polygon as it would be stroked by a one-pixel pen and as it

would befilled:
(@) — n —
B B
/ m / m

[T

The same rules apply when stroking each segment of a polygon as would apply if that
segment were an independent line. Therefore, the pen may not touch every pixel the
segment passes through.

When the polygon isfilled, no additional pixels around its border are colored. Asisthe
case for arectangle, the displayed shape of filled polygon isidentical to the shape of the
polygon when stroked with a one-pixel pen. The pen doesn’t touch any pixels when
stroking the polygon that aren’t colored when the polygon isfilled. Conversely, filling
doesn’'t color any pixels at the border of the polygon that aren’t touched by a one-pixel
pen.

Stroking Thick Lines

A pen that’ sthicker than one pixel touches the same pixelsthat aone-pixel pen does, but
it adds extra columns to the right of the path and extra rows beneath it.
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It'sasif the pen is asquare that moves along the line path and stops on selected pixels.
When it stops, it colors every pixel that it covers. If the pen isaone-pixel square, it
coversonly pixelsthat lie on the path. If it's amultiple-pixel square, itsleft top corner
follows the path so that it also covers pixels below the path and to the right.

The following diagram outlines the position of a two-pixel pen at one stop along aline
path:

In the following example, rectangle (s) is stroked by atwo-pixel pen and lines (t) and (u)
by athree-pixel pen. One of the positions of the pen on line (u) is outlined.

©) (u) \

® —

No matter what its size, the pen always stops at the same pixels on the line path.
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Handling Events

The BWindow and BView classes together define a structure for responding to user
actions on the keyboard and mouse. These actions generate interface events that are
reported to a BWindow object and that the BWindow distributes to other objects,
typically BViews.

This section describes interface events, the messages that report them, and the way that
BWindow and BView objects are structured to respond to them.

Interface Events

In most cases, an interface event merely reports what the user did. However, in some
cases, it may reflect the way the Application Server interpreted or handled a user action.
The Server might respond directly to the user action and pass along an event that reflects
what it did—moved awindow or changed a value, for example. In afew cases, the
event may even reflect what the application thinks the user intended—that is, an
application might interpret one or more generic user actions as a more specific event.

Seventeen interface events are currently defined. The following five capture atomic user
actions on the keyboard and mouse:

« A key-down event occurs when the user presses a character key on the keyboard.
After theinitial event (and a brief threshold), most keys generate repeated key-
down events—as long as the user continues to hold the key down and doesn’t
press another key. Only character keys produce keyboard events. The modifier
keys—Shift, Control, Caps Lock, and so on—don'’t generate events of any kind
but may affect the character that's reported for another key.

* A key-up event occurs when the user releases the character key. < Thiseventisn't
implemented for the current release. >

* A mouse-down event occurs when the user presses one of the mouse buttons while
the cursor is over the content area of awindow. < The event isgenerated only for
thefirst button the user presses—that is, only if no other mouse buttons are down
a thetime. >

* A mouse-up event occurs when the user releases the mouse button. < Theeventis
generated only for thelast button the user releases—that is, only if no other mouse
button remains down. >

* A mouse-moved event captures some small portion of the cursor’ s movement into,
within, or out of awindow. If the cursor isn’'t over awindow, it's movement
doesn’'t generate mouse-moved events. (All interface events are associated with
windows.) Repeated mouse-moved events are generated as the user moves the
mouse.
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A closely related event announces the arrival of a package of information:

* A message-dropped event occurs when the user rel eases the mouse button after

dragging an image from one view to ancther. The image represents information
bundled in a BMessage object. The message is“dropped”’ on the view where the
cursor is located when the mouse button goes up.

The six events above are all directed at particular views. Three others also concern
views:

« A view-moved event occurs when aview is moved within its parent’s coordinate

system. Thiscan be aconsequence of a programmatic action or of the parent view
being automatically resized. If the parent view is being continuously resized
because the user is resizing the window, repeated mouse-moved events may be
recorded.

A view-resized event occurs when aview isresized, perhaps because the program
resized it or possibly as an automatic consequence of the window being resized.
If the resizing is continuous, because the user is resizing the window, repeated
view-resized events are reported.

A value-changed event occurs when the Application Server changes avalue
associated with an object. Currently, the event is generated only for BScrollBar
objects. It's generated repeatedly as the user manipulates a scroll bar.

A few events affect the window itself:

An activation event happens when a window becomes the active window, and
when it gives up that status. The single action of clicking awindow to make it
active might result in two activation events—one for the window that gains active-
window status and one for the window that relinquishes it—plus a mouse-down
and a mouse-up event.

A quit-requested event occurs when the user clicksawindow’ s close box, or when
the system perceives some other reason to request the window to quit.

A window-moved event records the new location of awindow that has been
moved, either programmatically or by the user. When the user drags a window,
repeated events occur, each one capturing a small portion of the window’s
continuous movement. Only one event occurs when the program moves a
window.

A window-resized event occurs when the window isresized, again either
programmatically or by the user. The event is generated repeatedly as the user
resizes the window, but only once each time the application resizes it.
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» A screen-changed event occurs when the configuration of the screen—the size of
the pixel grid it displays < or the color space of the frame buffer >—changes.
Such changes may require the window to take compensatory measures.

Two events are produced by the save panel:

» A save-requested event occurs when the user operates the panel to request that a
document be saved.

» A pand-closed event occurs when the application or the user closes the panel.
Finally, there's one event that doesn’t derive from a user action:

« Periodic pulse events occur at regularly spaced intervals, like a steady heartbeat.
Pulses don't involve any communication between the application and the Server.
They're generated as long as no other events are pending, but only if the
application asks for them.

An application doesn’'t have to wait for an event to discover what the user isdoing on the
keyboard and mouse. Two BView functions, GetKeys() and GetMouse(), can provide
an immediate check on the state of these devices.

Hook Functions for Interface Events

Events are reported to an application asthey occur. The Application Server determines
which window an event affects and notifies the appropriate window thread. Keyboard
events are reported to the current active window, mouse events to the window where the
cursor is located.

Reports of events are delivered as BMessage objects. When a message arrives, the
BWindow dispatchesit to initiate action within the window thread. Typically, one of the
BViews associated with the window is asked to respond to the message—usually the
BView that drew theimage that elicited the user action. But some messages are handled
by the BWindow itself.

Interface events are dispatched by calling avirtual function that’s matched to the event.
For example, the BView where a mouse-down event occursis notified with a
MouseDown() function call. When the user clicksthe close box of awindow, generating
aquit-requested event, the BWindow’'s QuitRequested() function is called.

The chart below lists the virtual functions that are called to initiate the application’s
response to interface events, and the base classes where the functions are declared.
Each application can implement these event-specific functionsin away that's
appropriate to its purposes.

Event type Virtual function Class
Key-down KeyDown() BView
Key-up none

Mouse-down MouseDown() BView
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Mouse-up none

Mouse-moved MouseMoved() BView

M essage-dropped MessageDropped() BView

View-moved FrameMoved() BView

View-resized FrameResized() BView
Value-changed ValueChanged() BScrollBar
Window-activated  WindowActivated() BWindow and BView
Quit-requested QuitRequested() BLooper, inherited by BWindow
Window-moved FrameMoved() BWindow
Window-resized FrameResized() BWindow
Screen-changed ScreenChanged() BWindow
Save-requested SaveRequested() BWindow

Panel -closed() SavePanelClosed() BWindow

Pulse Pulse() BView

< Key-up events are currently not reported. > Mouse-up events are reported to the
application, but they aren’t dispatched by calling avirtual function. A BView can
determine when a mouse button goes up by calling GetMouse() from within its
MouseDown() function. Asit reportsinformation about the location of the cursor and
the state of the mouse buttons, GetMouse() removes mouse-moved and mouse-up
messages from the BWindow's message queue, so the same information won't be
reported twice.

Dispatching

Notice, from the chart above, that the BWindow class declares the functions that handle
events directed at the window itself. FrameMoved() is called when the user moves the
window, FrameResized() when the user resizesit, WindowActivated() when it becomes,
or ceases to be, the active window, and so on.

Although the BWindow handles some interface events, most are handled by BViews.
When the BWindow receives an event message, it must decide which view is
responsible.

Thisdecisionisrelatively easy for mouse events. The cursor pointsto the affected view.
For example, when the user presses a mouse button, the BWindow calls the
MouseDown() virtual function of the view under the cursor. When the user moves the
mouse, it calls the MouseMoved() function of each view the cursor travels through.
When the user drags a message to awindow and dropsit there, it calls the
MessageDropped() function of the view the cursor pointsto.

However, there’ s no cursor attached to the keyboard, so the BWindow object must keep
track of the view that's responsible for key-down events. That view is known asthe
focus view.
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The Focus View

The focus view is whatever view happens to be displaying the current selection
(possibly an insertion point) within the window, or whatever check box or other gadget
is marked to show that it can be operated from the keyboard.

The focus view is expected to handle keyboard events when the window is the active
window and to handle data pasted from the clipboard. When the user presses a key on
the keyboard, the BWindow calls the focus view’s KeyDown() virtual function. When
the user pastes material from the clipboard, the application should arrange for the focus
view to respond.

Thefocusdoesn’t haveto stay on oneview all thetime; it can shift from view to view. It
may change as the user changes the current selection in the window—from text field to
text field, for example. Only one view in the window can bein focus at atime.

Views put themselves in focus when they' re sel ected by auser action of somekind. For
example, when aBView’'s MouseDown() or MessageDropped() function is called,
notifying it that the user has selected the view, it can grab the focus by calling
MakeFocus(). When a BView makesitself the focus view, the previous focus view is
notified that it has lost that status.

A view should become the focus view if:

* It has aKeybown() function so that the user can operate it from the keyboard,
« It hasaKeybown() function to display typed characters, or
* |t can show the current selection, whether or not it displays what the user types.

A view should highlight the current selection only whileit'sin focus.

BViews make themselves the focus view (with the MakeFocus() function), but
BWindows report which view is currently in focus (with the CurrentFocus() function).
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Filtering Events

A BWindow can scrutinize mouse and keyboard events beforeit givesthe target BView
achance to respond. The BWindow class declares four hook functions that preview
events before aBView is notified:

FilterKeyDown(),
FillerMouseDown(),
FilterMouseMoved(), and
FillerMessageDropped()

These functions give BWindows an opportunity to modify aspect of the event or even
change the BView that will be expected to respond. Unless the BWindow completely
intercepts the event, the responsible BView is notified through its KeyDown(),
MouseDown(), MouseMoved(), or MessageDropped() function.

Thefilter functions are rarely implemented to prevent the BView functions from being
called. Since the response to an event depends on what prompted it—for example, a
click would mean one thing to a button and quite another to a text field—the principal
event-handling code must be located within BViews, not at the BWindow level.

Message Protocols

As noted above, reports of events are delivered to the window thread as BMessage
objects. The object’s what data member is always a constant that names what kind of
event it is. The constants for interface events are:

KEY_DOWN WINDOW_ACTIVATED
KEY_UP QUIT_REQUESTED
MOUSE_DOWN WINDOW_MOVED
MOUSE_UP WINDOW_RESIZED
MOUSE_MOVED SCREEN_CHANGED
MESSAGE_DROPPED SAVE_REQUESTED
PANEL_CLOSED
VIEW_MOVED
VIEW_RESIZED PULSE

VALUE_CHANGED

Typically, the BMessage object also carries various kinds of data describing the event.
In some cases, it may contain more information about the event than is passed to the
function that startsthe application’ sresponse. For example, aMouseDown() functionis
passed the point where the cursor was located when the user pressed the mouse button.
But a MOUSE_DOWN BMessage al so includes information about when the event
occurred, what modifier keys the user was holding down at the time, < which mouse
button was pressed, whether the event counts as a solitary mouse-down, the second of a
double-click, or the third of atriple-click, and so on. >
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A MouseDown() function can get this information by taking it directly from the
BMessage. The BMessage that the window thread is currently responding to can be
obtained by calling CurrentMessage(), which the BWindow inheritsfrom BLooper. For
example, aMouseDown() function might get the time of the mouse-down event as
follows:

void MyVi ew. : MouseDown( BPoi nt poi nt)
{

long time = Wndow()->Current Message() - >Fi ndLong("when");

}

With the exception of SAVE_REQUESTED and PANEL_CLOSED messages, al BMessages
that report interface events record when the event occurred. Thisinformation is placed
in the BMessage under the name “when” as along integer.

For pulse and quit-requested events, “when” isthe only data the BM essage contains.
There's nothing else to know about the event. However, for most interface events, the
BMessage carries additional information describing the content of the event—which
key was pressed, where the cursor was pointing, what the new value is, and so on.

The following sections list the data that’s available within the BM essage objects that
report interface events:

Key-Down Events

Data name Type code Description

“when” LONG _TYPE When the key went down, as measured in
milliseconds from the time the machine
was last booted.

“key” LONG _TYPE The code for the key that was pressed.

“modifiers’ LONG _TYPE A mask that identifies which modifier keys

the user was holding down and which
keyboard locks were on at the time of the
event.

“char” LONG_TYPE The character that's generated by the
combination of the key and modifiers.

“states’ UCHAR_TYPE A bit field that records the state of all keys
and keyboard locks at the time of the
event. Although declared asUCHAR_TYPE,
thisis actually an array of 16 bytes.

For most applications, the“char” code is sufficient to distinguish one sort of user action
on the keyboard from another. It reflects both the key that was pressed and the effect
that the modifiers have on the resulting character. For example, if the Shift key is down
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when the user presses the A key, or if Caps Lock ison, the “char” produced will be
uppercase ‘A’ rather than lowercase‘a’. If the Control key isdown, it will be the HOME
character. A later section, “Keyboard Information” on page 53, discusses the mapping
of keysto charactersin more detail.

The “modifiers’ mask explicitly identifies which modifier keys the user is holding down
and which keyboard locks are on at the time of the event. It’s described under “Modifier
Keys’ on page 57 below.

The“key” codeis an arbitrarily assigned number that identifies which character key the
user pressed. All keys on the keyboard, including modifier keys, have key codes (but
only character keys produce key-down events). The codes for the keys on a standard
keyboard are shown in the “Key Codes” section on page 53.

The“states’ hit field has one bit assigned to each key. For most keys, the bitisset to 1 if
the key isdown, and to O if the key isup. However, the bits corresponding to keys that
toggle keyboard locks (the Caps Lock, Num Lock, and Scroll Lock keys) are set to 1 if
thelock ison, and to O if thelock isoff. See*Key States’ on page 61 for details on how
to read information from the “states” array.

Key-Up Events

< Key-up events are not currently reported. >

Mouse-Down Events

Data name Type code Description
“when” LONG _TYPE When the mouse button went down, as

measured in milliseconds from the time
the machine was last booted.

“where” POINT_TYPE Where the cursor was located when the
user pressed the mouse button, expressed
in the coordinate system of the target
BView—the view where the cursor was
located at the time of the event.

“modifiers’ LONG_TYPE A mask that identifies which modifier keys
were down and which keyboard lockswere
on when the user pressed the mouse
button.

The “modifiers’ mask is the same as for key-down events and is described under
“Modifier Keys’ on page 57.
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Mouse-Up Events

Data name Type code Description
“when” LONG_TYPE When the mouse button went up again, as

measured in milliseconds from the time
the machine was | ast booted.

“where’ POINT_TYPE Where the cursor was located when the
user released the mouse button, expressed
in the coordinate system of the target
BView—the view where the cursor was
located when the button went up.

“modifiers’ LONG _TYPE A mask that identifies which of the
modifier keys were down and which
keyboard locks were in effect when the
user released the mouse button.

The “modifiers’ mask is the same as for key-down events and is described under
“Modifier Keys' on page 57.

Mouse-Moved Events

Data name Type code Description

“when” LONG _TYPE When the event occurred, as measured in
milliseconds from the time the machine
was last booted.

“where’ POINT TYPE The new location of the cursor, where it
has moved to, expressed in window
coordinates.

ared’ LONG_TYPE The area of the window wherethe cursor is
now located.

“buttons’ LONG_TYPE Which mouse buttons, if any, are down.

“dragging” OBJECT_TYPE A pointer to a BMessage object that the
user isdragging, or NULL if nothing is
being dragged.

The"area’ constant records which part of the window the cursor is over. It can be:

CONTENT AREA  The cursor is over the content area of the window.

CLOSE_BOX The cursor is over the close box in the title bar.
TITLE_BAR The cursor isinside the title tab, but not over the close box.
RESIZE_AREA The cursor is over the area where the window can be resized.

UNKNOWN_AREA It'snot known where the cursor is.
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If the location of the cursor is unknown, it's probably because it just |eft the window.

< Currently, no distinction is made between the different buttons on amouse. The
“buttons”’ variable will be 0 when the user moves the mouse without holding down any
of its buttons, and something other than 0 when a button is held down. >

Message-Dropped Events

Data name Type code Description
“when” LONG_TYPE When the message was dropped, as

measured in milliseconds from the time
the machine was last booted.

“where” POINT_TYPE Where the cursor was located when the
user released the mouse button to drop the
dragged message. The point is expressed
in window coordinates.

A MESSAGE_DROPPED BMessage simply informs the window that another BMessage
has been dragged to it and dropped on one of its views. The dropped BMessageis
passed to the BView as an argument in a MessageDropped() function call; it's not
recorded as part of the message-dropped event.

View-Moved Events

Data name Type code Description

“when” LONG TYPE When the view moved, as measured in
milliseconds from the time the machine
was last booted.

“where’ POINT_TYPE The new location of the left top corner of

the view’s frame rectangle, expressed in
the coordinate system of its parent.

View-Resized Events

Data name Type code Description

when” LONG_TYPE When the view was resized, as measured
in milliseconds from the time the machine
was last booted.

“width” LONG_TYPE The new width of the view’s frame
rectangle.

“height” LONG_TYPE The new height of the view’s frame
rectangle.
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“where” POINT_TYPE The new location of the left top corner of
the view’s frame rectangle, expressed in
the coordinate system of its parent. (A
“where” entry is present only if the view
was moved while being resized.)

A VIEW_RESIZED BMessage has a“where” entry only if resizing the view also served to
move it. The new location of the view would first be reported in aVIEW_MOVED

BMessage.

Value-Changed Events

Data name Type code Description

“when” LONG_TYPE When the value changed, as measured in
milliseconds from the time the machine
was last booted.

“value’ LONG_TYPE The new value of the object.

Window-Activated Events

Data name Type code Description
“when” LONG _TYPE When the window’s status changed, as

measured in milliseconds from the time
the machine was last booted.

“active’ BOOL_TYPE A flag that records the new status of the
window. It'STRUE if the window has
become the active window, and FALSE if it
isgiving up that status.

Quit-Requested Events

Data name Type code Description

“when” LONG_TYPE When the event occurred, as measured in
milliseconds from the time the machine
was last booted.

Thisdata entry is added by the Application Server whenever it posts a QUIT_REQUESTED
message—for example, when the user clicks thewindow’ s close box. However, it’s not
crucial to the interpretation of the event. You don't need to add it to messages that are
posted in application code.
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Data name Type code
“when” LONG_TYPE
“where” POINT_TYPE

Window-Resized Events

Data name Type code
“when” LONG_TYPE
“width” LONG _TYPE
“height” LONG _TYPE

Screen-Changed Events

Data name Type code
“when” LONG_TYPE
“frame” RECT_TYPE
“mode” LONG_TYPE

Handling Events

Description

When the window moved, as measured in
milliseconds from the time the machine
was last booted.

The new location of the left top corner of
the window’s content area, expressed in
screen coordinates.

Description

When the window was resized, as
measured in milliseconds from the time
the machine was | ast booted.

The new width of the window’s content
area.

The new height of the window’s content
area

Description

When the screen changed, as measured in
milliseconds from the time the machine
was last booted.

A rectangle with the same dimensions as
the pixel grid the screen displays.

The color space of the screen. < Thiswill
always be COLOR_8_BIT. >

The Interface Kit — 51



Handling Events

Save-Requested Events

Data name Type code Description
“directory” REF_TYPE A record_ref reference to the directory

where the document should be saved.

“name” STRING_TYPE The name of the file in which the
document should be saved.

These entries are added to all messages reporting save-requested events. Generaly, the
message has SAVE_REQUESTED as its what data member. However, you can define a
custom message to report the event, one with another constant and additional data
entries. See RunSavePanel() in the BWindow class.

Panel-Closed Events

Data name Type code Description
“frame’ RECT_TYPE The frame rectangle of the save panel in

screen coordinates at the time the panel
was closed. (The user may have resized it
and relocated it on-screen before it was
closed.)

“directory” REF_TYPE A record_ref referenceto the last directory
displayed in the panel.

“canceled” <LONG _TYPE > An indication of whether or not the panel
was closed by user. It'STRUE if the user
closed the panel by operating the “ Cancel”
button < and FALSE otherwise. >
< Currently, thisentry ispresent only if the
user canceled the panel. >

Pulse Events

Data name Type code Description

“when” LONG_TYPE When the event occurred, as measured in
milliseconds from the time the machine
was last booted.

52 — The Interface Kit DR3



Handling Events

Keyboard Information

Most information about what the user is doing on the keyboard comes to applications by
way of key-down events. The application can usually determine what the user’s intent
wasin pressing akey by looking at the character reported in the event. But, as discussed
under “Key-Down Events’ on page 46 above, the event carries other keyboard
information in addition to the character—the key the user pressed, the modifier states
that were in effect at the time, and the current state of all keys on the keyboard.

Some of this information can be obtained in the absence of key-down events:

» The BWindow, BView, and BApplication classes have Modifiers() functions that
return the current modifier states, and

¢ TheBView class has a GetKeys() function that can provide the current state of all
the keys and modifiers on the keyboard.

This section discusses in detail the kinds of information that you can get about the
keyboard through key-down events and these functions.

Key Codes

To talk about the keys on the keyboard, it's necessary first to have a standard way of
identifying them. For this purpose, each key is arbitrarily assigned a numerical code.

Theillustrations on the next two pages show the key identifiers for atypical keyboard.
The codes for the main keyboard are shown on page 54. This diagram shows a standard
101-key keyboard and an alternate version of the bottom row of keys—one that adds a
Menu key and left and right Command keys.

The codes for the numerical keypad and for the keys between it and the main keyboard
are shown on page 55.

Different keyboards locate keys in dlightly different positions. The function keys may
be to the left of the main keyboard, for example, rather than along the top. The
backdash key (0x33) shows up in various places—sometimes above the Enter key,
sometimes next to Shift, and sometimes in the top row (as shown here). No matter
where these keys are located, they have the codes indicated in the illustrations.

The BMessage that reports a key-down event contains an entry named “key” for the
code of the key that was pressed.
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Kinds of Keys

Keys on the keyboard can be distinguished by the way they behave and by the kinds of
information they provide. A principa distinction is between character keys and

modifier keys:

e Character keys are mapped to particular characters; they generate key-down
events when pressed. Keys not mapped to characters don’t generate events.

« Modifier keys set states that can be discerned independently of key-down events
(through the various Modifiers() functions). Some modifier keys—like Caps Lock
and Num Lock—toggle in and out of alocked modifier state. Others—like Shift
and Control—set the state only while the key is being held down.

If akey doesn’t fall into one of these categories or the other, there' s nothing for it to do;
it hasno roleto play in the interface. For most keys, the categories are mutually
exclusive. Modifier keys are typically not mapped to characters, and character keys
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don’'t set modifier states. However, the Scroll Lock key isan exception. It both setsa
modifier state and generates a character.

Keys can be distinguished on two other grounds as well:

» Repeating keys produce a continuous series of key-down events, as long as the
user holds the key down and doesn’t press another key. After theinitial event,
there’'s adlight delay before the key begins repeating, but then events are
generated in rapid succession.

All keys are repeating keys except for Pause, Break, and the three that set locks
(Caps Lock, Num Lock, and Scroll Lock). Even modifier keys like Shift and
Control would repeat if they were mapped to characters (but, since they’re not,
they don’t produce any key-down events at all).

« Dead keysare keysthat don’t produce characters until the user strikes another key
(or the key repeats). If the key the user strikes after the dead key belongsto a
particular set, the two keystogether produce one character (one key-down event).
If not, each produces a separate character. The key-down event for the dead key is
delayed until it can be determined whether it will be combined with another key to
produce just one event.

Dead keys are dead only when the Option key isheld down. They’re most
appropriate for situations where the user can imagine a character being composed
of two distinguishable parts—such as‘a and ‘€ combining to form ‘ag.

The system permits up to five dead keys. By default, they're reserved for
combining diacritical marks with other characters. The diacritical marks are the
acute () and grave (°) accents, dieresis (), circumflex (7), and tilde (7).

There's a system key map that determines the role that each key plays—whether it'sa
character key or amodifier key, which modifier statesit sets, which charactersit
produces, whether it's dead or not, how it combines with other keys, and so on. The
map is shared by all applications.

Users can modify the key map with the Keyboard utility. Applications can look at it
(and perhaps modify it) by calling the system_key_map() global function. See that
function on page 277 for details on the structure of the map. The discussion here
assumes the default key map that comes with the computer.
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Modifier Keys

The role of amodifier key isto set atemporary, modal state. There are eight modifier
states—eight different kinds of modifier key—defined functionally. Three of them
affect the character that’s reported in a key-down event:

» The Shift key maps alphabetic keys to the uppercase version of the character, and
other keys to alternative symbols.

» The Control key maps alphabetic keys to Control characters—those with ASCI|
values (character codes) below 0x20.

» The Option key maps keys to aternative characters, typically charactersin an
extended set—those with ASCI| values above Ox7f.

Two modifier keys permit users to give the application instructions from the keyboard:

¢ When the Command key is held down, the character keys perform keyboard
shortcuts.

« The Menu key initiates keyboard navigation of menus. Pressing and releasing a
Command key (without touching another key) accomplishes the same thing.

Three modifierstoggle in and out of locked states:

» The Caps Lock key reverses the effect of the Shift key for alphabetic characters.
With Caps Lock on, the uppercase version of the character is produced without
the Shift key, and the lowercase version with the Shift key.

« The Num Lock key similarly reverses the effect of the Shift key for keys on the
numeric keypad.

¢ The Scroll Lock key temporarily prevents the display from updating. (It'supto
applications to implement this behavior.)

There are two things to note about these eight modifier states. First, since applications
can read the modifiers directly from the messages that report key-down events and
obtain them at other times by calling the Modifiers() and GetKeys() functions, they are
free to interpret the modifier statesin any way they desire. They're not tied to the
narrow interpretation of, say, the Control key given above. Control, Option, and Shift,
for example, often modify the meaning of a mouse event or are used to set other
temporary modes of behavior.

Second, the set of modifier states listed above doesn’t quite match the keysthat are
marked on atypical keyboard. A standard 101-key keyboard has |eft and right
“Alt(ernate)” keys, but lacks those labeled “Command,” “Option,” or “Menu.”
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The key map must, therefore, bend the standard keyboard to the required modifier states.
The default key map does thisin three ways.

» Becausethe“Alt(ernate)” keysare close to the space bar and are easily accessible,
the default key map assigns them the role of Command keys.

e Itturnstheright “Control” key into an Option key. Therefore, there'sjust one
functional Control key (on the left) and one Option key (on the right).

» It leavesthe Menu key unmapped. It relies on the Command key as an adequate
aternative for initiating keyboard navigation of menus.

Theillustration below shows the modifier keys on the main keyboard, with labels that
match their functional roles. Users can, of course, remap these keys with the Keyboard
utility. Applications can remap them by calling set_modifier_key() or
system_key_map().

Caps Lock
Shift ‘ Shift ’
Control Command ‘ ’ Command ‘ Option

Current modifier states are reported in a mask that can be tested against these constants.

SHIFT_KEY COMMAND_KEY CAPS_LOCK
CONTROL_KEY MENU_KEY NUM_LOCK
OPTION_KEY SCROLL_LOCK

The ... KEY modifiersare set if the user isholding the key down. The... LOCK modifiers
are set only if thelock is on—regardless of whether the key that sets the lock happensto
be up or down at the time.

If it's important to know which physical key the user is holding down, the one on the
right or the one on the | eft, the mask can be more specifically tested against these

constants:
LEFT_SHIFT_KEY RIGHT_SHIFT_KEY
LEFT_CONTROL_KEY RIGHT CONTROL_KEY
LEFT_OPTION_KEY RIGHT OPTION_KEY
LEFT_COMMAND_KEY RIGHT_COMMAND_KEY

If no keyboard locks are on and the user isn’t holding a modifier key down, the
modifiers mask will be 0.

The modifiers mask is returned by the various Modifiers() functions (defined by the
BApplication class in the Application Kit and by BWindow and BView in the Interface
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It's returned, along with other information, by BView’'s GetKeys() function. And

it'salsoincluded as a“modifiers’ entry in every BMessage that reports a keyboard or
mouse event.

Character Mapping

Most keys are mapped to more than one character. The precise character that the key
produces depends on which modifier keys are being held down and which lock statesthe
keyboard isin at the time the key is pressed.

A few examples are given in the table below:

Key Without With With With Shift With

Code Modifiers Shift Option & Option Control
0x15 ‘4 ‘$ ‘¢ N

0x18 ‘T ‘&’ ‘T ‘g A

0x26 TAB TAB TAB TAB TAB

0x2e ik r TAB

0x38 UP_ARROW ‘8 UP_ARROW ‘8 UP_ARROW
0x40 ‘0 ‘G ‘0 Oxla

0x44 I ‘L ‘a8 ‘E PAGE_DOWN
0x51 ‘n ‘N’ i) ‘N’ 0x0e

0x55  ‘/ ‘7 + ‘e ‘I

The mapping follows some fixed rules, including these:

DR3

If aCommand key is held down, the Control keys areignored. Command trumps
Control. Otherwise, Command doesn’t affect the character that’s reported for the
key. If only Command is held down, the character that’ sreported isthe same asif
no modifiers were down; if Command and Option are held down, the character
that’s reported is the same as for Option alone; and so on.

If aControl key is held down (without a Command key), Shift, Option, and all
keyboard locks are ignored. Control trumps the other modifiers (except for
Command).

Num Lock applies only to keys on the numerical keypad. Whilethislock ison,
the effect of the Shift key isinverted. Num Lock aone yields the same character
that’ s produced when a Shift key isdown (and Num Lock is off). Num Lock plus
Shift yields the same character that’s produced without either Shift or the lock.

Menu and Scroll Lock play no role in determining how keys are mapped to
characters.
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The default key map also follows the conventional rules for Caps Lock and Control:

» CapsLock applies only to the 26 a phabetic keys on the main keyboard. It serves
to map the key to the same character as Shift. Using Shift whilethe lock ison
undoes the effect of the lock; the character that’ s reported isthe same asif neither
Shift nor Caps Lock applied. For example, Shift-G and Caps Lock-G both are
mapped to uppercase ‘' G’, but Shift-Caps Lock-G is mapped to lowercase ‘g'.

However, if the lock doesn’t affect the character, Shift plusthe lock isthe same as
Shift alone. For example, Caps Lock-7 produces ‘7’ (the lock isignored) and
Shift-7 produces‘ &’ (Shift has an effect), so Shift-Caps L ock-7 also produces* &’
(only Shift has an effect).

«  When Control is used with akey that otherwise produces an al phabetic character,
the character that's reported has an ASCI| value 0x40 less than the value of the
uppercase version of the character (0x60 less than the lowercase version of the
character). This often results in a character that is produced independently by
another key. For example, Control-1 produces the TAB character and Control-L
produces PAGE_DOWN.

When Control isused with akey that doesn’t produce an a phabetic character, the
character that’s reported is the same as if no modifiers were on. For example,
Control-7 producesa‘7'.

The Interface Kit defines constants for characters that aren’t normally represented by a
visible symbol. Thisincludesthe usual space and backspace characters, but most
invisible characters are produced by the function keys and the navigation keys located
between the main keyboard and the numeric keypad. The character values associated
with these keys are more or less arbitrary, so you should always use the constant in your
code rather than the actual character value. Many of these characters are also produced
by alphabetic keys when a Control key is held down.

The table below lists all the character constants defined in the Kit and the keys they’re
associated with.

Key Key Character
Label Code Reported
Backspace Oxle BACKSPACE
Tab 0x26 TAB

Enter 0x47 ENTER

(space bar) Ox5e SPACE

Escape 0x01 ESCAPE
F1-F12 0x02 through 0x0d FUNCTION_KEY
Print Screen 0x0e FUNCTION_KEY
Scroll Lock OxOf FUNCTION_KEY
Pause 0x10 FUNCTION_KEY
System Request  Ox7e 0Oxc8

Break Ox7f Oxca

60 — The Interface Kit DR3



Handling Events

Key Key Character
Label Code Reported
Insert Ox1f INSERT

Home 0x20 HOME

Page Up 0x21 PAGE_UP
Delete 0x34 DELETE

End 0x35 END

Page Down 0x36 PAGE_DOWN
(up arrow) 0x57 UP_ARROW
(Ieft arrow) 0x61 LEFT_ARROW
(down arrow) 0x62 DOWN_ARROW
(right arrow) 0x63 RIGHT_ARROW

Several keys are mapped to the FUNCTION_KEY character. An application can determine
which function key was pressed to produce the character by testing the key code against
these constants:

F1_KEY F6_KEY F11_KEY
F2_KEY F7_KEY F12_KEY

F3_KEY F8_KEY PRINT_KEY (the “Print Screen” key)
F4_KEY F9_KEY SCROLL_KEY (the “Scroll Lock” key)
F5_KEY F10_KEY PAUSE_KEY

Note that key 0x30 (P) is also mapped to FUNCTION_KEY when the Control key is held
down.

Key States

The“states’ hit field that’ s reported in akey-down message capturesthe state of all keys
and keyboard locks at the time of the event. At other times, you can obtain the same
information through BView's GetKeys() function.

Although the “states’ bit field is declared as UCHAR_TYPE, it's not just asingle uchar.
It'sreally an array of 16 bytes,

uchar states[16];

with one bit standing for each key on the keyboard. Bitsare numbered from |eft to right,
beginning with the first byte in the array, asillustrated on the next page.
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00000000 0O0O0O0OO0OCOO 00O0...

L o
Ox11
0x10
OxOf
0x0e
0x0d
0x0c
0x0b
0Ox0a
0x09
0x08
L— 0x07
0x06
0x05
0x04
0x03
0x02
0x01
0x00

Bit numbers start with 0 and match key codes. For example, bit 0x3c correspondsto the
A key, 0x3d to the Skey, Ox3eto the D key, and so on. Thefirst bit is 0x00, which
doesn’'t correspond to any key. The first meaningful bit is 0x01, which corresponds to
the Escape key.

When akey isdown, the bit corresponding to its key codeisset to 1. Otherwise, the bit
isset to 0. However, for the three keys that toggle keyboard locks—Caps Lock (key
0x3b), Num Lock (key 0x22), and Scroll Lock (key 0x0f)—the bit is set to 1 if the lock
ison and set to 0 if the lock is off, regardless of the state of the key itself.

To test the “ states’ mask against a particular key,

e Sdlect the bytein the “states’ array that contains the bit for that key,
» Form amask for the key that can be compared to that byte, and
e Compare the byte to the mask.

For example:

if ( states[keyCode>>3] & (1 << (7 - (keyCode%8))) )

Here, the key code is divided by 8 to obtain an index into the states array. This selects
the byte (the uchar) in the array that contains the bit for that key. Then, the part of the
key code that remains after dividing by 8 is used to calculate how far a bit needs to be
shifted to the left so that it’sin the same position as the bit corresponding to the key.
This mask is compared to the states byte with the bitwise & operator.
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Guide to the Classes

The classes in the Interface Kit work together to define a program structure for drawing
and responding to events. The two classes at the core of the structure—BWindow and
BView—have been discussed extensively above. Other Kit classes either derive from
BWindow and BView or support the work of those that do. The Kit defines several
different kinds of BViews that you can use in your application, but each application
must also invent some BViews of its own, to do the drawing and event handling that's

uniguetoit.

To learn about the Interface Kit for the first time, it's recommended that you first read
thisintroduction, then look at the class descriptionsin roughly the following order:

1 BWindow

2 BView

3 BPoint and BRect

4 BRegion and BPolygon

5 BBitmap

6 BScrollBar
and BScrollView

7 BMenu, BMenultem,
BMenuBar, and

Windows are at the center of the user interface.
They’re where applications present themselvesto
the user and where users do their work. All other
Interface Kit objects are associated with
BWindows in one way or another.

BView abjects draw within windows and handle
most user actions on the keyboard and mouse.
Each object corresponds to a particular view, one
part of the window’s display. Several of the other
classesin the Interface Kit inherit from BView and
implement particular kinds of views—such as
buttons, text displays, and scroll bars. In
conjunction with the BWindow class, BView
defines the Kit's mechanisms for drawing and
handling events.

These two classes define the basic data types for
coordinate geometry. They're ubiquitous
throughout the kit.

Like BRect, these two classes define objects that
describe areas and shapes within a coordinate
system. They're used by functionsin the BView
class.

This class defines objects that store bitmap data.
BBitmaps are passed to BView functions, which
place the bitmap images on-screen.

BScrollBar objects provide scroll barsfor an
application, and a BScrollView sets up the scroll
barsfor atarget view. Scrolling isexplainedinthe
BView and BScrollBar class descriptions.

These classes implement the Be menu system.
A BMenu object represents amenu list, and a
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BPopUpMenu BMenultem representsasingleitemin thelist. An
item can control a submenu—another BMenu
object—so menus can be hierarchically arranged.
A BMenuBar is the visible menu at the root of the

hierarchy.

8 BTextView A BTextView object displays text on-screen and
implements the user interface for editing and
selecting text.

9 BControl, BCheckBox, The BControl classisthe base classfor objectsthat

BRadioButton, and BButton implement control devices. The other three classes
are derived from BControl.

10 BListView A BListView issimilar to the control classes. It
displays alist of items that the user can select and
invoke. Thisclassisbased onthe BList class of
the Storage Kit.

11 BAlert A BAlert runs amodal window that alerts the user
to something and asks for aresponse. It'sa
convenience for putting warnings and dialogs on-
screen.

12 BStringView and BBox These are ssimple views that don’t respond to
events. A BStringView draws astring (such asa
label). A BBox draws alabeled box around other
views.

The class overview should help you determine which specific functions you need to turn
toin order to get more information about aclass. The class constructor is often a good
place to start, asit contains general information on how instances of the class are
initialized.

If you haven't already read about the BA pplication object and messaging classes in the
Application Kit, be sureto do so. A program must have a BApplication object before it
can use the Interface Kit.

A reference to the Interface Kit follows. The classes are presented in al phabetical order,
beginning with BAlert.
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BAlert

Derived from: public BWindow

Declared in: <interface/Alert.h>

Overview

A BAlert places amodal window on-screen in front of other windows and keepsit there
until the user dismissesit. The window has a message for the user to read and one or
more buttons along the bottom that present various options for the user to choose
among. Clicking a button selects a course of action and dismisses the window (closes
it). The message might warn the user of something or convey some information that the
application doesn’t want the user to overlook. Typically, it asks a question that the user
must answer (by clicking the appropriate button).

Thewindow stays on-screen only temporarily, until the user operates one of the buttons.
Aslong asit’'s on-screen, other parts of the application’s user interface are disabled.

< However, the user can continue to move windows around and work in other
applications. >

It's possible to design such awindow using a BWindow object, some BButtons, and
other views. However, the BAlert class providesasimpleway to doit. There' sno need
to construct views and arrange them, or call functions to show the window and then get
rid of it. All youdois:

« Construct the object,

e (Call setshortcut() if you want the user to be able to operate any buttons (other
than the default button) from the keyboard, and

e Cdl 6o() to put the window on-screen.
For example:

BAlert *alert;
long result;

alert = new BAlert("", "Time’s up! Do you want to continue?",
"Cancel ", "Continue");

al ert->Set Shortcut ("Cancel ", ESCAPE);

result = alert->Co();
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Go() doesn't return until the user dismisses the window. When it returns, the window
will have been closed, the window thread will have been killed, and the BAlert object
will have been deleted.

Thevalue Go() returnsindicates which button dismissed thewindow. If the user clicked
the “Cancel” button in this example or pressed the Escape key, the return result would
be 1. If the user clicked “ Continue”, the result would be 2. Since the BAlert sets up the
rightmost button as the default button for the window, the user could aso operate the
“Continue” button by pressing the Enter key.

Constructor and Destructor

BAlert()

BAlert(const char *title, const char *information,
const char *firstButton,
const char * secondButton = NULL,
const char *thirdButton = NULL)

Creates amodal window and shows it on-screen. The window displays some textual
information for the user to read, and can have up to three buttons. There must be at |east
afirstButton; the others are optional. The window must also have atitle (which can be
an empty string, but not NULL), even though it won't be displayed to the user. Modal
windows lack atitle tab.

The buttons are arranged in arow at the bottom of the window so that oneis awaysin
the right bottom corner. They're placed from left to right in the order specified to the
constructor. If labels for three buttons are provided, firstButton will be on the left,
secondButton in the middle, and thirdButton on theright. If only two labels are
provided, firstButton will comefirst and secondButton will bein the right bottom corner.
If there'sjust onelabel (firstButton), it will be at the right bottom location.

By default, the user can operate the rightmost button by pressing the Enter key.
After the BAlert is constructed, Go() must be called to place it on-screen.

See also: Go()
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FilterKkeyDown()
virtual bool FilterKeyDown(ulong *aChar, BView **target)
Permits keyboard shortcuts to operate the buttons and dismiss the window. There's ho

need for your application to call or override thisfunction. Call SetShortcut() to assign
shortcut characters to buttons.

See also: SetShortcut()

Go()

long Go(void)
Callsthe show() virtual function to place the window on-screen, setsthe modal loop for
the BAlert in motion, and returns when the loop has quit and the window has been
closed. The value returned isthe number of the button that the user operated (either by

clicking it or using its keyboard shortcut) to dismissthe window. Buttons are numbered
from left to right, beginning with 1.

To put an aert panel on-screen, simply construct a BAlert object, set its keyboard
shortcuts, if any, and call thisfunction. Seethe example codein the“Overview” section
above.

See also: the BAlert constructor

MessageReceived()
virtual void MessageReceived(BMessage * message)

Closes the window in response to messages posted from the window’ s buttons. There's
no need for your application to call or override this function.

SetShortcut()
void SetShortcut(const char * button, char shortcut)

Sets a shortcut character that the user can type to operate the button. The button
argument must match one of the button labels passed to the constructor. By defaullt,
ENTER is the shortcut for the rightmost button.

The shortcut doesn't require the user to hold down a Command key or other modifier
(except for any modifiers that would normally be required to produce the shortcut
character).

The shortcut isvalid only while the window is on-screen.
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BBitmap

Derived from: public BObject
Declared in: <interface/Bitmap.h>
Overview

A BBitmap object is acontainer for an image bitmap; it stores pixel data—data that
describes an image pixel by pixel. The class providesaway of specifying abitmap from
raw data, and also away of creating the data from scratch using the Interface Kit
graphics mechanism.

BBitmap functions manage the bitmap data and provide information about it. However,
they don’t do anything with the data. Placing the image somewhere so that it can be
seen is the province of BView functions—such as DrawBitmap() and DragMessage()—
not this class.

Bitmap Data

Animage bitmap records the col or values of pixelswithin arectangular area. The pixels
in the rectangle, as on the screen, are arranged in rows and columns. The datais
specified in rows, beginning with the top row of pixelsin the image and working
downward to the bottom row. Each row of datais aligned on along word boundary and
isread from left to right.

New BBitmap objects are constructed with two pieces of information that prepare them
to store bitmap data—a bounds rectangle and a color space. For example, this code

BRect rect (0.0, 0.0, 39.0, 79.0);
BBitmap *i mage = new BBitmap(rect, COLOR 8 BIT);

constructs a bitmap of 40 rows and 80 pixels per row. Each pixel is specified by an 8-bit
color value.
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The Bounds Rectangle
A BBitmap'’s bounds rectangle serves two purposes:

e It setsthesize of theimage. A bitmap covers as many pixels asits bounds
rectangle encloses—under the assumption that one coordinate unit equals one
pixel, as it does when the display device isthe screen.

Since abitmap can’t contain afraction of a pixel, the bounds rectangle shouldn’t
contain any fractional coordinates. Without fractional coordinates, each side of
the bounds rectangle will be aligned with a column or arow of pixels. The pixels
around the edge of the rectangle are included in the image, so the bitmap will
contain one more column of pixelsthan the width of the rectangle and one more
row than the rectangle’ sheight. (Seethe BRect class“Overview” on page 151 for
anillustration.)

« |t establishes a coordinate system that can be used later by drawing functions,
such as DrawBitmap() and DragMessage(), to designate particular points or
portions of the image.

For example, if one BBitmap was constructed with this bounds rectangle,
BRect firstRect (0.0, 0.0, 60.0, 100.0);

and another with this rectangle,
BRect secondRect (60.0, 100.0, 120.0, 200.0);

they would both have the same size and shape. However, the coordinates
(60.0, 100.0) would designate the right bottom corner of the first bitmap, but the
left top corner of the second.

< If aBBitmap object enlists BViews to create the bitmap data, it must have a bounds
rectangle with (0.0, 0.0) at the left top corner. >

The Color Space

The color space of a bitmap determines its depth (how many bits of information are
stored for each pixel) and its interpretation (what the data values mean). These four
color spaces are currently defined:

MONOCHROME_1_BIT
GRAYSCALE_8_BIT
COLOR _8 _BIT
RGB_24 BIT

IntheRGB_24 BIT color space, the color of each pixel is specified asanrgb_color value.
In the COLOR_8_BIT color space, colors are specified as indices into the color map. In
the MONOCHROME_1_BIT color space, avalue of 1 means black and O means white. (A
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more compl ete description of the four color spaces can be found under “Colors’ on
page 24 of the introduction to this chapter.)

< Currently, bitmap datais stored only in the COLOR_8 BIT and MONOCHROME_1_BIT
color spaces, though it can also be specified in the RGB_24 BIT format. The
GRAYSCALE_8 BIT color spaceis not used at the present time. >

Specifying the Image

BBitmap objects begin life empty. When constructed, they allocate sufficient memory
to store an image of the size and color space specified. However, the memory isn’t
initialized. The actua image must be set after construction. This can be done by
explicitly assigning pixel values with the SetBits() function:

i mge->SetBits(rawbata, nunBytes, 0, COLOR 8 BIT);

In addition to thisfunction, BView objects can be enlisted to produce the bitmap. Views
are assigned to a BBitmap object just as they are to a BWindow (by calling the
Addchild() function). In reality, the BBitmap sets up a private, off-screen window for
theviews. When theviews draw, the window renderstheir output into the bitmap buffer.
The rendered image has the same format as the data captured by the SetBits() function.
SetBits() and BViews can be used in combination to create a bitmap.

The BViews that construct a bitmap behave a bit differently than the BViews that draw
in regular windows:

« Incontrast to BViews attached to an ordinary window, the BViews assigned to a
BBitmap can create an image off-screen. When an ordinary window is hidden, it
doesn’'t render images; its BViews may draw, but they don’t produce image data.
However, the BViews assigned to a BBitmap produce an off-screen bitmap.

» Because they never appear on-screen, the BViews that produce a bitmap image
never handle events and never get update messages telling them to draw. You
must call their drawing functions directly in your own code.

Thisistypically done just once, to create the bitmap. After that, the BViews can
be discarded; they’ Il never be called upon to update the image. However, if the
bitmap will change—perhaps to reflect decisions the user makes as the program
runs—the BViews can be retained to make the changes.

» A BBitmap has no background color against which images are drawn. Y our code
must color every pixel within the bounds rectangle.

So that you can manage the BViews that are assigned to a BBitmap, the BBitmap class
duplicates a number of BWindow functions—such as AddChild(), FindView(), and
ChildAt().

A BBitmap that enlists views to produce the bitmap consumes more system resources
than onethat relies solely on SetBits(). Therefore, by default, BBitmaps refuse to accept
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BViews. If BViewswill be used to create bitmap data, the BBitmap constructor must be
informed so that it can set up the off-screen window and prepare the rendering
mechanism.

Transparency

Color bitmaps can have transparent pixels. When the bitmap isimaged in adrawing
mode other than OP_COPY, its transparent pixels won't be transferred to the destination
view. The destination image will show through wherever the bitmap is transparent.

Tointroducetransparency into aCOLOR_8_BIT bitmap, apixel can be assigned avalue of
TRANSPARENT 8 BIT. In aRGB_24 BIT bitmap, apixel can be assigned the specia value
of TRANSPARENT 24 BIT. (Or TRANSPARENT 24 BIT can be made the front or background
color of the BView drawing the bitmap.)

Transparency is covered in more detail under “Drawing Modes’ on page 27 of the
chapter introduction.

See also: system_colors() global function

Constructor and Destructor

BBitmap()
BBitmap(BRect bounds, color_space mode, bool acceptsViews = FALSE)

Initializes the BBitmap to the size and internal coordinate system implied by the bounds
rectangle and to the depth and color interpretation specified by the mode color space.

This function allocates enough memory to store data for an image the size of bounds at
the depth required by mode, but does not initialize any of it. All pixel data should be
explicitly set using the SetBits() function, or by enlisting BViews to produce the bitmap.
If BViews areto be used, the constructor must be informed by setting the acceptsViews
flag toTRUE. Thispermitsit to set up the mechanismsfor rendering the image, including
an off-screen window to contain the views.

< If the BBitmap accepts BViews, the left and top sides of itsbounds rectangle must be
located at 0.0. >
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~BBitmap()
virtual ~BBitmap(void)
Frees all memory allocated to hold image data, deletes any BViews used to create the

image, gets rid of the off-screen window that held the views, and severs the BBitmaps's
connection to the Application Server.

Member Functions

AddChild()
virtual void AddChild(BView *aView)

Adds aView to the hierarchy of views associated with the BBitmap, attaching it to an
off-screen window (one created by the BBitmap for just this purpose) by making it a
child of the window’stop view. If aView already has a parent, it's removed from that
view hierarchy and adopted into thisone. A view can serve only one window at atime.

Like AddcChild() in the BWindow class, this function callsthe BView's
AttachedToWindow() function to inform it that it now belongsto aview hierarchy.
Every view that descends from aView also becomes attached to the BBitmap’s off-
screen window and receives its own AttachedToWindow() notification.

Addchild() failsif the BBitmap was not constructed to accept views.

See also: AddcChild() inthe BWindow class, AttachedToWindow() in the BView class,
RemoveChild(), the BBitmap constructor

Bits()
inline void *Bits(void) const

Returns a pointer to the bitmap data. The dataliesin memory shared by the application
and the Application Server. The length of the data can be obtained by calling
BitsLength()—or it can be calculated from the height of the bitmap (the number of rows)
and the number of bytes per row.

See also: Bounds(), BytesPerRow(), BitsLength()

BitsLength()
inline long BitsLength(void) const

Returns the number of bytes that were allocated to store the bitmap data.

See also: Bits(), BytesPerRow()
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Bounds()
inline BRect Bounds(void) const

Returns the bounds rectangle that defines the size and coordinate system of the bitmap.
This should be identical to the rectangle used in constructing the object.

See also: the BBitmap constructor

BytesPerRow()
inline long BytesPerRow(void) const

Returns how many bytes of data are required to specify arow of pixels. For example, a
monochrome bitmap (one bit per pixel) 80 pixels wide would require twelve bytes per
row (96 hits). The extra sixteen bits at the end of the twelve bytes are ignored. Every
row of bitmap datais aligned on along word boundary.

ChildAt(), CountChildren()
BView *ChildAt(long index) const
long CountChildren(void) const

ChildAt() returnsthe child BView at index, or NULL if there’s no child at index. Indices
begin at 0 and count only BViews that were added to the BBitmap (added as children of
the top view of the BBitmap's off-screen window) and not subsequently removed.

CountChildren() returns the number of BViews the BBitmap currently has. (It counts
only BViews that were added directly to the BBitmap, not BViews farther down the
view hierarchy.)

< Do not rely on these functions as they may not remain in the API. >
These functionsfail if the BBitmap wasn’t constructed to accept views.

See also: ChildAt() in the BWindow class

ColorSpace()
inline color_space ColorSpace(void) const

Returns the color space of the data being stored (not necessarily the color space of the
data passed to the SetBits() function). Once set by the BBitmap constructor, the color
space doesn’'t change.

The color_space datatype is defined in interface/l nterfaceDefs.h and is explained on
page 24 and in the overview above.

See also: the BBitmap constructor
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CountChildren() see ChildAt()

FindView()

BView *FindView(BPoint point) const
BView *FindView(const char * name) const

Returns the BView located at point within the bitmap, or the BView tagged with name.
The point must be somewhere within the BBitmap' s bounds rectangle, which must have
the coordinate origin, (0.0, 0.0), at its|eft top corner.

If the BBitmap doesn’t accept views, this function fails. If no view draws at the point
given, or no view associated with the BBitmap has the name given, it returns NULL.

See also: FindView() inthe BView class

Lock(), Unlock()
bool Lock(void)
void Unlock(void)

These functions lock and unlock the off-screen window where BViews associated with
the BBitmap draw. Locking works for this window and its views just asit does for
ordinary on-screen windows.

Lock() returns FALSE if the BBitmap doesn’'t accept views or if its off-screen window is
unlockable (and therefore unusable) for some reason. Otherwise, it doesn’t return until
it has the window locked and can return TRUE.

See also: Lock() inthe BWindow class

RemoveChild()
virtual bool RemoveChild(BView *aView)

Removes aView from the hierarchy of views associated with the BBitmap, but only if
aView was added to the hierarchy by calling BBitmaps's version of the AddChild()
function.

If aView is successfully removed, RemoveChild() returnsTRUE. If nat, it returns FALSE.

See also: AddChild()
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SetBits()
void SetBits(const void * data, long length, long offset, color_space mode)

Assigns length bytes of data to the BBitmap. The new datais copied into the bitmap
beginning offset bytes from the start of allocated memory. To set data beginning with
the first (left top) pixel in the image, the offset should be 0.

The datais specified in the mode color space, which may or may not be the same as the
color space that the BBitmap usesto store the data. If not, aconversion is automatically
made. < Currently, only RGB_24 BIT datais converted, to COLOR_8 BIT data. Inthe
conversion, colors are dithered, so that the resulting image will match the original as
closely as possible, despite the lost information. SetBits() rejects datain
GRAYSCALE_8_BIT mode. >

This function works for all BBitmaps, whether or not BViews are aso enlisted to
produce the image.
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BBOX

Derived from: public BView

Declared in: <interface/Box.h>

Overview

A BBox draws a labeled border around other views. It servesonly to label those views
and organize them visually. It doesn’'t respond to events.

The border is drawn around the edge of the view’s frame rectangle. |f the BBox hasa
label, the border at the top of box is broken where the |abel appears (and the border is
inset from the top somewhat to make room for the label).

The current pen size of the view determines the width of the border, which by default is
1 coordinate unit. The label isdrawn in the current font, which AttachedToWindow()
setsto a 9-point “geneva” Both the border and the label are drawn in the current front
color; the default front color is black.

The views that the box encloses should be made children of the BBox object.

Constructor and Destructor

DR3

BBox()

BBox(BRect frame, const char * name = NULL,
ulong resizingMode = FOLLOW_LEFT_TOP,
ulong flags = WILL_DRAW)

Initializesthe BBox by passing all argumentsto the BView constructor. The new object
doesn’t have alabel; call SetLabel() to assign it one.

See also: SetlLabel()
~BBox()

virtual ~BBox(void)

Freesthe label, if the BBox has one.
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AttachedToWindow()
virtual void AttachedToWindow (void)

Sets the default font for drawing the label to the 9-point “geneva’ bitmap font.

Thisfunction iscalled by the Interface Kit; you shouldn’t call it yourself. However, you
can reimplement it to set a different font and other graphics parameters—such as the
front color and pen size that will be used to draw the box.

See also: AttachedToWindow() in the BView class

Draw()
virtual void braw(BRect updateRect)

Drawsthe box and itslabel. Thisfunction is called automatically in response to update
messages.

See also: Draw() inthe BView class

SetLabel(), Label()
void SetLabel(const char * string)
const char *Label(void) const

These functions set and return the [abel that’s displayed along the top edge of the box.
SetLabel() copiesstring and makesit the BBox' slabel, freeing the previouslabedl, if any.
If string is NULL, it removes the current label and freesit.

Label() returns a pointer to the BBox’s current label, or NULL if it doesn’t have one.
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BButton

Derived from: public BControl
Declared in: <interface/Button.h>
Overview

A BButton object draws alabeled button on-screen and responds when the button is
clicked or when it’ s operated from the keyboard. 1f the BButton isthe default button for
its window and the window is the active window, the user can operate it by pressing the
Enter key.

BButtons have asingle state. Unlike check boxes and radio buttons, the user can’'t
toggle a button on and off. However, the button’s value changes whileit’'s being
operated. During aclick (while the user holds the mouse button down and the cursor
points to the button on-screen), the BButton’s valueis set to 1. Otherwise, the value
isO.

This class, like BCheckBox and BRadioButton, depends on the control framework
defined in the BControl class. In particular, it calls these BControl functions:

* SetValue() to make each change in the BControl’s value. Thisisahook function
that you can override to take collateral action when the value changes.

* Invoke() to post a message each time the button is clicked or operated from the
keyboard. Y ou can designate the object that should receive the message by calling
BControl’s SetTarget() function. A model for the message is set by the BButton
constructor (or by BControl’s SetMessage() function).

* IsEnabled() to determine how the button should be drawn and whether it's
enabled to post a message. You can call BControl’s SetEnabled() to enable and
disable the button.

A BButton is an appropriate control device for initiating an action. Use a BCheckBox
or BRadioButtons to set a state.
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Hook Functions

MakeDefault() Makes the BButton the default button for its window or
removesthat status; can be augmented by derived classes
to take note when the status of the button changes.

Constructor

BButton()

BButton(BRect frame, const char * name,
const char *label,
BMessage * message,
ulong resizingMode = FOLLOW_LEFT_TOP,
ulong flags = WILL_DRAW)

Initializes the BButton by passing all arguments to the BControl constructor. BControl
initializesthe button’ slabel and assignsit amodel message that identifies the action that
should be carried out when the button is invoked.

The frame, name, resizingMode, and flags arguments are the same as those declared for
the BView class and are passed up the inheritance hierarchy to the BView constructor
without change.

See also: the BControl and BView constructors, Invoke() in the BControl class

Member Functions

AtftachedToWindow()
virtual void AttachedToWindow (void)

Augments the BControl version of this function to make sure that the BButton does not
consider itself the default button for the window to which it has just become attached—
even if it may have been the default button for the window to which it was previously
attached.

Thisversion of AttachedToWindow() incorporates the BControl version.

See also: AttachedToWindow() in the BControl and BView classes, MakeDefault()
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Draw()
virtual void Draw(BRect updateRect)

Draws the button and labelsit. If the BButton's value is anything but O, the button is
highlighted. If it'sdisabled, it drawn in muted shades of gray. Otherwise, it sdrawnin
its ordinary, enabled, unhighlighted state.

See also: Draw() inthe BView class

IsDefault() see MakeDefault

KeyDown()
virtual void KeyDown(ulong aChar)

Responds to a key-down event that reports that the user pressed the Enter key by:

» Momentarily highlighting the button and changing its value, and
« Posting a copy of the model BMessage to the target receiver.

Thisfunctioniscalled if:

* Thewindow the button isin is the active window,
* The BButton is the default button for the window, and
¢ aChar iSENTER.

It might also be called if the BButton object is the focus view for the active window, but
BButtons normally don’t make themselves the focus for keyboard events.

See also: Invoke() in the BControl class, MakeDefault()

MakeDefault(), IsDefault()
virtual void MakeDefault(bool flag)
bool IsDefault(void) const

MakeDefault() makes the BButton the default button for its window when flag iSTRUE,
and removes that status when flag isFALSE. The default button is the button the user can
operate by striking the Enter key when the window is the active window. IsDefault()
returns whether the BButton is currently the default button.

A window can have only one default button at atime. Setting a new default button,
therefore, may deprive another button of that status. When MakeDefault() is called with
an argument of TRUE, it generates a MakeDefault() call with an argument of FALSE for
previous default button. Both buttons are redisplayed so that the user can see which one
is currently the default.
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The default button can also be set by calling BWindow’s SetDefaultButton() function.
That function makes sure that the button that’'s forced to give up default status and the
button that obtainsit are both notified through MakeDefault() function calls.

MakeDefault() istherefore ahook function that can be augmented to take note each time
the default status of the button changes. It's called once for each change in status, no
matter which function initiated the change.

See also: SetDefault() in the BWindow class

MouseDown()
virtual void MouseDown(BPoint point)

Responds to a mouse-down event in the button by tracking the cursor while the user
holds the mouse button down. As the cursor movesin and out of the button, the
BButton's value isreset accordingly. The Setvalue() virtual function is called to make
the change each time.

If the cursor isinside the BButton's bounds rectangle when the user releases the mouse
button, this function posts a copy of the model message so that it will be dispatched to
the target receiver.

See also: MessageReceived() in the BReceiver class, Invoke() and SetTarget() in the
BControl class
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BCheckBox

Derived from: public BControl
Declared in: <interface/CheckBox.h>
Overview

A BCheckBox object draws alabeled check box on-screen and respondsto a click by
changing the state of the device. A check box hastwo states: An*“X”" isdisplayed in the
box when the abject’s value is 1 (on), and is absent when the value is O (off). The
BCheckBox isinvoked (it posts a message to the target receiver) whenever its value
changesin either direction—when it's turned on and when it’s turned off.

A check box is an appropriate control device for setting a state—turning a value on and
off. Use menu items or buttons to initiate actions within the application.

Constructor

DR3

BCheckBox()

BCheckBox(BRect frame, const char * name, const char *label,
BMessage * message,
ulong resizingMode = FOLLOW_LEFT_TOP,
ulong flags = WILL_DRAW)

Initializes the BCheckBox by passing all arguments to the BControl constructor.
BControl initializes the label of the check box and assigns it a model message that
encapsulates the action that should be taken when the state of the check box changes.

The frame, name, resizingMode, and flags arguments are the same as those declared for
the BView class and are passed unchanged to the BView constructor.

The frame rectangle of aBCheckBox should be at least 11.0 units high to accommodate
the check box and the label in the default font. The object draws at the bottom of its
frame rectangle beginning at the |eft side; it doesn’t use any extra space there may
happen to be at the top or on theright. (However, the user can click anywhere within the
frame rectangle to operate the check box).

See also: the BControl and BView constructors
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Member Functions

Draw()
virtual void braw(BRect updateRect)

Draws the check box and its label. If the current value of the BCheckBox is 1, it's
marked with an “X”. If thevalueisO, it's empty.

See also: Draw() inthe BView class

MouseDown()
virtual void MouseDown(BPoint point)

Responds to a mouse-down event within the check box by tracking the cursor while the
user holds the mouse button down. If the cursor isinside the bounds rectangle when the
user rel eases the mouse button, this function toggles the value of the BCheckBox and
calls Draw() to redisplay it. If the box was empty before the mouse-down event, it will
be marked afterward; if marked before, it will be empty afterwards.

When the value of the BCheckBox changes, a copy of the model BMessage is posted so
that it can be delivered to the object’s target receiver. See BControl’s Invoke() and
SefTarget() functions for more information. The message is dispatched by calling the
target’s MessageReceived() virtual function.

The receiver can get a pointer to the BCheckBox from the message, and use it to
discover the object’s new value. For example:

voi d MyRecei ver:: MessageRecei ved( BMessage *nsg)

{
BCheckBox *box = (BCheckBox *)nsg->Fi ndObj ect ("source");
if ( message->Error() == NO ERROR ) {
| ong val ue = box->Val ue();
}
}

See also: Invoke(), SetTarget(), and Setvalue() in the BControl class
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BControl

Derived from: public BView
Declared in: <interface/Control.h>
Overview

BControl is an abstract class for viewsthat draw control devices on the screen. Objects
that inherit from BControl emulate, in software, real-world control devices—like the
switches and levers on a machine, the check lists and blank lines on aform to fill out, or
the dials and knobs on a home appliance.

Controls turn the messages that report generic mouse and keyboard events into other
messages with more specific instructions for the application. Just as a switch that you
might buy in a hardware store can be hooked up to do various kinds of work, aBControl
object can be customized by setting the message it posts when invoked and the target
receiver that should handle the message.

The Interface Kit currently includes three classes derived from BControl—BButton,
BRadioButton, and BCheckBox. In addition, it has two classes—BListView and
BMenultem—that implement control devices but are not derived from this class.
BListView shares an interface with the BList class (of the Support Kit) and BMenultem
is designed to work with the other classes in the menu system.

AsBListView and BMenultem demonstrate, it’ s possible to implement a control device
that’ snot aBControl. However, it'ssimpler to take advantage of the codethat’ s already
provided by the BControl class. That way you can keep asimple programming interface
and avoid reimplementing functions that BControl has defined for you. If your
application definesits own control devices—dials, dliders, selection lists, text fields, and
the like—they should be derived from BControl.

Hook Functions

SetEnabled() Enables and disables the control device; can be
augmented by derived classes to note when the state of
the object has changed.

SetValue() Changes the value of the control device; can be
augmented to take collateral action when the changeis
made.
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Constructor and Destructor

BControl()

BControl(BRect frame, const char * name, const char *|abdl,
BMessage * message, ulong resizingMode, ulong flags)

Initializes the BControl by setting itsinitial valueto O, assigning it alabel, which can be
NULL, and registering a model message that captures what the control does—the
command it gives when it's invoked and the information that accompanies the
command.

Thelabel is copied, but the message isnot. The BMessage object becomes the property
of the BControl; it should not be deleted, posted, assigned to another object, or
otherwise used in application code. The label and message can be altered after
construction with the SetLabel() and SetMessage() functions.

The BControl class doesn’t define Draw(), MouseDown(), or KeyDown() functions. It's
up to derived classes to determine how the label is drawn and how the message isto be
used. Typically, when aBControl object needsto take action (in response to aclick, for
example), it calls the Invoke() function, which copies the model message and posts the
copy so that it will be received by the designated target. By default, the target isthe
window where the control islocated, but SetTarget() can designate another receiver.

Before posting a copy of the model message, Invoke() adds two data entries to it, under
the names “when” and “source”’. These names should not be used for dataitemsin the
model.

The frame, name, resizingMode, and flags arguments are identical to those declared for
the BView class and are passed unchanged to the BView constructor.

See also: the BView constructor, PostMessage() in the BLooper class of the
Application Kit, SetLabel(), SetMessage(), SetTarget(), Invoke()

~BControl()
virtual ~BControl(void)

Frees the model message and all memory allocated by the BControl.
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AttachedToWindow()
virtual void AttachedToWindow (void)

Overrides BView’s version of this function to set the default font for all control devices
to 9-point “chicago”. It aso makes the BWindow to which the BControl has become
attached the default target for the Invoke() function, provided that another target hasn’t
aready been set. To make the font change, it calls BView's SetFontName(); to
designate the target, it calls SetTarget(). Both are virtual functions.

AttachedToWindow() is called for you when the BControl becomes a child of aview
aready associated with the window.

See also: AttachedToWindow() and SetFontName() in the BView class, Invoke(),
SeiTarget()

Command() see SetMessage()

Invoke()

protected:
void Invoke(void)

Copies the BControl’ s model BMessage and posts the copy so that it will be dispatched
to the designated target. The following two pieces of information are added to the copy
beforeit’'s posted:

Data name Type code Description
“when” LONG_TYPE When the control was invoked, as

measured in milliseconds from the time
the machine was last booted.

“source” OBJECT TYPE A pointer to the BControl object. This
permits the message receiver to request
more information from the source of the

message.
These two names shouldn’t be used for data entries in the model.

If the control doesn’t have a designated target, but it does have a designated BL ooper
where it can post the message, it will ask the BLooper for its preferred receiver and
name it asthetarget. Since the preferred receiver for aBWindow object is the current
focusview, this option allows control devicesto betargeted to whatever view happensto
beinfocusat thetime. Seethe SetTarget() function for information on how to designate
atarget BReceiver and BLooper for the control.
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Invoke() is designed to be called from the MouseDown() and KeyDown() functions
defined for derived classes; it's not called for you in BControl code. It’'s up to each
derived class to define what user actionstrigger the call to Invoke()—what activity
constitutes “invoking” the control.

This function doesn’t check to make sure the BControl is currently enabled. Derived
classes should make that determination before calling Invoke().

See also: SetTarget(), SetMessage(), SetEnabled()

IsEnabled() see SetEnabled()

Label() see SetLabel()

SetEnabled(), IsEnabled()
virtual void SetEnabled(bool flag)
bool IsEnabled(void) const

SetEnabled() enables the BControl if flag iSTRUE, and disablesit if flag iS FALSE.
IsEnabled() returns whether or not the object is currently enabled. BControls are
enabled by default.

While disabled, aBControl typically won't post messages and won't respond visually to
mouse and keyboard manipulation. To indicate this nonfunctional state, the control
deviceisdisplayed on-screen in subdued colors.

However, it'sleft to each derived class to carry out this strategy in away that's
appropriate for the kind of control it implements. The BControl class merely marks an
object as being enabled or disabled; none of its functions take the enabled state of the
device into account.

Derived classes can augment SetEnabled() (override it) to take action when the control
device becomes enabled or disabled. To be sure that SetEnabled() has been called to
actually make a change, its current state should be checked before calling the inherited
version of the function. For example:

voi d MyControl:: Set Enabl ed(bool fl ag)

{
if ( flag == | sEnabl ed() )
return;
BControl : : Set Enabl ed(fl ag) ;
/* Code that responds to the change in state goes here. */
}

Note, however, that you don’'t haveto override SetEnabled() just to update the on-screen
display when the control becomes enabled or disabled. If the BControl is attached to a
window, the Kit’ sversion of SetEnabled() always calls the Draw() function. Therefore,
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the device on-screen will be updated automati cally—as long as Draw() has been
implemented to take the enabled state into account.

See also: the BControl constructor

SetLabel(), Label()
virtual void SetLabel(const char * string)
const char *Label(void) const
These functions set and return the label on a control device—the text that’s displayed,

for example, on top of a button or alongside a check box or radio button. The label isa
null-terminated string.

SetLabel() makes a copy of string, replaces the current label with it, freesthe old |abel,
and updates the control on-screen so the new label will be displayed to the user. The
label isfirst set by the constructor and can be modified thereafter by this function.

Label() returnsthe current label. The string it returns belongs to the BControl and may
be altered or freed without notice.

See also: the BControl constructor, AttachedToWindow(), SetFontName() in the
BView class

SetMessage(), Message(), Command()

virtual void SetMessage(BM essage * message)

BMessage * Message(void) const

ulong Command(void) const
SetMessage() sets the model BMessage that defines what the BControl does, and frees
the message that was previously set. Message() returns apointer to the BMessagethat’s

the current model, and Command() returns its what data member. The message isfirst
set by the BControl constructor.

Because Invoke() adds “when” and “source” entries to the messages it posts, these two
names shouldn’t be used for any data entries in the model BM essage.

The model message passed to SetMessage() and returned by Message() belongs to the
BControl object; it can be modified in application code, but it shouldn’t be deleted
(except by passing NULL to SetMessage()), posted, or put to any other use.

See also: the BControl constructor, Invoke(), SetTarget()
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SetTarget(), Target()
virtual long SetTarget(BReceiver *target, BLooper *|ooper = NULL)
BReceiver *Target(BLooper **looper = NULL) const

These functions set and return the object that’s targeted to receive the messages the
BControl posts (through its Invoke() function).

SetTarget() sets the target BReceiver, but is successful only if it can also discern a
BLooper object where Invoke() can post messages to that target. Invoke() callsthe
BLooper’'s PostMessage() function and names the target as the object that should
receive the message:

| ooper - >Post Message(t heMessage, target);

If the target receiver passed to SetTarget() isitself a BLooper object (such asa
BWindow) or if it's associated with a BLooper object (as BViews are associated with
BWindows), the looper argument can be NULL. SetTarget() can discover the BLooper
from the target (by calling the target’s Looper() function).

However, if the target can’'t supply a BLooper object, a specific looper must be named
asan argument. If alooper isn’'t named and the target can’t supply one, the function
fails and returns BAD_VALUE to indicate that the target alone is inadequate.

Moreover, SefTarget() also failsif a specificlooper is named but thetarget is associated
with some other BLooper object. In this case, MISMATCHED_VALUES is returned to
indicate that there's a conflict between the two arguments.

It's also possible to name aspecific looper, but aNULL target. In this case, messageswill
be targeted to the looper’s preferred receiver (the object returned by its
PreferredReceiver() function). For a BWindow, the preferred receiver is the current
focusview. Therefore, by passing a NULL target and a BWindow looper to SetTarget(),

nyCont r ol - >Set Tar get (NULL, myContr ol - >W ndow() ) ;

the control device can be targeted to whatever BView happensto bein focus at thetime
the control isinvoked. Thisisuseful for controls that act on the current selection.
(Note, however, that if the PreferredReceiver() is NULL, the looper itself becomes the
target.)

When successful, SetTarget() returns NO_ERROR.

Target() returns the current target and, if a pointer to alooper is provided, fillsin the

BL ooper where Invoke() will post messages. By default (established by
AttachedToWindow()), both roles arefilled by the BWindow where the control deviceis
located.

See also: Looper() in the BReceiver and BView classes, PreferredReceiver() in the
BLooper and BWindow classes, Invoke(), AttachedToWindow()
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SetValue(), Value()
virtual void SetValue(ong value)
long Value(void) const

These functions set and return the value of the BControl object.

SetValue() assigns the object anew value. If the value passed isin fact different from
the BControl’s current value, this function calls the object’s Draw() function so that the
new value will be reflected in what the user sees on-screen; otherwise it does nothing.

Value() returns the current value.

Each classthat’ s derived from BControl should call Setvalue() in its MouseDown() and
KeyDown() functions to change the value of the control device in response to user
actions. The derived classes defined in the Be software kits change values only by
calling this function.

Since SetValue() isavirtual function, you can override it to take note whenever a
control’s value changes. However, if you want your code to act only when the value
actually changes, you must check to be sure the new value doesn’t match the old before
calling the inherited version of the function. For example:

void MyControl:: SetVal ue(l ong val ue)

{
if ( value !'= Value() ) {
BControl : : Set Val ue(val ue);
/* MyControl’s additions to SetValue() go here */
}
}

Remember that the BControl version of SetValue() does nothing unless the new value
differsfrom the old.

Target() see SetTarget()

Value() see SetValue()
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BListView

Derived from: public BView

Declared in: <interface/ListView.h>

Overview

A BListView isaview that displays alist of items the user can select and invoke. This
classisbased on the BList class of the Support Kit. Every member function of the BList
classisreplicated by BListView, so you can treat aBListView object just like aBList.
BListView smply makesthelist visible.

Displaying the List

In both classes, the list keepstrack of data pointers. Adding an item to thelist adds only
the pointer; the dataitself isn’t copied. Neither class imposes atype restriction on the
data (both declare items to be type void *). However, by default, BListView assumes
they're pointers to strings (type char *). Its functions can display the strings, highlight
them when selected, and so on. Aslong as only string pointers are placed in the list, a
BListView object can be used asis. However, if thelist isto contain another kind of
data, it's necessary to derive a class from BListView and reimplement some of its hook
functions.

When the contents of the list change, the BListView makes sure the visible list on-
screen is updated. However, it can know that something changed only when a data
pointer changes, since pointers are al that the list records. If any pointed-to datais
atered, but the pointer remains the same, you must force the list to be redrawn (by
calling the Invalidateltem() function or BView’s Invalidate()).

Selecting and Invoking ltems

The user can click anitem in the list to select it and double-click an item to both select
and invokeit. The user can also select and invoke items from the keyboard. The
navigation keys (such as Down Arrow, Home, and Page Up) select items; Enter invokes
the item that’s currently selected.

The BListView highlights the selected item, but otherwise it doesn’t define what, if
anything, should take place when an itemis selected. You can determine that yourself
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by registering a“ selection message” (a BMessage abject) that should be delivered to a
target receiver whenever the user selects an item.

Similarly, the BListView doesn’'t define what it meansto “invoke” an item. You can
register a separate “invocation message’ that’s posted whenever the user double-clicks
an item or presses Enter while an item is selected. For example, if the user double-
clicksaniteminalist of file names, a message might be posted telling the BApplication

object to open that file.

A BListView doesn’'t have a default selection message or invocation message.
Messages are posted only if registered with the SetSelectionMessage() and
SetinvocationMessage() functions. The registered message is only amodel. When an
itemis selected or invoked, the BListView makes a copy of the model, adds information
to the copy about itself and the item, then posts the copy. See the function descriptions
for information on the data that automatically gets added to the message.

See also: the BList classin the Support Kit

Hook Functions

Drawltem()

Highlightltem()

Invoke()

ItemHeight()

Select()
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Draws the character string that the item points to; can be
reimplemented to draw from another kind of data.

Highlightstheitem by inverting all the colorsinitsframe
rectangle; can be reimplemented to highlight in a
different way.

Posts the invocation message, if one has been registered
for the BListView; can be augmented to do whatever else
may be necessary when aitem isinvoked.

Returns the height of asingle item, assuming that it's a
character string and isto be drawn in the current font; can
be reimplemented to return the height required to draw a
different kind of item. All items are taken to have the
same height.

Highlights the selected item and posts the selection
message, if one has been registered for the BListView;
can be augmented to take any collateral action that may
be required when the selection changes.
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Constructor and Destructor

BListView()

BListvView(BRect frame, const char * name,
ulong resizingMode = FOLLOW_LEFT_TOP,
ulong flags = WILL_DRAW | FRAME_EVENTS)

Initializesthe new BListView. Theframe, name, resizingMode, and flags arguments are
identical to those declared for the BView class and are passed unchanged to the BView
constructor.

Thelist beginslifeempty. Call Additem() or AddlList() (documented for the BList class)
to put itemsin thelist. Call Select() (documented below) to select one of the items so
that it's highlighted when thelist isinitialy displayed to the user.

See also: the BView constructor, Addltem() in the BList class

~BListView()
virtual ~BListView(void)

Frees the model messages, if any, and al memory allocated to hold the list of items.

Member Functions

TheBListView classreimplements all of the member functions of the BList classin the
Support Kit. BListView’s versions of these functions work identically to the BList
versions, except that a BListView makes sure that the on-screen display is properly
updated whenever the list changes.

Consequently, this section excludes all functions that BList and BListView havein
common. It concentrates instead on those member functions that deal with the
BListView'sbehavior asaview, not asalist. SeetheBList classfor information on the
functions that you can use to manipulate the BListView's list.

AttachedToWindow()
virtual void AttachedToWindow (void)

Sets up the BListView so that it's prepared to draw character strings for items, and
makes the BWindow to which the object has become attached the target for messages
posted by the Select() and Invoke() functions—provided another target hasn’t already
been set.
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Thisfunction is called for you when the BListView becomes part of awindow’s view
hierarchy.

See also: AttachedToWindow() in the BView class, SetTarget()

BaselineOffset()

protected:
float Baseline Offset(void)

Returns the distance from the bottom of an item’ s frame rectangle to the baseline where
the item, assuming it is a character string, is drawn. The string is drawn beginning at a
point that's offset 2.0 coordinate units from the left of the frame rectangle and
BaselineOffset() units from the bottom. The offsets are the same for all items.

This function will give unreliable results unless the BListView is attached to a window.

CurrentSelection()
inline long CurrentSelection(void) const

Returns the index of the currently selected item, or a negative number if no itemis
selected.

See also: Select()

Draw()
virtual void Draw(BRect updateRect)
Calls the Drawltem() hook function to draw each visible item in the updateRect area of

the view and highlights the currently selected item by calling the Highlightitem() hook
function.

Draw() is called for you whenever thelist view isto be updated or redisplayed; you
don’'t need to call it yourself. You also don’t need to reimplement it, even if you're
defining alist that displays something other than character strings. You should
implement data-specific versions of Drawltem() and Highlightitem() instead.

See also: Draw() inthe BView class, Drawltem(), Highlightitem()
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Drawltem()
protected:
virtual void brawltem(BRect updateRect, long index)

Drawstheitem at index. The default version of this function assumes that theitemisa
character string. It can be reimplemented by derived classes to draw differently, based
on other kinds of data.

The updateRect rectangle is stated in the BListView’s coordinate system. It'sthe
portion of the item’ s frame rectangle that needs to be updated. The full frame rectangle
of theitem isreturned by the ItemFrame() function.

The Draw() function determines which items in the BListView need to be updated and
calls Drawltem() for each one.

See also: ltemHeight(), temFrame(), Highlightltem(), BaselineOffset()

FrameResized()
virtual void FrameResized(float width, float height)

Updates the on-screen display in response to a notification that the BListView's frame
rectangle has been resized. In particular, this function looks for a vertical scroll bar
that’sasibling of the BListView. It adjuststhisscroll bar to reflect the way thelist view
was resized, under the assumption that it must have the BListView asits target.

FrameResized() is called automatically at the appropriate times; you shouldn’t call it
yourself.

See also: FrameResized() in the BView class

Highlightitem()

protected:
virtual void Highlightitem(bool flag, long index)

Highlightstheitem at index if flag iSTRUE, and removes the highlighting if flag iSFALSE.
Items are highlighted by inverting all colorsin their frame rectangles.

Thisfunction is called (by Draw()) to highlight the selected item and (by Select()) to
change the item that’s highlighted whenever the selection changes. It can be
reimplemented in a derived class to highlight in a different way.

See also: Select(), Draw()
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Invalidateltem()
void Invalidateltem(long index)

Invalidates the item at index so that an update message will be sent forcing the
BListView to redraw it.

See also: Invalidate() in the BView class

Invoke()
virtual void Invoke(long index)

Invokes the item at index, provided that the index isn’t out-of-range.

Thisfunction is called whenever the user double-clicks an iteminthelist, or pressesthe
Enter key while the BListView isthe current focus view for the window and there'sa
selected item. It can also be called from application code to invoke a particular item;
usually select() would first be called to select theitem.

To invoke an item that’s identified by a pointer, first call IndexOf() to find whereit’'s
located in the list:

long i = nyList->IndexO (sonelten;
nyLi st->Sel ect(i);
nmyLi st->I nvoke(i);

If amodel “invocation message” has been registered with the BListView (through
SetinvocationMessage()), Invoke() makes a copy of the message, adds information to
the copy identifying the BListView and the invoked item, and posts the copy so that it
will be received by the designated target. The default target (established by
AttachedToWindow()) is the BWindow where the BListView islocated. If SetTarget()
was called to name a particular BLooper where the message should be posted, but to set
aNULL target, the target will be the BLooper’s preferred receiver.

What it meansto “invoke” an item depends entirely on the BMessage that’s posted and
the receiver’s response when it gets the message. This function does nothing but post

the message.

See also: Select(), SetinvocationMessage(), SetTarget()

IsltemSelected()
inline bool IsitemSelected(long index) const

Returns TRUE if the item at index is currently selected, and FALSE if it's not.

See also: CurrentSelection()
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ltemFrame()

protected:
BRect ltemFrame(long index) const

Returns the frame rectangle of theitem at index. The rectangle defines the area where
theitemisdrawn; it' s stated in the coordinate system of the BListView. Therectangleis
calculated from the ordinal position of theitem in the list and the value returned by
ItemHeight().

It's expected that you'd need to find an item’s frame rectangle only if you're
implementing a Drawltem() function.

< This function currently doesn’t check to be sure that the index isin range. >

See also: Drawltem()

ItemHeight()

protected:
virtual float ItemHeight(void) const

Returns how much vertical room isrequired to draw asingleitem in the list—how high
each item’ sframerectangle should be. The BListView calls ltemHeight() extensively to
determine where items are located and where to draw them. By default, it returns a
height sufficient to draw a character string in the current font.

A derived class that draws items other than character strings should reimplement
ltemHeight() so that it returns the height required to draw one of itsitems.

See also: Drawltem()

KeyDown()
virtual void KeyDown(ulong aChar)

Permits the user to operate the list using the following keys:

Keys Perform Action

Up Arrow and Down Arrow  Select the items that are immediately before and
immediately after the currently selected item.

Page Up and Page Down Select the items that are one viewful above and
below the currently selected item—or the first and
last items if there's no item aviewful away.

Home and End Select the first and last itemsin the list.

Enter Invokes the currently selected item.
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Thisfunction is called to notify the BListView of key-down events whenever it's the
focus view in the active window; you shouldn’t call it yourself.

See also: KeyDown() inthe BView class, Select(), Invoke()

MouseDown()
virtual void MouseDown(BPoint point)

Determines which item is located at point and calls Select() to select it (for asingle-
click or thefirst event in a series) and Invoke() to invoke it (for a double-click or the
second in a series).

This function also makes the BListView the focus view so the user can operate the list
from the keyboard.

MouseDown() is called to notify the BListView of amouse-down event; you don’'t need
to cal it yourself.

See also: MouseDown() inthe BView class, Select(), Invoke()

Select()
virtual void Select(long index)

Selects the item located at index, provided that the index isn’t out-of-range. This
function removes the highlighting from the previously selected item and highlights the
new selection, scrolling thelist so theitemisvisibleif necessary. Selecting anitem also
marks it as the item that CurrentSelection() returns and that the Enter key can invoke.

Select() is called whenever the user selects an item, using either the keyboard or the
mouse. It can also be called from application code to set aninitial selection in thelist or
change the current selection.

If amodel “selection message” has been registered with the BListView, Select() copies
the message, adds information to the copy identifying the list and the item that was
selected, and posts the copy so that it will be dispatched to the target BReceiver. If a
message hasn’t been registered, “ selecting” an item simply means to highlight it and
mark is as the selected item.

Typically, BListViews are set up to post a message when an item is invoked, but not
when oneis selected.

See also: SetSelectionMessage(), Invoke()
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SetFontName(), SetFoniSize(), SetFontRotation(), SetFontShear(),
SetFontSymbolSet()

virtual void SetFontName(const char * name)
virtual void SetFontSize(float points)
virtual void SetFontRotation(float degrees)
virtual void SetFontShear(float angle)
virtual void SetFontSymbolSet(const char * name)
These functions augment their BView counterparts to update the BListView so that all

visible items are redisplayed on-screen in the new font. However, SetFontRotation() is
disabled; arotated font isincompatible with alist horizontal items.

See also: SetFontName() in the BView class

SetinvocationMessage(), InvocationMessage(),
InvocationCommand()

virtual void SetinvocationMessage(BM essage * message)
BMessage *InvocationMessage(void) const

ulong InvocationCommand(void) const

These functions set, and return information about, the BMessage that the BListView
posts when an item is invoked.

SetinvocationMessage() assigns message to the BListView, freeing any message
previously assigned. The message becomes the responsibility of the BListView object
and will be freed only when it’ s replaced by another message or the BListView isfreed;
you shouldn’t free it yourself. Passing a NULL pointer to thisfunction deletes the current
message without replacing it.

The BListView treats the BMessage as its “invocation message,” a model for the
message it posts when an itemin the list isinvoked. The Invoke() function makes a
copy of the model and adds two pieces of relevant information. It then posts the copy,
not the original.

The added information identifies the BListView and the invoked item:

Data name Type code Description
“source” OBJECT _TYPE A pointer to the BListView object.
“index” LONG _TYPE The index of the item that was invoked.

These names should not be used for any data that you add to the model message.
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Given thisinformation, the message receiver can get a pointer to item data. For
example:

voi d nmyW ndow. : MessageRecei ved( BMessage *nessage)

{
BLi st Vi ew *t heli st ;

| ong t hel ndex;
char *theltem

t heLi st = (BLi stVi ew *)nmessage- >Fi ndCbj ect ("source");
if ( message->Error() == NO ERROR ) {
t hel ndex = nmessage- >Fi ndLong("i ndex");
if ( message->Error() == NO ERROR ) {
theltem = (char *)theList->ltemAt(thel ndex);

}

(Although not shown in this example, you might also want to use the cast_as() macro to
make sure that it's safe to cast the “ source” object pointer to the BListView class.)

InvocationMessage() returns a pointer to the model BMessage and
InvocationCommand() returnsits what data member. The message belongs to the
BListView; it can be altered by adding or removing data, but it shouldn’t be del eted.
Nor should it be posted or sent anywhere, since that would eventually freeit. To getrid
of the current message, pass a NULL pointer to SetinvocationMessage().

See also: Invoke(), the BMessage class

SetSelectionMessage(), SelectionMessage(), SelectionCommand()
virtual void SetSelectionMessage (BMessage * message)
BMessage * SelectionMessage(void) const
ulong SelectionCommand(void) const
These functions set, and return information about, the message that a BListView posts
whenever one of itsitemsis selected. They're exact counterparts to the invocation
message functions described above under SetinvocationMessage(), except that the
“selection message” is posted whenever an item in the list is selected, rather than when

invoked. It's more common to take action (to post amessage) on invoking an item than
on selecting one.

The message that SetSelectionMessage() assigns to the BListView isamodel for the
messages that the Select() function posts. Select() copiesthe model and poststhe copy.
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It adds the same two pieces of information to the copy as are added to the invocation
message:

Data name Type code Description
“source” OBJECT _TYPE A pointer to the BListView object.
“index” LONG_TYPE The index of the item that was selected.

You should not use these names for data you add to the model message.

See also: Select(), SetinvocationMessage(), the BMessage class

SetTarget(), Target()
virtual long SetTarget(BReceiver *target, BLooper *[ooper = NULL)
BReceiver *Target(BLooper **looper = NULL) const

SetTarget() sets the target BReceiver that's expected to handle messages the BListView
posts (though its Select() and Invoke() functions). It's successful only if it can also
learn about a BLooper object where messages can be posted to the target. To post a
message, the BListView calls the BLooper's PostMessage() function and names the
target as the object that should receive the message:

| ooper - >Post Message(t heMessage, target);

If the target receiver passed to SetTarget() isitself a BLooper object (such asa
BWindow) or if it's associated with a BLooper object (as BViews are associated with
BWindows), the looper argument can be NULL. SetTarget() can discover the BLooper
from the target (by calling the target’s Looper() function).

However, if the target can’t supply a BLooper object, a specific looper must be named
asan argument. If alooper isn't named and can't be discovered from the target, the
function fails and BAD_VALUE is returned to indicate that the target alone isinsufficient.

Moreover, SefTarget() also failsif aspecific looper is named but thetarget is associated
with some other BLooper object. In this case, MISMATCHED_VALUES is returned to
indicate that there's a conflict between the two arguments.

It's also possible to specify a NULL target. In this case, the message will be targeted to
thelooper’ s preferred receiver (the object returned by its PreferredReceiver() function).
For aBWindow, the preferred receiver isthe current focusview. Therefore, by passing a
NULL target and a BWindow looper to SetTarget(),

nyLi st - >Set Tar get (NULL, nyLi st->W ndow());

the BListView can be targeted to whatever BView happensto bein focus at thetime an
itemisinvoked.
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Note, however, that if the looper doesn’t have apreferred receiver (asaBL ooper doesn't
by default, and a BWindow won't if none of its views are currently in focus), the
message will be targeted to the looper itself.

If both target and looper are NULL, the function fails and BAD_VALUE isreturned. When
successful, SetTarget() returns NO_ERROR.

Target() returns the current target and, if a pointer to alooper is provided, fillsin the

BL ooper where Invoke() will post messages. By default (established by
AttachedToWindow()), both roles arefilled by the BWindow wherethelist is displayed.
If the BListView isn't attached to awindow and atarget hasn't been set, Target() returns
NULL.

See also: Looper() in the BReceiver and BView classes, PreferredReceiver() in the
BL ooper and BWindow classes, Invoke(), AttachedToWindow()
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BMenu

Derived from: public BView
Declared in: <interface/Menu.h>
Overview

A BMenu object displays apull-down or pop-up list of menuitems. Menus organizethe
features of an application—the common ones as well as the more obscure—and provide
users with points of entry for most everything the application can do.

Menus categorize the features of the application—all formatting possibilities might be
grouped in one menu, alist of documents in another, graphics choicesin athird, and so
on. The arrangement of menus presents an outline of how the various parts of the
application fit together.

Menu Hierarchy

Menus are hierarchically arranged; an item in one menu can control another menu. The
controlled menu is a submenu; the menu that contains the item that controlsit isits
supermenu. A submenu remains hidden until the user operates the item that controlsit;
it becomes hidden again when the user is finished with it. A submenu can have its own
submenus, and those submenus can have submenus of their own, and so on—although it
becomes hard for users to find their way around in a menu hierarchy that becomes too

deep.

The menu at the root of the hierarchy is displayed in awindow as a list—perhaps alist
of just oneitem. Sinceit, unlike other menus, doesn’t have a controlling item, it must
remain visible. A root menu istherefore a special kind of menu in that it behaves more
like an ordinary view than do other menus, which stay hidden. Root menus should
belong to the BMenuBar class, which isderived from BMenu. Thetypical root menuis
amenu bar displayed across the top of awindow (hence the name of the class).

Menu ltems

Each itemin amenu isakind of BMenultem object. An item can be marked (displayed
with acheck mark to itsleft), assigned a keyboard shortcut, enabled and disabled, and
given a“trigger” character that the user can type to invoke the item when its menu is
open on-screen.
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Every item has a particular job to do. If anitem controls a submenu, itsjob isto show
the submenu on-screen and hide it again. All other items give instructions to the
application. When invoked by the user, they post a BMessage object to a target
BReceiver. What the item does depends on the content of the BM essage and the
BReceiver'sresponse to it.

The BMenu and BMenultem classes share some functions that accomplish the same
thing when called for a submenu or for the supermenu item that controls the submenu.
For example, setting the target for aBMenu (SetTarget()) sets the target for each of its
items. Disabling a submenu (SetEnabled()) is the same as disabling the item that
controlsit; the user will be able to bring the submenu to the screen, but none of itsitems
will work. This, in effect, disables al items and menusin the branch of the menu
hierarchy under the superitem.

Hook Functions

ScreenLocation() Can be implemented to have the menu appear on-screen
at some location other than the default.

Constructor and Destructor

BMenu()

public:
BMenu(const char * name, menu_layout layout = ITEMS_IN_COLUMN)
BMenu(const char * name, float width, float height)

protected:
BMenu(BRect frame, const char * name, ulong resizingMode, ulong flags,
menu_layout layout, bool resizeToFit)

Initializes the BMenu object. The name of the object becomes theinitial label of the
supermenu item that controls the menu and brings it to the screen. (It's also the view
name that can be passed to BView's FindView() function.)

A new BMenu object doesn’t contain any items; you need to call Addltem() to set up its
contents.
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A menu can arrange its items in any of three ways.

ITEMS_IN_COLUMN Theitems are stacked vertically in a column, one
on top of the other, asin atypical menu.

ITEMS_IN_ROW Theitemsare laid out horizontally in arow, from
end to end, asin atypical menu bar.

ITEMS_IN_MATRIX Theitemsare arranged in acustom fashion, such as
amatrix.

Either ITEMS_IN_ROW or the default ITEMS_IN_COLUMN can be passed as the layout
argument to the public constructor. (A column isthe default for ordinary menus; arow
isthe default for BMenuBars.) Thisversion of the constructor isn’'t designed for
ITEMS_IN_MATRIX layouts.

A BMenu object can arrange itemsthat are laid out in a column or arow entirely on its
own. The menu will be resized to exactly fit the itemsthat are added to it.

However, when items are laid out in a custom matrix, the menu needs more help. First,
the constructor must be informed of the exact width and height of the menu rectangle.
The version of the constructor that takes these two parametersis designed just for matrix
menus—it sets the layout to ITEMS_IN_MATRIX. Then, when items are added to the
menu, the BMenu object expects to be informed of their precise positions within the
specified area. The menu is not resized to fit the items that are added. Finally, when
itemsin the matrix change, you must take care of any required adjustmentsin the layout
yourself.

The protected version of the constructor is supplied for derived classesthat don’t smply
devise different sorts of menu items or arrange them in a different way, but invent a
different kind of menu. If the resizeToFit flag iSTRUE, it's expected that the layout will
beITEMS_IN_COLUMN or ITEMS_IN_ROW. The menu will resize itself to fit the itemsthat
are added to it. If the layout is ITEMS_IN_MATRIX, the resizeToFit flag should be FALSE.

~BMenu()
virtual ~BMenu(void)

Deletes dl the items that were added to the menu and frees all memory allocated by the
BMenu object. Deleting the items serves also to delete any submenus those items
control and, thus, the whole branch of the menu hierarchy.
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Addltem()

bool Addltem(BMenultem *item)

bool Additem(BMenultem *item, long index)
bool Addlitem(BMenultem *item, BRect frame)
bool Addltem(BMenu * submenu)

bool Additem(BMenu * submenu, long index)
bool Additem(BMenu * submenu, BRect frame)

Adds an item to the menu list at index—or, if no index is mentioned, to the end of the
list. If items are arranged in amatrix rather than alist, it's necessary to specify the
item’ sframe rectangle—the exact position where it should be located in the menu view.
Assume a coordinate system for the menu that has the origin, (0.0, 0.0), at the left top
corner of the view rectangle. The rectangle will have the width and height that were
specified when the menu was constructed.

The versions of this function that take an index (even an implicit one) can be used only
if the menu arranges itemsin a column or row (ITEMS_IN_COLUMN or ITEMS_IN_ROW);
it'san error to use them for items arranged in amatrix. Conversely, the versions of this
function that take a frame rectangle can be used only if the menu arrangesitemsin a
matrix (ITEMS_IN_MATRIX); it's an error to use them for items arranged in a list.

If asubmenu is specified rather than an item, Additem() constructs a controlling
BMenultem for the submenu and adds the item to the menu.

If it's unable to add the item to the menu—for example, if the index is out-of-range or
the wrong version of the function has been called—Additem() returns FALSE. If
successful, it returns TRUE.

See also: the BMenu constructor, the BMenultem class, Removeltem()

AddSeparatorlitem()
bool AddSeparatoritem(void)

Creates an instance of the BSeparatorltem class and adds it to the end of the menu list,
returning TRUE if successful and FALSE if not (a very unlikely possibility). Thisfunction
is a shorthand for:

BSeparatorltem *separator = new BSeparatorltem
Addl t en(separator);

A separator serves only to separate other itemsin the list. 1t counts as an item and has
an indexed position in thelist, but it doesn’t do anything. It's drawn asahorizontal line
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acrossthe menu. Therefore, it's appropriately added only to menus where theitems are
laid out in a column.

See also: Additem(), the BSeparatorltem class

AreTriggersEnabled() see SeiTriggersEnabled()

AttachedToWindow()
virtual void AttachedToWindow (void)

Finishesinitializing the BMenu object by setting graphics parameters and laying out
items. Thisfunction is called for you each time the BMenu is assigned to a window.
For a submenu, that means each time the menu is shown on-screen.

See also: AttachedToWindow() in the BView class

Countltems()
long Countitems(void) const

Returns the total number of items in the menu, including separator items.

Draw()
virtual void Draw(BRect updateRect)

Drawsthe menu. Thisfunctioniscalled for you whenever the menu is placed on-screen
or is updated while on-screen. It's not afunction you need to call yourself.

See also: Draw() inthe BView class

Findltem()

BMenultem * Findlitem(const char *|abel) const
BMenultem *Findltem(ulong command) const

Returns the item with the specified label—or the one that posts a message with the
specified command. If there’s more than one item in the menu with that particular |abel
or associated with that particular command, this function returns the first oneit finds
(the one with the lowest index). If none of the items in the menu meet the criterion, it
returns NULL.
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FindMarked()
BMenultem * FindMarked(void)

Returns the first marked item in the menu list (the one with the lowest index), or NULL if
no item is marked.

See also: SetMarked() in the BMenultem class, SetRadioMode()

Hide(), Show()

protected:

void Hide(void)

void Show(bool selectFirst = FALSE)
These functions hide the menu (remove the BMenu view from the window it'sin and
remove the window from the screen) and show it (attach the BMenu to a window and

place the window on-screen). If the selectFirst flag passed to Show() iSTRUE, the first
item in the menu will be selected when it’s shown.

These functions are not ones that you'd ordinarily cal, even when implementing a
derived class. You'd need them only if you're implementing a nonstandard menu of
some kind and want to control when the menu appears on-screen.

See also: Track()

IndexOf()

long IndexOf(BMenultem *item) const
long IndexOf(BMenu * submenu) const

Returns the index of the specified menu item—or the item that controls the specified
submenu. Indices record the position of the item in the menu list. They begin at O for
the item at the top of a column or at the left of arow and include separator items.

If the menu doesn’t contain the specified item, or the item that controls submenu, the
return value will be SYS_ERROR.

See also: Additem()

InvalidateLayout()
void InvalidateLayout(void)

Forces the BMenu to recal culate the layout of al menu items and, consequently, itsown
size. It can dothisonly if theitems are arranged in arow or a column. If theitemsare
arranged in amatrix, it's up to you to keep their layout up-to-date.
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All BMenu and BMenultem functions that change an item in away that might affect the
overall menu automatically invalidate the menu’'s layout so it will be recalculated. For
example, changing the label of an item might cause the menu to become wider (if it
needs more room to accommaodate the longer label) or narrower (if it no longer needs as
much room as before).

Therefore, you don’t need to call InvalidateLayout() after using aKit function to change
amenu or menu item; it's called for you. You'd call it only when making some other
change to amenu.

See also: the BMenu constructor

IsEnabled() see SetEnabled()
IsLabelFromMarked() see SetLabelFromMarked()

IsRadioMode() see SetRadioMode()

ItemAt(), SubmenuAt()
BMenultem * temAt(long index) const
BMenu * submenuAt(long index) const

These functions return the item at index—or the submenu controlled by the item at
index. If there snoitem at theindex, they return NULL. SubmenuAt() is a shorthand for:

It emAt (i ndex) - >Subnmenu()
It returns NULL if the item at index doesn’t control a submenu.

See also: Addltem()

KeyDown()
virtual void KeyDown(ulong aChar)

Handles keyboard navigation through the menu. Thisfunction is called as the result of
key-down events. It should not be called from application code.

See also: KeyDown() inthe BView class
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Layout()
protected:
menu_layout Layout(void) const

Returns ITEMS_IN_COLUMN if the items in the menu are stacked in a column from top to
bottom, ITEMS_IN_ROW if they're stretched out in arow from left to right, or
ITEMS_IN_MATRIX if they’ re arranged in some custom fashion. By default BMenu items
are arranged in a column and BMenuBar itemsin arow.

The layout is established by the constructor.

See also: the BMenu and BMenuBar constructors

Removeltem()

BMenultem *Removeltem(long index)
bool Removeltem(BMenultem *item)
bool Removeltem(BMenu * submenu)

Removes the item at index, or the specified item, or the item that controls the specified
submenu. Removing the item doesn’t freeit.

» If passed anindex, this function returns a pointer to the item so you can freeit. It
returns aNULL pointer if theitem couldn’t be removed (for example, if theindex is
out-of-range).

» |f passed an item, it returnsTRUE if the item was in the list and could be removed,
and FALSE if not.

* |f passed asubmenu, it returnsTRUE if the submenu is controlled by anitemin the
menu and that item could be removed, and FALSE otherwise.

When an item isremoved from amenu, it losesitstarget; the cached valueis set to NULL.
If the item controls a submenu, it remains attached to the submenu even after being
removed.

See also: Addlitem()

ScreenlLocation()

protected:
virtual BPoint ScreenLocation(void)

Returns the point where the | eft top corner of the menu should appear when the menuis
shown on-screen. The point is specified in the screen coordinate system.

Thisfunction is called each time a hidden menu (a submenu of another menu) is brought
to the screen. It can be overridden in aderived classto change where the menu appears.
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For example, the BPopUpMenu class overrides it so that a pop-up menu pops up over
the controlling item.

See also: the BPopUpMenu class

SetEnabled(), IsEnabled()

virtual void SetEnabled(bool flag)

bool IsEnabled(void) const
SetEnabled() enablesthe BMenu if flag iSTRUE, and disablesit if flag isFALSE. If the
menu is a submenu, this enables or disablesits controlling item, just asif SetEnabled()

were called for that item. The controlling item is updated so that it displays its new
state, if it happens to be visible on-screen.

Disabling a menu disablesiits entire branch of the menu hierarchy. All itemsin the
menu, including those that control other menus, are disabled.

IsEnabled() returnsTRUE if the BMenu, and every BMenu above it in the menu
hierarchy, isenabled. It returnsFALSE if the BMenu, or any BMenu above it in the menu
hierarchy, is disabled.

See also: SetEnabled() in the BMenultem class

SetLabelFromMarked(), IsLabelFromMarked()

protected:
void SetLabelFromMarked(bool flag)

bool IsLabelFromMarked(void)
SetLabelFromMarked() determines whether the label of the item that controls the menu
(the label of the superitem) should be taken from the currently marked item within the
menu. If flag iISTRUE, the menu is placed in radio mode and the superitem’ slabel isreset

each time the user selects adifferent item. If flag is FALSE, the setting for radio mode
doesn’t change and the label of the superitem isn’t automatically reset.

IsLabelFromMarked() returns whether the superitem’s label is taken from the marked
item (but not necessarily whether the BMenu isin radio mode).

See also: SetRadioMode()
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SetRadioMode(), IsRadioMode()
virtual void SetRadioMode(bool flag)
bool IsRadioMode(void)

SetRadioMode() puts the BMenu in radio mode if flag isTRUE and takes it out of radio
mode if flag iSFALSE. Inradio mode, only oneitemin the menu can be marked at atime.
If the user selects an item, a check mark is placed in front of it automatically (you don’t
need to call BMenultem’s SetMarked() function; it's called for you). If another item
was marked at the time, its mark is removed. Selecting a currently marked item retains
the mark.

IsRadioMode() returns whether the BMenu is currently in radio mode. The default
radio mode is FALSE for ordinary BMenus, but TRUE for BPopUpMenus.

SetRadioMode() doesn’'t change any of theitemsin the menu. If you want an initial
item to be marked when the menu is put into radio mode, you must mark it yourself.

When SetRadioMode() turns radio mode off, it callsSetLabelFromMarked() and passes
it an argument of FALSE—turning off the feature that changes the label of the menu's
superitem each time the marked item changes. Similarly, when SetLabelFromMarked()
turns on this feature, it calls SetRadioMode() and passes it an argument of TRUE—
turning on radio mode.

See also: SetMarked() in the BMenultem class, SetLabelFromMarked()

SetTarget()
virtual long SetTarget(BReceiver *target, BLooper *[ooper = NULL)

This function is a convenience for assigning the same target and looper to al itemsin
the menu. It works through thelist of itemsin order, calling BMenultem’s SetTarget()
virtual function for each one. However, if it's unable to set the target of any item, it
aborts and returns the error it encountered. If successful in setting the target (and
looper) of all items, it returns NO_ERROR. See BMenultem's SetTarget() for
information on acceptable target and looper values.

Thisfunction doesn’t work recursively; it acts only on items added to the BMenu, not on
items added to submenus of the BMenu.

See also: SetTarget() in the BMenultem class
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SetTriggersEnabled(), AreTriggersEnabled()
virtual void SetTriggersEnabled(bool flag)
bool AreTriggersEnabled(void) const
SetTriggersEnabled() enables the triggers for all itemsin the menu if flag iSTRUE and

disablesthem if flag iSFALSE. AreTriggersEnabled() returns whether the triggers are
currently enabled or disabled. They’re enabled by default.

Triggers are displayed to the user only if they’re enabled, and only when keyboard
actions can operate the menu.

Triggers are appropriate for some menus, but not for others. SetTriggersEnabled() is
typically caled to initialize the BMenu when it’s constructed, not to enable and disable
triggers as the application isrunning. If triggers are ever enabled for a menu, they
should always be enabled; if they're ever disabled, they should always be disabled.

See also: SeiTrigger() in the BMenultem class

Show() see Hide()

SubmenuAt() see ltemAt()

Superitem(), Supermenu()
BMenultem * Superitem(void) const
BMenu * Ssupermenu(void) const
These functions return the supermenu item that controls the BMenu and the supermenu

where that item islocated. The supermenu could be aBMenuBar object. If the BMenu
hasn’t been made the submenu of another menu, both functions return NULL.

See also: Additem()

Track()

protected:
BMenultem * Track(void)

Initiates tracking of the cursor within the menu. Thisfunction passestracking control to
submenus (and submenus of submenus) depending on where the user moves the mouse.
If the user ends tracking by invoking an item, Track() returnsthe item. If the user didn’t
invoke any item, it returns NULL. The item doesn’t have to be located in the BMenu; it
could, for example, belong to a submenu of the BMenu.
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Track() is caled by the BMenu to initiate tracking in the menu hierarchy. You would
need to cal it yourself only if you' reimplementing a different kind of menu that startsto
track the cursor under nonstandard circumstances.
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BMenuBar

Derived from: public BMenu

Declared in: <interface/MenuBar.h>

Overview

A BMenuBar is amenu that can stand at the root of a menu hierarchy. Rather than
appear on-screen when commanded to do so by a user action, a BMenuBar object has a
settled location in awindow’s view hierarchy, just like other views. Typically, the root
menu is the menu bar that’s drawn across the top of the window. It's from this use that
the class gets its name.

However, instances of this class can also be used in other ways. A BMenuBar might
simply display alist of itemsarranged in a column somewherein awindow. Or it might
contain just one item, where that item control s a pop-up menu (a BPopUpMenu object).
Rather than look like a“menu bar,” the BMenuBar object would look something like a
button.

The “Main” Menu Bar

The “rea” menu bar at the top of the window usually represents an extensive menu
hierarchy; each of itsitemstypically controls a submenu.

The user should be able to operate this menu bar from the keyboard (using the arrow
keys and Enter). There are two ways that the user can put the BMenuBar and its
hierarchy in focus for keyboard events:

» Clicking anitem inamenu bar. This opens the submenu the item controls so that
it stays visible on-screen and puts the submenu in focus.

* Pressing the Menu key, or pressing and releasing a Command key. This putsthe
BMenuBar in focus and selectsitsfirst item.

Either method opens the entire menu hierarchy to keyboard navigation.

If there’s only one BMenuBar in the window’s view hierarchy, the Menu key (or
Command) will put itin focus. But if there’s more than one BMenuBar object, the
Menu key must choose one of them. By default, it selects the last one added to the
window. However, the SetMainMenuBar() function defined in the BWindow class can
be called to designate a different BMenuBar object as the “main” menu bar for the
window.
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A Kind of BMenu

BMenuBar inherits most of its functions from the BMenu class. It reimplementsthe
AttachedToWindow(), Draw(), and MouseDown() functions that set up the object and
respond to messages, but these aren’t functions that you'd call from application code;
they’re called for you.

The only real function (other than the constructor) that the BMenuBar class adds to
those it inherits is SetBorder(), which determines how the list of itemsis bordered.

Therefore, for most BMenuBar operations—adding submenus, finding items,
temporarily disabling the menu bar, and so or—you must call inherited functions and
treat the object like the BMenu that it is.

See also: the BMenu class

Constructor and Destructor

BMenuBar()

BMenuBar(BRect frame, const char * name,
ulong resizingMode = FOLLOW_LEFT_TOP_RIGHT,
menu_layout layout = ITEMS_IN_ROW,
bool resizeToFit = FALSE)

Initializesthe BMenuBar by assigning it a frame rectangle, aname, and aresizingMode,
just like other BViews. These values are passed up the inheritance hierarchy to the
BView constructor. The“real” menu bar in awindow should have aframerectangle just
high enough to accommodate a single row of items and aborder. Given the default font
currently used for menu items, the frame height should be about 14.0 coordinate units.

The layout of the menu determines how items are arranged. By default, they're
arranged in arow as befits atrue menu bar. If an instance of this classisn’'t being used
to implement an actual menu bar, items can belaid out in acolumn (ITEMS_IN_COLUMN)
or in amatrix (ITEMS_IN_MATRIX).

If the resizeToFit flag iSTRUE, the frame rectangle of the BMenuBar will be resized to
exactly fit the items that are added to the object. Thisusually isnot what'sdesired. For
atrue menu bar, the frame rectangle should stretch all the way across the window, from
the left side to the right, no matter how many itemsit contains. The default resizing
mode of FOLLOW_LEFT_TOP_RIGHT permits the menu bar to adjust itself to changesin the
window’s width, while keeping it glued to the top of the window.

Change the resizingMode, the layout, and the resizeToFit flag for BMenuBars that are
used for a purpose other than to implement a true menu bar.

See also: the BMenu constructor
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~BMenuBar()
virtual ~BMenuBar(void)

Freesall theitems and submenusin the entire menu hierarchy, and all memory allocated
by the BMenuBar.

Member Functions

AtftachedToWindow()

virtual void AttachedToWindow (void)
Finishes the initialization of the BMenuBar by setting up its graphics environment, and
by making the BWindow to which it has become attached the target receiver for all

items in the menu hierarchy, except for those items for which atarget has already been
Set.

This function al'so makes the BMenuBar the “main menu bar,” the BMenuBar object
whose menu hierarchy the user can navigate from the keyboard. If awindow contains
more than one BMenuBar in its view hierarchy, the last one that’s added to the window
gets to keep this designation. However, the “main” menu bar should always be the real
menu bar at the top of the window. It can be explicitly set with BWindow’s
SetMainMenuBar() function.

See also: SetMainMenuBar() in the BWindow class

Draw()
virtual void braw(BRect updateRect)

Draws the menu—whether as atrue menu bar, as some other kind of menu list, or asa
single item that controls a pop-up menu. Thisfunction is called as the result of update
messages; you don’'t need to call it yourself.

See also: Draw() inthe BView class

MouseDown()
virtual void MouseDown(BPoint point)

Initiates mouse tracking and keyboard navigation of the menu hierarchy. Thisfunction
is caled when the BMenuBar is notified of a mouse-down event.

See also: MouseDown() inthe BView class
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SetBorder()
void SetBorder(ulong border)

Determines how the menu list is bordered. The border argument can be:

BORDER_FRAME The border is drawn around the entire frame rectangle.
BORDER_CONTENTS The border is drawn around just the list of items.
BORDER_EACH_ITEM A border isdrawn around each item.

The default is BORDER_FRAME.
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BMenultem

Derived from: public BObject
Declared in: <interface/Menultem.h>
Overview

A BMenultem is an object that contains and displays one item within amenu. By
default, Menu items are displayed simply as textual labels, like “ Options...” or “Save
As’. Derived classes can be defined to draw something other than alabel—or
something in addition to the label.

Kinds of Items

Some menu items play arolein helping users navigate the menu hierarchy. They give
the user accessto submenus. A submenu remains hidden until the user operatesthe item
that controlsit.

Other items accomplish specific actions. When the user invokes the item, amessage is
posted to atarget BReceiver, usually the window where the menu at the root of the
hierarchy (aBMenuBar object) is displayed. The action that the item initiates, or the
state that it sets, depends entirely on the message and the receiver’s responseto it.

The target receiver and the message can be customized for every item. Each
BMenultem retains amodel for the BMessage it posts and can have atarget that’'s
different from other items in the same menu.

Items can aso have avisual presence, but do nothing. Instances of the BSeparatorltem
class, which is derived from BMenultem, serve only to visually separate groups of items
in the menu.

Shortcuts and Triggers

Any menu item (except for those that control submenus) can be associated with a
keyboard shortcut, a character that the user can type in combination with the Command
key (and possibly other modifiers) to invoke the item. The shortcut character is
displayed in the menu item to the right of thelabel. All shortcutsfor menu itemsrequire
the user to hold down the Command key.
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A shortcut works even when theitem it invokesisn't visible on-screen. It, therefore, has
to be unigue within the window (within the entire menu hierarchy).

Every menu item is also associated with atrigger, a character that the user can type
(without the Command key) to invoke the item. The trigger works only while the menu
is both open on-screen and can be operated using the keyboard. It therefore must be
unique only within a particular branch of the menu hierarchy (within the menu).

Thetrigger isone of the charactersthat’ s displayed within the item—either the keyboard
shortcut or acharacter inthelabel. When it’s possible for the trigger to invoke the item,
the character isdrawn in adistinctive color. Like shortcuts, triggers are case-insensitive.

For an item to have akeyboard shortcut, the application must explicitly assign onewhen
constructing the object. However, by default, the Interface Kit chooses and assigns
triggersfor al items. The default choice can be altered by the SetTrigger() function.

Marked ltems

Anitem can also be marked (with a check mark drawn to the left of the label) in order to
indicate that the state it setsis currently in effect. Items are marked by the SetMarked()
function. A menu can be set up so that items are automatically marked when they're
selected and exactly oneitem is marked at all times. (See SetRadioMode() in the
BMenu class))

Disabled Items

Items can al so be enabled or disabled (by the SetEnabled() function). A disableditemis
drawn in muted tones to indicate that it doesn’t work. It can’t be selected or invoked. If
the item controls a specific action, it won't post the message that initiates the action. If
it controls a submenu, it will still bring the submenu to the screen, but all theitemsin
submenu will be disabled. If anitem in the submenu brings its own submenu to the
screen, items in that submenu will also be disabled. Disabling the superitem for a
submenu in effect disables a whole branch of the menu hierarchy.

See also: the BMenu class, the BSeparatoritem class
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Hook Functions

All BMenultem hook functions are protected. They should be implemented only if you
design a special type of menu item that displays something other than atextual label.

Draw() Draws the entire item; can be reimplemented to draw the
item in adifferent way.

DrawContents() Draws the item label; can be reimplemented to draw
something other than alabel.

GetContentSize() Provides the width and height of the item’s content area,
which is based on the length of the label and the current
font; can be reimplemented to provide the size required
to draw something other than alabel.

Highlight() Highlights the item when it’s sel ected; can be
reimplemented to do highlighting in some way other than
the defaullt.

Constructor and Destructor

BMenultem()

BMenultem(const char *label, BM essage * message,
char shortcut = NULL, ulong modifiers = NULL)

BMenultem(BMenu * submenu)

Initializes the BMenu to display label (which can be NULL if the item belongsto a
derived classthat’ s designed to display something other than text) and assignsit amodel
message.

Whenever the user invokes the item, the model message is copied and the copy is posted
to the target receiver. Three pieces of information are added to the copy beforeit’s
posted:

Data name Type code Description

“when” LONG _TYPE The time the item was invoked, as
measured in milliseconds since the
machine was last booted.

“source” OBJECT _TYPE A pointer to the BMenultem object.

“index” LONG _TYPE Theindex of theitem, its ordinal position
in the menu. Indicesbegin at 0.

These names should not be used for any data that you place in the message.
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By default, the target of the message is the window associated with the item’s menu
hierarchy—the window where the BMenuBar at the root of the hierarchy is located.
Another target can be designated by calling the SetTarget() function.

The constructor can also optionally set a keyboard shortcut for the item. The character
that’ s passed as the shortcut parameter will be displayed to the right of the item’ s label.
It's the accepted practice to display uppercase shortcut characters only, even though the
actual character the user types may not be uppercase.

The modifiers mask, not the shortcut character, determines which modifier keys the user
must hold down for the shortcut to work—including whether the Shift key must be
down. The mask can be formed by combining any of the modifiers constants, especially
these:

SHIFT_KEY
CONTROL_KEY
OPTION_KEY
COMMAND_KEY

However, COMMAND _KEY isrequired for all keyboard shortcuts; it doesn’t have to be
explicitly included in the mask. For example, setting the shortcut to ‘U’ with no
modifiers would mean that the letter ‘U’ would be displayed alongside the item label
and Command-u would invoke the item. The same shortcut with a SHIFT_KEY modifiers
mask would mean that the uppercase character (Command-Shift-U) would invoke the
item.

If the BMenultem is constructed to control a submenu, it doesn’'t post messages—its
roleisto bring up the submenu—and it can’t take ashortcut. Theitem’sinitial label will
be taken from the name of the submenu. It can be changed after construction by calling
SetLabel().

See also: SetTarget(), SetMessage(), SetLabel()

~BMenultem()
virtual ~BMenultem(void)

Freesthe item’slabel and its model BMessage object. If the item controls a submenu,
that menu and dl itsitems are also freed. Deleting a BMenultem destroys the entire
menu hierarchy under that item.
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Member Functions

Command() see SetMessage()

ContentLocation()

protected:
BPoint ContentLocation(void) const

Returnsthe left top corner of the content area of theitem, in the coordinate system of the
BMenu towhich it belongs. The content area of an itemisthe areawhere it displaysits
label (or whatever graphic substitutes for the label). It doesn’t include the part of the
item where a check mark or a keyboard shortcut could be displayed, nor the border and
background around the content area.

You would need to call thisfunction only if you're implementing a DrawContent()
function to draw the contents of the menu item (likely something other than alabel).
The content rectangle can be calculated from the point returned by this function and the
size specified by GetContentSize().

If theitem isn’t part of a menu, the return value is indeterminate.

See also: GetContentSize(), DrawContent()

Draw(), DrawContent()

protected:
virtual void Draw(void)

virtual void DrawContent(void)

These functions draw the menu item and highlight it if it's currently selected. They're
called by the braw() function of the BMenu where the item is located whenever the
menu is required to display itself; they don’t need to be called from within application
code.

However, they can both be overridden by derived classes that display something other
than atextual label. The Draw() functioniscalled first. It draws the background for the
entire item, then calls DrawContent() to draw the label within theitem’s content area.
After DrawContent() returns, it draws the check mark (if the item is currently marked)
and the keyboard shortcut (if any). It finishes by calling Highlight() if theitemis
currently selected.
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Both functions draw by calling functions of the BMenu in which the item is located.
For example:

void Myltem : DrawCont ent ()
{

Ma.nu.()->Dr awBi t map(i mage) ;
} Co

A derived class can override either Draw(), if it needs to draw the entire item, or
DrawContent(), if it needs to draw only within the content area. A Draw() function can
find the frame rectangle it should draw within by calling the BMenultem’s Frame()
function; a DrawContent() function can calculate the content area from the point
returned by ContentLocation() and the dimensions provided by GetContentSize().

When DrawContent() is called, the pen is positioned to draw the item’s label and the
front color is appropriately set. The front color may be a shade of gray, if theitemis
disabled, or black if it's enabled. |f some other distinction is used to distinguish
disabled from enabled items, DrawContent() should check the item’s current state by
calling IsEnabled().

Note: If aderived classimplements its own DrawContent() function, but still want to
draw atextual string, it should do so by assigning the string as BMenultem’s label and
calling the inherited version of DrawContent(), not by calling Drawstring(). This
preserves the BMenultem'’s ability to display atrigger character in the string.

See also: Highlight(), Frame(), ContentLocation(), GetContentSize()

Frame()
BRect Frame(void) const

Returns the rectangle that frames the entire menu item, in the coordinate system of the
BMenu to which the item belongs. If the item hasn’t been added to a menu, the return
vaue isindeterminate.

See also: Additem() inthe BMenu class

GetContentSize()

protected:
virtual void GetContentSize(float *width, float * height)

Writes the size of the item’s content area into the variables referred to by width and
height. The content area of an item is the areawhere its label (or whatever substitutes
for the label) is drawn.
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A BMenu callsGetContentSize() for each of itsitems asit arranges themin a column or
arow; thefunctionisnot called for itemsin amatrix. Theinformation it provides helps
determine where each item is located and the overall size of the menu.

GetContentSize() must report asize that’s large enough to display the content of the
item (and separate one item from another). By default, it reports an areajust large
enough to display theitem’slabel. Thisareais calculated from the label and the
BMenu's current font.

If you design a class derived from BMenultem and implement your own Draw() or
DrawContent() function, you should also implement a GetContentSize() function to
report how much room will be needed to draw the item’s contents.

See also: DrawContent(), ContentLocation()

Highlight()

protected:
virtual void Highlight(bool flag)

Highlights the menu item when flag iSTRUE, and removes the highlighting when flag is
FALSE. Highlighting simply invertsall the colorsin the item’s frame rectangle (except
for the check mark).

Thisfunction is called by the braw() function whenever theitem is selected and needsto
be drawn inits highlighted state. There’sno reason to call it yourself, unless you define
your own version of Draw(). However, it can be reimplemented in a derived class, if
items belonging to that class need to be highlighted in some way other than simple
inversion.

See also: Draw()

IsEnabled() see SetEnabled()

isMarked() see SetMarked()

IsSelected()

protected:
bool IsSelected(void) const

Returns TRUE if the menu item is currently selected, and FALSE if not. Selected itemsare
highlighted.

Label() see SetLabel()
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Menu()
BMenu *Menu(void) const

Returns the menu where the item islocated, or NULL if the item hasn't yet been added to
amenu.

See also: Addltem() in the BMenu class

Message() see SetMessage()

SetEnabled(), IsEnabled()

virtual void SetEnabled(bool flag)

bool IsEnabled(void) const
SetEnabled() enables the BMenultem if flag iSTRUE, disablesit if flag is FALSE, and
updates theitem if it's visible on-screen. If the item controls a submenu, this function

callsthe submenu’ sSetEnabled() virtual function, passing it the sameflag. Thisensures
that the submenu is enabled or disabled as well.

IsEnabled() returns TRUE if the BMenultem is enabled, its menu is enabled, and all
menus above it in the hierarchy are enabled. It returns FALSE if the item is disabled or
any objects above it in the menu hierarchy are disabled.

Items and menus are enabled by default.
When using these functions, keep in mind that:

» Disabling aBMenultem that controls a submenu servesto disable the entire menu
hierarchy under the item.

¢ Passing an argument of TRUE to SetEnabled() is not sufficient to enable theitem if
it'slocated in adisabled branch of the menu hierarchy. It can only undo a
previous SetEnabled() call (with an argument of FALSE) on the same item.

See also: SetEnabled() in the BMenu class

SetLabel(), Label()
virtual void SetLabel(const char * string)
const char *Label(void) const

SetLabel() freesthe item’s current label and copies string to replaceit. If themenuis
visible on-screen, it will be redisplayed with the item’s new label. |f necessary, the
menu will become wider (or narrower) so that it fits the new label.
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The Interface Kit calls this virtual function to:

* Settheinitial label of an item that controls a submenu to the name of the
submenu, and

» Subseguently set theitem’slabel to match the marked item in the submenu, if the
submenu was set up to have this feature.

Label() returns a pointer to the current label.

See also: SetLabelFromMarked() in the BMenu class, the BMenultem constructor

SetMarked(), IsMarked()
virtual void SetMarked(bool flag)
bool IsMarked(void) const
SetMarked() adds acheck mark to the left of theitem label if flag iSTRUE, or removesan

existing mark if flag isFALSE. |f the menuisvisible on-screen. it's redisplayed with or
without the mark.

IsMarked() returns whether theitem is currently marked.

See also: SetLabelFromMarked() and FindMarked() in the BMenu class

SetMessage(), Message(), Command()
virtual void SetMessage (BM essage * message)
BMessage * Message(void) const
ulong Command(void) const

SetMessage() makes message the model BMessage for the menu item, deleting any
previous message assigned to the item. The model message isfirst set by the
BMenultem constructor; SetMessage() allowsyou to change the message in midstream.
You might need to change it, for example, when the item’s label changes.

When amenu item isinvoked, its model message is copied, relevant information is
added to the copy, and the copy is posted to the target BReceiver. (Theinformation that
gets added to the copy is described under the BMenultem constructor.)

Message() returns a pointer to the BMenultem’s model message and Command()
returnsits what data member. If the BMenultem doesn’t post a message—if, for
example, it controls a submenu or is a separator item—both functions return NULL.

The BMessage that Message() returns belongsto the BMenultem. Y ou can modify it by
adding and removing data, but you shouldn’t delete it or do anything that will causeit to
be deleted. In particular, you shouldn’t post or send the message anywhere, since that
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would transfer ownership to a message loop and subject the message to automatic
deletion.

It's possible to set and return amodel BMessage for a separator item or an item that
controls a submenu. However, the message will never be used.

See also: the BMenultem constructor, SetTarget()

SetTarget(), Target()
virtual long SetTarget(BReceiver *target, BLooper *|looper = NULL)
BReceiver *Target(BLooper **looper = NULL) const

These functions set and return the object that’s targeted to receive messages posted by
the BMenultem.

SetTarget() sets the target BReceiver, but is successful only if it can also discern a
BL ooper object where the BMenultem can post messages to that target. The
BMenultem calls the BLooper’s PostMessage() function and names the target as the
object that should receive the message:

| ooper - >Post Message(t heMessage, target);

If the target receiver passed to SetTarget() isitself a BLooper object (such asa
BWindow) or if it's associated with a BLooper object (as BViews are associated with
BWindows), the looper argument can be NULL. SetTarget() can discover the BLooper
from the target (by calling the target’s Looper() function).

However, if the target can’t supply a BLooper object, a specific looper must be named
asan argument. If alooper isn't named and the target can’'t supply one, the function
fails and returns BAD_VALUE to indicate that the target alone is insufficient.

Moreover, it dso failsif a specific looper is named but the target is associated with
some other BLooper object. MISMATCHED_VALUES isreturned to indicate that there'sa
conflict between the two arguments.

It's also possible to name aspecific looper, but aNULL target. In this case, messageswill
be targeted to the looper’s preferred receiver (the object returned by its
PreferredReceiver() function). For a BWindow, the preferred receiver isthe current
focusview. Therefore, by passing a NULL target and a BWindow looper to SetTarget(),

nyltem >Set Tar get (NULL, nyltem >W ndow());

the BMenultem can be targeted to whatever BView happens to be in focus at the time
it'sinvoked. Thisisuseful for itemslike“Cut” and “Copy” that act on the current
selection. (Note, however, that if the PreferredReceiver() is NULL—if there' s no current
focus view—the BWindow itself will be the target.)
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At least one of the two arguments must point to areal object. If both target and looper
are NULL, SetTarget() fails and returns BAD_VALUE. When successful, it returns
NO_ERROR.

Target() returns the current target and, if a pointer to alooper is provided, fillsin the
BLooper where the item will post messages. By default, both roles arefilled by the
BWindow at the root of the menu hierarchy (the BWindow where the menu bar is
located). These defaults are established when the BMenultem becomes part of a menu
hierarchy that’s rooted in awindow, but only if ancther target (or looper) hasn't already
been set. If atarget hasn't been set and the BMenultem isn’t part of arooted menu
hierarchy, Target() returns NULL.

See also: Looper() in the BReceiver and BView classes, PreferredReceiver() in the
BLooper and BWindow classes

SetTrigger(), Trigger()
virtual void SetTrigger(char trigger)
char Trigger(void) const

SefTrigger() setsthetrigger character that the user can type to invoke the item while the
item’s menu is open on-screen. If atrigger isnot set, the Interface Kit will select one
for theitem, so it’s not necessary to call SetTrigger().

The character passed to this function has to match a character displayed in the item—
either the keyboard shortcut or acharacter inthelabel. The case of the character doesn’t
matter; lowercase arguments will match uppercase charactersin the item and uppercase
arguments will match lowercase characters. When the item can be invoked by its
trigger, the trigger character is drawn in an eye-catching color.

If more than one character in the item matches the character passed, SetTrigger() tries
first to mark the keyboard shortcut. Failing that, it triesto mark an uppercase letter at
the beginning of aword. Failing that, it marks the first instance of the character in the
label.

If thetrigger doesn’t match any charactersin theitem, theitem won't have atrigger, not
even one selected by the system.

Trigger() returns the character set by SetTrigger(), or NULL if SetTrigger() didn’t succeed
or if SetTrigger() was never called and the trigger is selected automatically.

See also: SetTriggersEnabled() in the BMenu class
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Shortcut()
char Shortcut(ulong * modifiers = NULL) const

Returns the character that's used as the keyboard shortcut for invoking the item, and
writes amask of all the modifier keys the shortcut requiresto the variable referred to by
modifiers. Since the Command key isrequired to operate the keyboard shortcut for any
menu item, COMMAND_KEY will aways be part of the modifiers mask. The mask can
also be tested against the CONTROL_KEY, OPTION_KEY, and SHIFT_KEY constants.

The shortcut is set by the BMenultem constructor.

See also: the BMenultem constructor

Submenu()
BMenu * Submenu(void) const

Returns the BMenu object that the item controls, or NULL if the item doesn’t control a
submenu.

See also: the BMenultem constructor, the BMenu class

Target() see SetTarget()

Trigger() see SetTrigger()
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BPoint

Derived from: none
Declared in: <interface/Point.h>
Overview

BPoint objects represent points on atwo-dimensional coordinate grid. Each object
holds an x coordinate value and ay coordinate value declared as public data members.
These values locate a specific point, (X, y), relative to a given coordinate system.

Because the BPoint class defines a basic data type for graphic operations, its data
members are publicly accessible and it declares no virtual functions. It'sasimple class
that doesn’t inherit from BObject or any other class and doesn’t retain class information
that it can reveal at runtime. In the Interface Kit, BPoint objects are typically passed
and returned by value, not through pointers.

For an introduction to coordinate geometry on the Be machine, see “The Coordinate
Space” on page 14.

Data Members

float x The coordinate value measured horizontally along the
X-axis.

float y The coordinate value measured vertically along the
y-axis.
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Constructor

BPoint()

inline BPoint(float x, float y)
inline BPoint(const BPoint& point)
inline BPoint(void)

Initializes a new BPoint object to (X, y), or to the same values as point. For example:

BPoi nt sonePoi nt (155.7, 336.0);
BPoi nt anot her Poi nt (sonmePoi nt) ;

Here, both somePoint and anotherPoint are initialized to (155.7, 336.0).
If no coordinate values are assigned to the BPoint when it's declared,
BPoi nt enpt yPoi nt ;
itsinitial values are indeterminate.
BPoint objects can also be initialized or modified using the Set() function,

enpt yPoi nt. Set (155.7, 336.0);
anot her Poi nt. Set (221.5, 67.8);

or the assignment operator:
sonmePoi nt = anot her Poi nt ;

See also: Set(), the assignment operator

Member Functions

ConstrainTo()
void ConstrainTo(BRect rect)

Constrains the point so that it liesinside the rect rectangle. If the point is aready
contained in the rectangle, it remains unchanged. However, if it falls outside the
rectangle, it's moved to the nearest edge. For example, this code

BPoi nt point(54.9, 76.3);
BRect rect(10.0, 20.0, 40.0, 80.0);
poi nt. Constrain(rect);

modifies the point to (40.0, 76.3).

See also: Contains() in the BRect class
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PrintToStream()
void PrintToStream(void) const

Prints the contents of the BPoint object to the standard output stream (stdout) in the
form:

“BPoi nt (x, y)"

where x and y stand for the current values of the BPoint's data members.

Set()
inline void Set(float x, float y)

Assigns the coordinate values x and y to the BPoint object. For example, this code

BPoi nt poi nt;
poi nt. Set (27.0, 53.4);

is equivalent to:
BPoi nt poi nt;
point.x = 27.0;
point.y = 53.4;

See also: the BPoint constructor

Operators

= (assignment)
inline BPoint& operator =(const BPoint&: )

Assigns the x and y values of one BPoint object to another BPoint:

BPoi nt a(21.5, 17.0);
BPoint b = a;

Point b, like point a, is set to (21.5, 17.0).
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== (equality)
bool operator ==(const BPoint& ) const
Compares the data members of two BPoint objects and returns TRUE if each one exactly

matches its counterpart in the other object, and FALSE if not. In the following example,
the equality operator would return FALSE:

BPoi nt a(21.5, 17.0);
BPoi nt b(17.5, 21.0);
if (a==Db)

I= (inequality)
bool operator I=(const BPoint& ) const
Compares two BPoint objects and returns TRUE unless their data members match exactly

(the two points are the same), in which case it returns FALSE. This operator istheinverse
of the == (equality) operator.

+ (addition)
BPoint operator +(const BPoint&) const
Combines two BPoint objects by adding the x coordinate of the second to the

x coordinate of the first and the y coordinate of the second to the y coordinate of thefirst,
and returns a BPoint object that holds the result. For example:

BPoint a(77.0, 11.0);
BPoi nt b(55.0, 33.0);
BPoint ¢ = a + b;

Point cisinitialized to (132.0, 44.0).

+= (addition and assignment)
BPoint& operator +=(const BPoint& )
Modifies a BPoint object by adding another point to it. Asinthe case of the + (addition)

operator, the members of the second point are added to their counterpartsin the first
point:

BPoint a(77.0, 11.0);
BPoi nt b(55.0, 33.0);
a += b;

Point ais modified to (132.0, 44.0).
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— (subtraction)
BPoint operator —(const BPoint& ) const
Subtracts one BPoint object from another by subtracting the x coordinate of the second

from the x coordinate of the first and the y coordinate of the second from the
y coordinate of thefirst, and returns a BPoint object that holds the result. For example:

BPoi nt a(99.0, 66.0);
BPoi nt b(44.0, 88.0);
BPoint ¢ = a - b;

Point c isinitialized to (55.0, —22.0).

—= (subtraction and assignment)
BPoint& operator —=(const BPoint&)

Modifies a BPoint object by subtracting another point fromit. Asin the case of the
— (subtraction) operator, the members of the second point are subtracted from their
counterpartsin thefirst point. For example:

BPoi nt a(99.0, 66.0);
BPoi nt b(44.0, 88.0);
a -= b;

Point a is modified to (55.0, —22.0).
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BPolygon

Derived from: public BObject

Declared in: <interface/Polygon.h>

Overview

A BPolygon abject represents a polygon—a closed, many-sided figure that describes an
areawithin atwo-dimensional coordinate system. It differs from a BRect object in that
it can have any number of sides and the sides don’t have to be aligned with the
coordinate axes.

A BPolygon is defined as a series of connected points. Each point is a potential vertex
inthe polygon. An outline of the polygon could be constructed by tracing astraight line
from the first point to the second, from the second point to the third, and so on through
the whole series, then by connecting the first and last pointsif they’re not identical.

The BView functions that draw a polygon—StrokePolygon() and FillPolygon()—take
BPolygon objects as arguments.

Constructor and Destructor

DR3

BPolygon()

BPolygon(BPoint * pointList, long numPaints)
BPolygon(const BPolygon * polygon)
BPolygon(void)

Initializes the BPolygon by copying numPoints from pointList, or by copying the list of
points from another polygon. If one polygon is constructed from another, the original
and the copy won't share any data; independent memory is alocated for the copy to
hold aduplicate list of points.

If aBPolygon is constructed without a point list, points must be set with the AddPoints()
function.

See also: AddPoints()
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~BPolygon()
virtual ~BPolygon(void)

Frees all the memory allocated to hold the list of points.

Member Functions

AddPoints()
void AddPoints(const BPoint * pointList, |long numPoints)

Appends humPoints from pointList to the list of pointsthat already define the polygon.

See also: the BPolygon constructor

CountPoints()
inline long CountPoints(void) const

Returns the number of points that define the polygon.

Frame()
inline BRect Frame(void) const

Returns the polygon’s frame rectangle—the smallest rectangle that encloses the entire
polygon.

MapTo()
void MapTo(BRect source, BRect destination)

Modifies the polygon so that it fits the destination rectangle exactly asit originaly fit the
source rectangle. Each vertex of the polygon is modified so that it has the same
proportional position relative to the sides of the destination rectangle asit originally had
to the sides of the source rectangle.

The polygon doesn’'t have to be contained in either rectangle. However, to modify a
polygon so that it's exactly inscribed in the destination rectangle, you should passits
frame rectangle as the source:

BRect frame = nyPol ygon->Frane();
nyPol ygon- >MapTo(frane, anotherRect);
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PrintToStream()
void PrintToStream(void) const

Prints the BPolygon's point list to the standard output stream (stdout). The BPoint
version of thisfunction is called to report each point as a string in the form

"BPoi nt (X, y)"
where x and y stand for the coordinate values of the point in question.

See also: PrintToStream() in the BPoint class

Operators
= (assignment)
BPolygon& operator =(const BPolygon&)

Copies the point list of one BPolygon object and assigns it to another BPolygon. After
the assignment, the two objects describe the same polygon, but are independent of each
other. Destroying one of the objects won't affect the other.
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BPopUpMenu

Derived from: public BMenu
Declared in: <interface/PopUpMenu.h>
Overview

A BPopUpMenu is a specialized menu that’ s typically used in isolation, rather than as
part of an extensive menu hierarchy. By default, it operatesin radio mode—thelast item
selected by the user, and only that item, is marked in the menu.

A menu of thiskind can be used to choose one from among a limited set of mutually
exclusive states—to pick a paper size or paragraph style, for example, or to select a
category of information. It should not be used to group different kinds of choices (as
other menus may), nor should it include items that initiate actions rather than set states,
except in certain well-defined cases.

A pop-up menu can be used in any of three ways:

It can be controlled by a BMenuBar object, often one that contains just asingle
item. The BMenuBar, in effect, functions as abutton that popsup alist. Thelabel
of the marked item in the list can be displayed as the label of the controlling item
in the BMenuBar. In thisway, the BMenuBar is able to show the current state of
the hidden menu. When thisis the case, the menu pops up so its marked item is
directly over the controlling item.

» A BPopUpMenu can also be controlled by aview other than aBMenuBar. It
might be associated with a particular image the view displays, for example, and
appear over the image when the user moves the cursor there and presses the
mouse button. Or it might be associated with the view as awhole and come up
under the cursor wherever the cursor happensto be. When the view isnotified of a
mouse-down event, it calls BPopUpMenu's Go() function to show the menu on-
screen.

« Finally, the application’s master menu must be a BPopUpMenu object. This
menu should be set up to behave like an ordinary menu, even though it’'s not
included in an ordinary menu hierarchy. (The master menu is the one that holds
items with application-wide significance, like “About . . .” and “Quit”. It's
access ble when the application is the active application by pressing on the
application icon in the | eft top corner of the screen. See SetAppMenu() in the
BApplication class.)
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Other than Go() (and the constructor), this class implements no functions that you'd
ever need to call from application code. In al other respects, a BPopUpMenu can be
treated like any other BMenu.

Constructor and Destructor

BPopUpMenu()

BPopUpMenu(const char * name, bool radioMode = TRUE,
bool label FromMarked = TRUE,
menu_layout layout = ITEMS_IN_COLUMN)

Initializes the BPopUpMenu object. |If the object isadded to aBMenuBar, its name also
becomes the initial label of its controlling item (just as for other BMenus).

If the labelFromMarked flag iSTRUE (asit is by default), the label of the controlling item
will change to reflect the label of the item that the user last selected. In addition, the
menu will operate in radio mode (regardless of the value passed as the radioMode flag).
When the menu pops up, it will position itself so that the marked item appears directly
over the controlling item in the BMenuBar.

If label FromMarked is FALSE, the menu pops up < so that itsfirst item is over the
controlling item >.

If the radioMode flag iSTRUE (asit is by default), the last item selected by the user will
aways be marked. In this mode, one and only one item within the menu can be marked
at atime. If radioMode isFALSE, items aren’t automatically marked or unmarked.

However, the radioMode flag has no effect unless the labelFromMarked flag iS FALSE.
Aslong as labelFromMarked isTRUE, radio mode will aso be TRUE.

The BPopUpMenu that’s used as the application’s master menu should have both
label FromMarked and radioMode set to FALSE.

The layout of the itemsin a BPopUpMenu can be either ITEMS_IN_ROW or the default
ITEMS_IN_COLUMN. It should never be ITEMS_IN_MATRIX. The menu isresized so that it
exactly fitsthe itemsthat are added to it.

The new BPopUpMenu is empty; you add itemsto it by calling BMenu's Additem()
function.

See also: SetRadioMode() and SetLabelFromMarked() in the BMenu class
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~BPopUpMenu()
virtual ~BPopUpMenu(Vvoid)

Member Functions

Does nothing. The BMenu destructor is sufficient to clean up after a BPopUpMenu.

Member Functions

DR3

Go()

BMenultem * Go(BPoint screenPoint, bool deliversMessage = FALSE)

Places the pop-up menu on-screen and keeps it there as long as the user holds a mouse
button down. The menu appears on-screen so that its left top corner islocated at
screenPoint in the screen coordinate system. When the user releases the mouse button,
the menu is hidden again and Go() returns. If the user invoked an item in the menu, it
returns a pointer to the item. If no item wasinvoked, it returns NULL.

Go() istypically called from within the MouseDown() function of aBView. For

example:
void MyVi ew. : MouseDown( BPoi nt poi nt)
{
BMenul t em *sel ect ed;
BMessage *copy;
Convert ToScr een( &poi nt) ;
sel ected = myPopUp->Go( point);
if ( selected ) {
BLooper *I| ooper;
BRecei ver *target = sel ected->Target (& ooper);
if ( target == NULL )
target = | ooper->PreferredReceiver();
copy = new BMessage(sel ect ed- >Message());
| ooper - >Post Message(copy, target);
}
}

Go() operatesin two modes:

« If the deliversMessage flag iSTRUE, the BPopUpMenu works just like a menu
that’s controlled by aBMenuBar. When the user invokes an item in the menu, the

item posts a message to its target receiver.

« If the deliversMessage flag is FALSE, a message is not posted. Invoking anitem
doesn’'t automatically accomplish anything. It's up to the application to look at
the returned BMenultem and decide what to do. It can mimic the behavior of
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other menus and post the message—as shown in the example above—or it can
take some other course of action.

In the example, acopy of the BMessage returned by the item’s Message() function was
posted, not the returned message itself. Posting the returned message would turn it over
to amessage loop, which would eventually deleteit. It would then be unavailable the
next time the item was invoked.

See also: SetMessage() in the BMenultem class

ScreenlLocation()

protected:
virtual BPoint ScreenLocation(void)

Determines where the pop-up menu should appear on-screen (when it's being run
automatically, not by Go()). Asexplained inthe description of the class constructor, this
largely depends on whether the label of the superitem changes to reflect the item that's
currently marked in the menu. The point returned is stated in the screen coordinate
system.

Thisfunction is called only for BPopUpMenus that have been added to a menu
hierarchy (aBMenuBar). You should not call it to determine the point to passto Go().
However, you can override it to change where a customized pop-up menu defined in a
derived class appears on-screen when it’s controlled by a BMenuBar.

See also: SetLabelFromMarked() and ScreenLocation() in the BMenu class, the
BPopUpMenu constructor
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BRadioButton

Derived from: public BControl
Declared in: <interface/RadioButton.h>
Overview

A BRadioButton object draws alabeled, two-state button that’s displayed in a group
aong with other similar buttons. The button itself isaround icon that has afilled center
when the BRadioButton is turned on, and is empty when it’ soff. Thelabel appears next
totheicon.

Only one radio button in the group can be on at atime. When the user clicks a button to
turn it on, the button that’ s currently on isturned off. The user can turn abutton off only
by turning another one on; one button in the group must be on at all times. The button
that's on has avalue of 1; the others have avalue of 0.

The BRadioButton class handles the interaction between radio buttonsin the following
way: A direct user action can only turn on aradio button, not turn it off. However, when
the user turns a button on, the BRadioButton object turns off all sibling
BRadioButtons—all BRadioButtons that have the same parent as the one that was
turned on.

This means that a parent view should have no more than one group of radio buttons
among its children. Each set of radio buttons should be assigned a separate parent—
perhaps an empty BView that simply contains the radio buttons and does no drawing of
itsown.

Constructor

BRadioButton()

BRadioButton(BRect frame, const char * name, const char *label,
BMessage * message,
ulong resizingMode = FOLLOW_LEFT_TOP,
ulong flags = WILL_DRAW)

Initializes the BRadioButton by passing all arguments to the BControl constructor
without change. BControl initializes the radio button’s label and assigns it a model
message that identifies the action that should be taken when the radio button is turned
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on. When the user turns the button on, the BRadioButton posts a copy of the message to
the target receiver.

The frame, name, resizingMode, and flags arguments are the same as those declared for
the BView class and are passed without change from BControl to the BView
constructor.

The frame rectangle of a BRadioButton must be at least 12 units high (adifference of 11
between the bottom and the top) to accommodate the icon and the label in the default
font. Anything over a height of 12 is superfluous; the BRadioButton draws at the
bottom of the rectangle beginning at the left side. Itignores any extra space at the top or
ontheright. (However, the user can click anywhere within frame to turn on the radio
button).

See also: the BControl and BView constructors

Member Functions

Draw()
virtual void Draw(BRect updateRect)

Draws the radio button—the circular icon—and itslabel. The center of theiconisfilled
when the BRadioButton’s valueis 1; it's left empty when the value is 0.

See also: Draw() inthe BView class

MouseDown()
virtual void MouseDown(BPoint point)

Responds to a mouse-down event in the radio button by tracking the cursor while the
user holds the mouse button down. |f the cursor is pointing to the radio button when the
user releases the mouse button, this function turns the button on (and consequently turns
al sibling BRadioButtons off), calls the BRadioButton's Draw() function, and posts a
message that will be delivered to the target BReceiver. Unlike a BCheckBox, a
BRadioButton posts the message—it’s “invoked”—only when it's turned on, not when
it's turned off.

To set the value of each radio button in the group, this function calls Setvalue() (a hook
function defined in the BControl class).

See also: Invoke() and SetTarget() in the BControl class
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SetValue()
virtual void SetValue(ong value)

Augments the BControl version of SetValue() to turn all sibling BRadioButtons off (set
their values to 0) when this BRadioButton is turned on (when the value passed is
anything but 0).

See also: SetValue() in the BControl class
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BRect

Derived from:

Declared in:

Overview

none

Overview

<interface/Rect.h>

A BRect object represents arectangle, one with sidesthat parallel the x and y coordinate
axes. Therectangleis defined by itsleft, top, right, and bottom coordinates, as

illustrated below:

y-axis

X-axis

left

Y

top

bottom

\J

right

In avalid rectangle, the top y coordinate value is never greater than the bottom
y coordinate, and the | eft x coordinate value is never greater than the right.

A BRect isthe simplest, most basic way of specifying an areain a two-dimensional
coordinate system. Windows, scroll bars, buttons, text fields, and the screen itself are all
specified as rectangles. For more details on the definition of arectangle, see
“Coordinate Geometry” on page 16 in the chapter introduction.

When used to define the frame of awindow or aview, or the bounds of a bitmap, the
sides of the rectangle must line up on screen pixels. For this reason, the rectangle can’'t
have any fractional coordinates. Coordinate units have a one-to-one correspondence

with screen pixels.

Integral coordinatesfall at the center of screen pixels, so frame rectangles cover alarger
area than their coordinate values would indicate. Just as the number of elementsin an
array isone greater than the largest index, a frame rectangle covers one more column of
pixels than its width and one more row than its height.
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The figure below illustrates why thisisthe case. It shows arectangle with aright side
8.0 units from its left (62.0-54.0) and a bottom 4.0 units below its top (17.0-13.0).
Because the pixelsthat lie on al four sides of the rectangle are considered to beinsideit,
there’ san extrapixel in each direction. When the rectangle isfilled on-screen, it covers

a 9-pixel-by-5-pixel area.
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Because the BRect structure is a basic data type for graphic operations, it's constructed
more simply than most other Interface Kit classes: All its data members are publicly
accessible, it doesn’t have virtual functions, it doesn’t inherit from BObject or any other
class, and it doesn’t retain class information that it can reveal at run time. Within the
Interface Kit, BRect objects are passed and returned by value.

Data Members

float left

float top

float right

float bottom
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The coordinate value of the rectangl€’ sleftmost side (the
smallest x coordinate in avalid rectangle).

The coordinate value of the rectangle’s top (the smallest
y coordinate in avalid rectangle).

The coordinate value of the rectangle’s rightmost side
(the largest x coordinate in avalid rectangle).

The coordinate value of the rectangle’s bottom (the
largest y coordinate in a valid rectangle).
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Constructor

BRect()

inline BRect(float left, float top, float right, float bottom)
inline BRect(BPoint leftTop, BPoint rightBottom)

inline BRect(const BRect& rect)

inline BRect(void)

Initializes aBRect with itsfour coordinate values—Ieft, top, right, and bottom. The four
values can be directly stated,

BRect rect(11.0, 24.7, 301.5, 99.0);

or they can be taken from two points designating the rectangle’s | eft top and right
bottom corners,

BPoi nt |eftTop(11.0, 24.7);

BPoi nt right Bottom(301.5, 99.0);

BRect rect(leftTop, rightBotton);
or they can be copied from another rectangle:

BRect anot herRect(11.0, 24.7, 301.5, 99.0);
BRect rect (anot herRect);

A rectangle that’s not assigned any initial values,
BRect rect;

is constructed to be invalid (itstop and left are greater than its right and bottom), until a
specific assignment is made, typically with the Set() function:

rect.Set(77.0, 2.25, 510.8, 393.0);

See also: Set()

Member Functions

Contains()

bool Contains(BPoint point) const
bool Contains(BRect rect) const

Returns TRUE if point—or rect—lies inside the area the BRect defines, and FALSE if not.
A rectangle contains a point even if the point coincides with one of the rectangle’s
cornersor lies on one of its edges.
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One rectangl e contains another if their union is the same as the first rectangle and their
intersection is the same as the second—that is, if the second rectangle lies entirely
within thefirst. A rectangleis considered to be inside another rectangle even if they
have one or more sidesin common. Two identical rectangles contain each other.

See also: Intersects(), the & (intersection) and | (union) operators, ConstrainTo() in the
BPoint class

Height() see Width()

InsetBy()

void InsetBy(float horizontal, float vertical)
void InsetBy(BPoint point)

Modifiesthe BRect by insetting itsleft and right sides by horizontal unitsand itstop and
bottom sides by vertical units. (If apoint ispassed, its x coordinate value substitutes for
horizontal and its y coordinate value substitutes for vertical.)

For example, this code

BRect rect(10.0, 40.0, 100.0, 140.0);
rect. I nsetBy(20.0, 30.0);

produces a rectangle identical to one that could be constructed as follows:
BRect rect(30.0, 70.0, 80.0, 110.0);

If horizontal or vertical is negative, the rectangle becomes larger in that dimension,
rather than smaller.

See also: OffsetBy()

Intersects()
bool Intersects(BRect rect) const

Returns TRUE if the BRect has any area—even a corner or part of a side—in common
with rect, and FALSE if it doesn’t.

See also: the & (intersection) operator
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IsValid()
inline bool Isvalid(void) const

Returns TRUE if the BRect' sright sideis greater than or equal to itsleft and its bottom is
greater than or equal to its top, and FALSE otherwise. An invalid rectangle doesn’t
designate any area, not even aline or a point.

LeftBottom() see SetlLeftBottom()

LeftTop() see SetlLefiTop()

OffsetBy(), OffsetTo()

void OffsetBy(float horizontal, float vertical)
void OffsetBy(BPoint point)

void OffsetTo(BPaint point)
void OffsetTo(float X, float y)

These functions reposition the rectangle in its coordinate system, without altering its
Size or shape.

OffsetBy() adds horizontal to the left and right coordinate values of the rectangle and
vertical to its top and bottom coordinates. (If a point is passed, point.x substitutes for
horizontal and point.y for vertical.)

OffsetTo() moves the rectangle so that its |eft top corner is at point—or at (X, y). The
coordinate values of all its sides are adjusted accordingly.

See also: InsetBy()

PrintToStream()
void PrintToStream(void) const

Prints the contents of the BRect object to the standard output stream (stdout) in the
form:

"BRect (l eft, top, right, bottom"

where l€ft, top, right, and bottom stand for the current values of the BRects's data
members.

RightBottom() see SetRightBottom()
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RightTop() see SetRighitTop()

Set()
inline void Set(float left, float top, float right, float bottom)

Assigns the values left, top, right, and bottom to the BRect’s corresponding data
members. The following code

BRect rect;
rect.Set(0.0, 25.0, 50.0, 75.0);

is equivalent to:

BRect rect;

rect.left = 0.0
rect.top = 25.0
rect.right = 50.0;
rect.bottom= 75.0;

See also: the BRect constructor

SetLeftBottom(), LeftBottom()
void SetLeftBottom(const BPoint point)
inline BPoint LeftBottom(void) const

These functions set and return the |eft bottom corner of the rectangle. SetLeftBottom()
altersthe BRect so that its left bottom corner is at point, and LeftBottom() returnsits
current left and bottom coordinates as a BPoint object.

See also: SetLeftTop(), SetRightBottom(), SetRighiTop()

SetLefiTop(), LefiTop()
void SetLeftTop(const BPoint point)
inline BPoint LefiTop(void) const

These functions set and return the left top corner of the rectangle. SetLeftTop() atersthe
BRect so that its |eft top corner is at point, and LeftTop() returnsits current left and top
coordinates as a BPoint object.

See also: SetleftBottom(), SetRightTop(), SetRightBottom()
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SetRightBottom(), RightBottom()
void SetRightBottom(const BPoint point)
inline BPoint RightBottom(void) const
These functions set and return the right bottom corner of the rectangle.

SetRightBottom() alters the BRect so that its right bottom corner is at point, and
RightBottom() returnsits current right and bottom coordinates as a BPoint object.

See also: SetRightTop(), SetLeftBottom(), SetLeftTop()

SetRightTop(), RightTop()
void SetRightTop(const BPoint point)
inline BPoint RightTop(void) const
These functions set and return the right top corner of the rectangle. SetRightTop() alters

the BRect so that itsright top corner is at point, and RightTop() returnsits current right
and top coordinates as a BPoint object.

See also: SetRightBottom(), SetLeftTop(), SetLeftBottom()

Width(), Height()
inline float Width(void) const
inline float Height(void) const
These functions return the width of the rectangle (the difference between its bottom and

top coordinates) and its height (the difference between its right and left sides). If either
value is negative, the rectangleisinvalid.

The width and height of arectangle are not accurate guides to the number of pixelsit
coverson screen. Asillustrated in the “Overview” to this class, arectangle without
fractional coordinates covers an areathat’s one pixel broader than its coordinate width
and one pixel taller than its coordinate height.
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= (assignment)
inline BRect& operator =(const BRect& )

Assigns the data members of one BRect object to another BRect:

BRect a(27.2, 36.8, 230.0, 359.1);
BRect b = a;

Rectangle b isidentical to rectangle a.

== (equality)

bool operator ==(BRect) const
Compares the data members of two BRect objects and returns TRUE if each one exactly
matchesits counterpart in the other object, and FALSE if any of the membersdon’t match.

In the following example, the equality operator would return FALSE, since the two
objects have different right boundaries:

BRect a(11.5, 22.5, 66.5, 88.5);
BRect b(11.5, 22.5, 46.5, 88.5);
if (a==0b)

I= (inequality)
char operator I=(BRect) const
Compares two BRect objects and returns TRUE unless their data members match exactly

(the two rectangles are identical), in which case it returns FALSE. This operator isthe
inverse of the == (equality) operator.

& (intersection)
BRect operator &(BRect) const

Returns the intersection of two rectangles—a rectangle enclosing the area they havein
common. The shaded area below shows where the two outlined rectangles intersect.
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Theintersection is computed by taking the greatest left and top coordinate values of the
two rectangles, and the smallest right and bottom values. In the following example,

BRect a(10.0, 40.0, 80.0, 100.0);
BRect b(35.0, 15.0, 95.0, 65.0);
BRect ¢ = a & b;
rectangle c will be identical to one constructed as follows:
BRect c(35.0, 40.0, 80.0, 65.0);

If the two rectangles don't actually intersect, the result will beinvalid. You can test for
this by calling the Intersects() function on the original rectangles, or by calling Isvalid()
on the result.

See also: Intersects(), IsValid(), the | (union) operator

| (union)
BRect operator | (BRect) const
Returns the union of two rectangles—the smallest rectangle that encloses them both.

The shaded area below illustrates the union of the two outlined rectangles. Note that it
includes areas not in either of them.

The union is computed by selecting the smallest left and top coordinate values from the
two rectangles, and the greatest right and bottom coordinate values. 1n the following
example,

BRect a(10.0, 40.0, 80.0, 100.0);
BRect b(35.0, 15.0, 95.0, 65.0);
BRect ¢ = a | b;
rectangle c will be identical to one constructed as follows:
BRect c¢(10.0, 15.0, 95.0, 100.0);
Note that two rectangles will have avalid union even if they don’t intersect.

See also: the & (intersection) operator
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BRegion

Derived from: public BObject
Declared in: <interface/Region.h>
Overview

A BRegion abject describes an arbitrary area within atwo-dimensiona coordinate
system. The areacan haveirregular boundaries, contain holes, or be discontinuous. It's
convenient to think of aregion as a set of locations or points, rather than as a closed
shape like a rectangle or a polygon.

The points that aregion includes can be described by a set of rectangles. Any point that
lieswithin at least one of the rectangles belongs to the region. You can define aregion
incrementally by passing rectangles to functions like Set(), Include(), and Exclude().

BView's GetClippingRegion() function modifies a BRegion object so that it represents
the current clipping region of the view. A BView can pass GetClippingRegion() a
pointer to an empty BRegion,

BRegi on tenp;
Get d i ppi ngRegi on( & enp) ;

then call BRegion's Intersects() and Contains() functions to test whether the potential
drawing it might do falls within the region:

if ( tenp.lntersects(soneRect) )

Constructor and Destructor

BRegion()

BRegion(const BRegion& region)
BRegion(void)

Initializes the BRegion object to have the same area as another region—or, if no other
region is specified, to an empty region.
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The original BRegion object and the newly constructed one each have their own copies
of the data describing the region. Altering or freeing one of the objects will not affect
the other.

BRegion objects can be alocated on the stack and assigned to other objects:

BRegi on regi onOne(anot her Regi on) ;
BRegi on regi onTwo = regi onOne;

However, dueto their size, it's more efficient to pass them by pointer rather than by
value.

~BRegion
virtual ~BRegion(void)

Frees any memory that was allocated to hold data describing the region.

Member Functions

Contains()
bool Contains(BPoint point) const

Returns TRUE if point lies within the region, and FALSE if not.

Exclude()

void Exclude(BRect rect)
void Exclude(const BRegion * region)

Modifies the region so that it excludes all points contained within rect or region that it
might have included before.

See also: Include(), IntersectWith()

Frame()
BRect Frame(void) const

Returns the frame rectangl e of the BRegion—the smallest rectangle that encloses all the
points within the region.

If the region is empty, the rectangle returned won't be valid.

See also: IsValid() in the BRect class
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Include()

void Include(BRect rect)
void Include(const BRegion * region)

Modifies the region so that it includes all points contained within the rect or region
passed as an argument.

See also: Exclude()

IntersectWith()
void IntersectWith(const BRegion *region)

Modifies the region so that it includes only those points that it hasin common with
another region.

See also: Include()

Intersects()
bool Intersects(BRect rect) const

Returns TRUE if the BRegion has any areain common with rect, and FALSE if not.

MakeEmpty()
void MakeEmpty(void)

Empties the BRegion of al its points. It will no longer designate any area and its frame
rectangle won't be valid.

See also: the BRegion constructor

OffsetBy()
void OffsetBy(long horizontal, long vertical)

Offsets all points contained within the region by adding horizontal to each x coordinate
value and vertical to each y coordinate value.
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PrintToStream()
void PrintToStream(void) const

Prints the contents of the BRegion to the standard output stream (stdout) as an array of
strings. Each string describes arectangle in the form;

"BRect (l eft, top, right, bottom"
where left, top, right, and bottom are the coordinate values that define the rectangle.

Thefirst string in the array describes the BRegion's frame rectangle. Each subsequent
string describes one portion of the areaincluded in the BRegion.

See also: PriniToStream() in the BRect class, Frame()

Set()
void Set(BRect rect)

Modifies the BRegion so that it describes an areaidentical to rect. A subsequent call to
Frame() should return the same rectangle (unless some other change was made to the
region in the interim).

See also: Include(), Exclude()

Operators
= (assignment)
BRegion& operator =(const BRegion&)
Assigns the region described by one BRegion object to another BRegion:
BRegi on regi on = anot her Regi on;

After the assignment, the two regions will be identical, but independent, copies of one
another. Each object allocates its own memory to store the description of the region.
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BScrollBar

Derived from: public BView
Declared in: <interface/ScrollBar.h>
Overview

A BScrollBar object displays a scroll bar that users can operate to scroll the contents of
another view, atarget view. Scroll bars usualy comein pairs, one horizontal and one
vertical, and are often grouped as siblings of the target view under a common parent.
That way, when the parent is resized, the target and scroll bars can be automatically
resized to match. (A companion class, BScrollView, defines just such acontainer view;
aBScrollView object sets up the scroll barsfor atarget view and makesitself the parent
of the target and the scroll bars.)

The Update Mechanism

BScrollBars are different from other views in one important respect: All their drawing
and event handling is carried out within the Application Server, not in the application. A
BScrollBar object doesn’t receive Draw() or MouseDown() natifications; the Server
intercepts updates and events that would otherwise be reported to the BScrol|Bar and
handles them itself. Asthe user moves the knob on a scroll bar or presses a scroll
button, the Application Server continuously refreshes the scroll bar’s image on-screen
and informs the application with a steady stream of messages reporting val ue-changed
events.

The window dispatches these event messages by calling the BScrolIBar's
ValueChanged() function. Each function call notifies the BScrolIBar of achangeinits
value and, consequently, of aneed to scroll the target view.

Confining the update mechanism for scroll bars to the Application Server limits the
volume of communication between the application and Server and enhances the
efficiency of scrolling. The application’s messages to the Server can concentrate on
updating the target view as its contents are being scrolled, rather than on updating the
scroll bars themselves.
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Value and Range

A scroll bar’ svalue determines what the target view displays. The default assumptionis
that the left coordinate value of the target view’s bounds rectangle should match the
value of the horizontal scroll bar, and the top of the target view’s bounds rectangle
should match the value of the vertical scroll bar. When aBScrollBar is notified of a
change of value (through its ValueChanged() function), it scrolls the target view to put
the new value at the left or top of the bounds rectangle.

The value reported in aValueChanged() naotification depends on where the user moves
the scroll bar’'s knob and on the range of values the scroll bar represents. Therangeis
first set in the BScrollBar constructor and can be modified by the SetRange() function.

The range must be large enough to bring all the coordinate values where the target view
can draw into its bounds rectangle. If everything the target view can draw is conceived
as being enclosed in a“datarectangle,” the range of a horizontal scroll bar must extend
from aminimum that makes the left side of the target’s bounds rectangle coincide with
the left side of its data rectangle, to a maximum that puts the right side of the bounds
rectangle at the right side of the datarectangle. Thisisillustrated in part below:

target view’s
data rectangle

target view's
bounds rectangle

range of the ~ |~ extentof the
horizontal scroll bar bounds rectangle

Asthisillustration helps demonstrate, the maximum value of a horizontal scroll bar can
be no less than the right coordinate value of the data rectangle minus the width of the
boundsrectangle. Similarly, for avertical scroll bar, the maximum value can be no less
than the bottom coordinate of the data rectangle minus the height of the bounds
rectangle. The range of a scroll bar subtracts the dimensions of the target’s bounds
rectangle from its data rectangle. (The minimum values of horizontal and vertical scroll
bars can be no greater than the left and top sides of the data rectangle.)

What the target view can draw may change from time to time as the user adds or deletes
data. Asthishappens, the range of the scroll bar should be updated with the SetRange()
function. The range may also need to be recalculated when the target view is resized.
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ValueChanged() Scrolls the target view when the BScrollBar is informed
that its value has changed; can be implemented to alter
the default interpretation of the scroll bar’s value.

Constructor and Destructor

BScrollBar()

BScrollBar(BRect frame, const char * name, BView *target,
long min, long max, orientation posture)

Initializes the BScrollBar and connectsit to the target view that it will scroll. 1t will be
ahorizontal scroll bar if postureis HORIZONTAL and a vertical scroll bar if postureis
VERTICAL.

Therange of values that the scroll bar can represent at the outset is set by min and max.
These values should be cal culated from the boundaries of arectangle that encloses the
entire contents of the target view—everything that it can draw. If min and max are both
0, the scroll bar is disabled and the knob is not drawn.

The object’ sinitial valueis0 < evenif that falls outside the range set for the scroll bar >.
The other arguments, frame and name, are the same as for other BViews:

» Theframe rectangle locates the scroll bar within its parent view. A horizontal
scroll bar should be exactly 12.0 units high, and a vertical scroll bar should be
exactly 12.0 pixelswide. < These values may change as the user interface
changes. >

e TheBScrollBar’ sname identifiesit and permitsit to be located by the FindView()
function. It can be NULL.

Unlike other BViews, the BScrollIBar constructor doesn't set an automatic resizing
mode. By default, scroll bars have the resizing behavior that befits their posture—
horizontal scroll bars resize themselves horizontally (asif they had aresizing mode of
FOLLOW_LEFT_RIGHT_BOTTOM) and vertical scroll barsresize themselvesvertically (asif
their resizing mode was FOLLOW_TOP_RIGHT_BOTTOM).

~BScrollBar()
virtual ~BScrollBar(void)

Disconnects the scroll bar from its target.
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GetRange() see SetRange()

GetSteps() see SetSteps()

Orientation()
inline orientation Orientation(void) const

Returns HORIZONTAL if the object represents a horizontal scroll bar and VERTICAL if it
represents a vertical scroll bar.

See also: the BScrollBar constructor

SetRange(), GetRange()
void SetRange(long min, long max)
void GetRange(long *min, long * max) const
These functions modify and return the range of the scroll bar. SetRange() setsthe

minimum and maximum values of the scroll bar to min and max. GetRange() placesthe
current minimum and maximum in the variables that min and max refer to.

If the scroll bar’s current value falls outside the new range, it will be reset to the closest
value—either min or max—uwithin range. ValueChanged() is called to inform the
BScrollBar of the change whether or not it's attached to a window.

If the BScrollBar is attached to a window, any change in its range will be immediately
reflected on-screen. The knob will move to the appropriate position to reflect the current
value.

Setting both the minimum and maximum to 0 disables the scroll bar. 1t will be drawn
without a knob.

See also: the BScrollBar constructor

SetSteps(), GetSteps()
void SetSteps(long small Step, long bigStep)
void GetSteps(long * smallStep, long * bigStep) const

SetSteps() sets how much a single user action should change the value of the scroll
bar—and therefore how far the target view should scroll. GetSteps() providesthe
current settings.
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When the user presses one of the scroll buttons at either end of the scroll bar, its value
changes by a smallStep. When the user clicks in the bar itself (other than on the knob),
it changes by abigStep. For an application that displays text, the small step of avertical
scroll bar should be large enough to bring another line of text into view.

The default small step is 1, which should be too small for most purposes; the default
large step is 10, which is aso probably too small.

< Currently, aBScrollBar’s steps can be successfully set only after it's attached to a
window. >

See also: ValueChanged()

SetTarget(), Target()

void SetTarget(BView *view)
void SetTarget(char * name)

inline BView *Target(void) const

These functions set and return the target of the BScrollBar (the view that the scroll bar
scrolls). SetTarget() setsthetarget to view, or to the BView identified by name. Target()
returns the current target view. The target can also be set when the BScrollBar is
constructed.

SetTarget() can be called either before or after the BScrollBar is attached to a window.
If the target is set by name, the named view must eventually be found within the same
window as the scroll bar. Typically, the target and its scroll bars are children of a
container view that servesto bind them together as a unit.

See also: the BScrollBar constructor, ValueChanged()

SetValue(), Value()
void SetValue(ong value)
long Value(void) const

These functions modify and return the value of the scroll bar. Thevaueisusualy set as
the result of user actions; SetValue() provides away to do it programmatically. Value()
returns the current value, whether set by Setvalue() or by the user.

SetValue() assigns a new value to the scroll bar and calls the ValueChanged() hook
function, whether or not the new valueisreally a change from the old. If the value
passed lies outside the range of the scroll bar, the BScrollBar isreset to the closest value
within range—that is, to either the minimum or the maximum value previously
specified.
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If the scroll bar isattached to awindow, changing itsvalue updatesits on-screen display.
The call to ValueChanged() enables the object to scroll the target view so that it too is
updated to conform to the new value.

Theinitia value of ascroll bar isO.

See also: ValueChanged(), SetRange()

Target() see SetTarget()

Value() see SetValue()

ValueChanged()
virtual void ValueChanged(ong new\Value)

Responds to a notification that the value of the scroll bar has changed to newValue. For
ahorizontal scroll bar, this function interprets newValue as the coordinate value that
should be at the left side of the target view’ s bounds rectangle. For avertical scroll bar,
it interprets newVal ue as the coordinate value that should be at the top of the rectangle.
It calls ScroliTo() to scroll the target view's contents accordingly.

ValueChanged() does nothing if atarget BView hasn’t been set—or if the target has
been set by name, but the name doesn’t correspond to an actual BView within the scroll
bar’s window.

Derived classes can override this function to interpret newValue differently, or to do
something in addition to scrolling the target view.

ValueChanged() is called as the result both of value-changed event messages received
from the Application Server and of Setvalue() and SetRange() function calls within the
application.

See also: SetTarget()
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BScrollView

Derived from: public BView
Declared in: <interface/ScrollView.h>
Overview

A BScrollView object isacontainer for another view, atarget view, typically aview that
can be scrolled. The BScrollView creates and positions the scroll bars the target view
needs and makes itself the parent of the scroll bars and the target view. It'saconvenient
way to set up scroll bars for another view.

If requested, the BScrollView draws a one-pixel wide black border around its children.
Otherwise, it does no drawing and simply contains the family of viewsit set up.

The ScroliBar() function provides access to the scroll bars the BScrollView creates, so
you can set their ranges and values as needed.

Constructor and Destructor

DR3

BScrollView()

BScrollView(const char *name, BView *target,
ulong resizingMode = FOLLOW_LEFT_TOP, ulong flags = 0,
bool horizontal = FALSE, bool vertical = FALSE,
bool bordered = TRUE)

Initializes the BScrollView. It will have aframe rectangle large enough to contain the

target view and any scroll barsthat are requested. If horizontal iSTRUE, there will be a
horizontal scroll bar. If vertical iSTRUE, there will be avertical scroll bar. Scroll bars

are not provided unless you ask for them.

If bordered iSTRUE, asit is by default, the frame rectangle will also be large enough to
draw a narrow black border around the target view and scroll bars. A BScrollView can
be used without scroll bars to simply contain and border the target view.

The BScrollView adaptsits frame rectangle from the frame rectangle of the target view.
It positions itself so that its left and top sides are exactly where the left and top sides of
the target view originaly were. It then adds the target view asits child along with any
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requested scroll bars. In the process, it maodifies the target view’s frame rectangle (but
not its bounds rectangle) so that it will fit within its new parent.

If the resize mode of the target view iSFOLLOW_ALL_SIDES, it and the scroll barswill be
automatically resized to fill the container view whenever the container view is resized.

The scroll bars created by the BScrollView have an initial range extending from a
minimum of 0 to amaximum of 1000. You'll generally need to ask for the scroll bars
(using the ScroliBar() function) and set their ranges to more appropriate values.

The name, resizeMode, and flags arguments are identical to those declared inthe BView
class and are passed unchanged to the BView constructor.

See also: the BView constructor

~BScrollView()
virtual ~BScrollView(void)

Does nothing.

Member Functions

Draw()
virtual void braw(BRect updateRect)

Draws a one-pixel wide black border around the target view and scroll views, provided
the bordered flag wasn't set to FALSE in the BScroll View constructor.

See also: the BScrollView constructor, Draw() in the BView class

ScrollBar()
BScrollBar * ScroliBar(orientation posture) const

Returns the horizontal scroll bar if postureis HORIZONTAL and the vertical scroll bar if
posture iSVERTICAL. If the BScrollView doesn’'t contain a scroll bar with the requested
orientation, this function returns NULL.

See also: the BScrollBar class
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BSeparatorltem

Derived from: public BMenultem
Declared in: <interface/Menultem.h>
Overview

A BSeparatorlitem is amenu item that serves only to separate the items that precedeit in
the menu list from the items that follow it. It's drawn as a horizontal line across the
menu from the left border to the right. Although it has an indexed position in the menu
list just like other items, it doesn’t have alabel, can’t be selected, posts no messages, and
is permanently disabled.

Since the separator is drawn horizontally, it's assumed that items in the menu are
arranged in acolumn, as they are by default. 1t'sinappropriate to use a separator in a
menu bar or another menu where the items are arranged in arow.

A separator can be added to a BMenu by constructing an object of this class and calling
BMenu's Additem() function. As ashorthand, you can simply call BMenu's
AddSeparatoritem() function, which constructs the object for you and addsit to the list.

A BSeparatoritem that’s returned to you (by BMenu's ltemAt() function, for example)
will always respond NULL to Message(), Command(), and Submenu() queries and
FALSE to IsEnabled().

See also: AddSeparatoritem() in the BMenu class

Constructor and Destructor

BSeparatoritem()
BSeparatoritem(void)

Initializes the BSeparatoritem and disables it.

~BSeparatoritem()

virtual ~BSeparatorltem(void)

Does nothing.
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Draw()

protected:
virtual void Draw(void)

Draws the item as a horizontal line across the width of the menu.

GetContentSize()

protected:
virtual void GetContentSize(float *width, float * height)

Provides aminimal size for the item so that it won't constrain the size of the menu.
SetEnabled()
virtual void SetEnabled(bool flag)

Does nothing. A BSeparatorltem is disabled when it’s constructed and must stay that
way.
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BStringView

Derived from: public BView
Declared in: <interface/StringView.h>
Overview

A BStringView object draws a static character string. The user can't select the string or
editit; aBStringView doesn't respond to events. Aninstance of thisclass can be used to
draw alabel or other text that ssmply delivers amessage of somekind to theuser. Usea
BTextView object for selectable and editable text.

You can aso draw strings by calling BView’s DrawsString() function. However,
assigning astring to a BStringView object locatesit in the view hierarchy. The string
will be updated automatically, just like other views. And, by setting the resizing mode
of the object, you can make sure that it will be positioned properly when the window or
the view it'sin (the parent of the BStringView) is resized.

Constructor and Destructor

BStringView()

BStringView(BRect frame, const char * name, const char *text,
ulong resizingMode = FOLLOW_LEFT TOP,
ulong flags = WILL_DRAW)

Initializesthe BStringView by assigning it atext string. The frame rectangle needsto be
large enough to display the entire string in the current font. The string is drawn at the
bottom of the frame rectangle and, by default, is aligned to the left side. A different
horizontal alignment can be set by calling SetAlignment().

The frame, name, resizingMode, and flags arguments are the same as those declared for
the BView class. They’'re passed unchanged to the BView constructor.

~BStringView()

virtual ~BStringView(void)

Freesthe text string.
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Alignment() see SetAlignment()

AttachedToWindow()
virtual void AttachedToWindow(void)

Sets the default font for drawing the label to the 9-point “geneva’ bitmap font. This
function is called by the Interface Kit; you shouldn’t call it yourself. However, you can
reimplement it to set the front color or adifferent font for drawing the string—or simply
to take notice when the BStringView becomes part of awindow’s view hierarchy.

See also: AttachedToWindow() in the BView class

Draw()
virtual void Draw(BRect updateRect)

Draws the string along the bottom of the BStringView's frame rectangle in the current
front color.

See also: Draw() in the BView class

SetAlignment(), Alignment()
void SetAlignment(alignment flag)
inline alignment Alignment(void) const

These functions align the string within the BStringView’ sframe rectangle and return the
current alignment. The alignment flag can be:

ALIGN_LEFT The string is aligned at the left side of the frame
rectangle.

ALIGN_RIGHT The string is aligned at the right side of the frame
rectangle.

ALIGN_CENTER The string is aligned so that the center of the string falls
midway between the |eft and right sides of the frame
rectangle.

The default is ALIGN_LEFT.
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SetText(), Text()
void SetText(const char *string)
inline const char *Text(void) const

These functions set and return the text string that the BStringView draws. SetText()
frees the previous string and copies string to replace it. Text() returns the null-
terminated string.
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BTextView

Derived from: public BView

Declared in: <interface/TextView.h>

Overview

DR3

The BTextView classdefinesaview that displaystext on-screen and supports a standard
user interface for entering, selecting, and editing text from the keyboard and mouse. It
also supports the principal editing commands—" Cut,” “Copy,” “Paste,” “Delete,” and
“Select All.”

BTextView objectsare suitablefor displaying small amounts of text in the user interface
and for creating textual datain ASCII format. Full-scale text editors and word
processors will need to define their own objects to handle richer data formats.

A BTextView displays all itstext in asingle font, the font that it inherits as aBView
graphics parameter. Multiple fonts are not supported. Paragraph properties—such as
alignment, tab widths, and interline spacing—are similarly uniform for all text
displayed within the view.

Resizing

A BTextView can be madeto resizeitself to exactly fit the text that the user enters. This
is sometimes appropriate for small one-line text fields. See the MakeResizable()
function.

Shortcuts and Menu Items

When aBTextView is the focus view for its window, it responds to these standard
keyboard shortcuts for cutting, copying, and pasting text:

¢ Command-x to cut text and copy it to the clipboard,
« Command-c to copy text without cutting it, and
» Command-v to paste text taken from the clipboard.

These shortcuts work even in the absence of “Cut,” “Copy,” and “Paste” menu items;
they’ reimplemented by the BWindow for any view that might bethefocusview. All the
focus view has to do is cooperate, as a BTextView does, by handling the messages the
shortcuts generate.
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The only trick isto set up menu items that are compatible with the shortcuts. Follow
these guidelines if you put a menu with editing commands in awindow that has a
BTextView:

e Create“Cut”, “Copy”, and “Paste” menu items and assign them the Command-x,
Command-c, and Command-v shortcuts.

¢ Assign theitems model CUT, COPY and PASTE messages. These messages don't
need to contain any information (other than awhat data member initialized to the
proper constant).

» Target the messagesto the BWindow’ sfocusview (or directly tothe BTextView).
No changesto the BTextView are necessary. When it gets these messages, the
BTextView calsits Cut(), Copy(), and Paste() functions.

Y ou can also set up menu itemsthat trigger callsto other BTextView editing and layout
functions. Simply create menu items like “Select All” or “Double Space” that are
targeted to the focus view of the window where the BTextView is located, or to the
BTextView itself. The model messages assigned to these items can be structured with
whatever command constants and data entries you wish; the BTextView classimposes
no constraints.

Then, in aclass derived from BTextView, implement a MessageReceived() function
that responds to messages posted from the menu items by calling BTextView functions
like SelectAll() and SetSpacing(). For example:

voi d myText:: MessageRecei ved( BMessage *nessage)

{
switch ( nmessage->what ) {
case SELECT_ALL:
SelectAl();
br eak;
case S| NGLE_SPACE:
Set Spaci ng(1);
br eak;
case DOUBLE_SPACE:
Set Spaci ng(2) ;
br eak;
defaul t:
BText Vi ew. : MessageRecei ved( nessage) ;
br eak;
}
}

The MessageReceived() function you implement should be sure to call BTextView's
version of the function, which already handles CUT, COPY, and PASTE messages.
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AcceptsChar() Can be implemented to preview the characters the user
types and either accept or reject them before they're
added to the display.

BreaksAtChar() Breaksword selection on spaces, tabs, and other invisible

characters, permitting all adjacent visible charactersto be
selected when the user double-clicksaword. This
function can be augmented to break word selection on
other charactersin addition to the invisible ones.

Constructor and Destructor

BTextView()

BTexiView(BRect frame, const char * name, BRect textRect,
ulong resizingMade, ulong flags)

Initializes the BTextView to the frame rectangle, stated in its eventual parent’s
coordinate system, assigns it an identifying name, setsits resizing behavior to
resizingMode and its drawing behavior with flags. These four arguments—frame, name,
resizingMode, and flags—are identical to those declared for the BView class and are
passed unchanged to the BView constructor.

The text rectangle, textRect, is stated in the BTextView’s coordinate system. It
determines where text in placed within the view’s bounds rectangle:

« Thefirst line of text is placed at the top of the text rectangle. Asadditional lines
of text are entered into the view, the text grows downward and may actually
extend beyond the bottom of the rectangle.

» Theleft and right sides of the text rectangle determine where lines of text are
placed within the view. Lines can be aligned to either side of the rectangle, or
they can be centered between the two sides. See the SetAlignment() function.

* When lines wrap on word boundaries, the width of the text rectangle determines
the maximum length of aline; each line of text can be aslong astherectangleis
wide. When word wrapping isn’t turned on, lines can extend beyond the
boundaries of the text rectangle. See the SetWordWrap() function.

The bottom of the text rectangleisignored; it doesn’t limit the amount of text the view
can contain. Thetext can be limited by the number of characters, but not by the number
of lines.
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The constructor establishes the following default properties for a new BTextView:

e Thetextisleft-aligned and single-spaced.

» Thetab width is 44.0 coordinate units.

e Automatic indenting and word wrapping are turned off.
* Thetextis selectable and editable.

¢ All characters the user may type are acceptable.

A BTextView isn't fully initialized until it's assigned to awindow and it receives an
AttachedToWindow() notification.

See also: AttachedToWindow(), the BView constructor

~BTextView()
virtual ~BTextView(void)

Frees the memory the BTextView allocated to hold the text and to store information
about it.

Member Functions

AcceptsChar()
virtual bool AcceptsChar(ulong aChar) const

Implemented by derived classes to return TRUE if aChar designates a character that the
BTextView can add to itstext, and FALSE if not. By returning FALSE, this function
prevents the character from being displayed or retained by the object.

AcceptsChar() is caled for every character the user types (including those, like
BACKSPACE and RIGHT_ARROW, that are used for editing the text). The default version
of thisfunction always returnsTRUE, but it can be overridden in aderived classto restrict
the text the user can enter. For example, aBTextView might reject uppercase letters, or
permit only numbers, or alow only those characters that are valid in a pathname.

Sometimes, a character will be meaningful and trigger a response of some kind, even
though it can’'t be displayed. For example, aTAB (0x09) might be rejected as a character
to display, and instead shift the selection to another text field. Similarly, a BTextView
that has room to display only asingle line of text might return FALSE for the newline
character (ENTER, 0x0a), yet take the occasion to simulate a click on a button.

When rejecting a character outright (not using it to take some other action), an
application has an abligation to explain to the user why the character is unacceptable,
perhaps by displaying an alert panel or dialog box.
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As an alternative to implementing an AcceptsChar() function, you can simply inform
the BTextView at the outset that certain characters should not be allowed. Call
DisallowChar() when setting up the BTextView to tell it that certain characterswon’t be
acceptable.

See also: KeyDown(), DisallowChar()

Alignment() see SetAlignment()

AllowChar() see DisallowChar()

AttachedToWindow()
virtual void AttachedToWindow(void)

Completesthe initialization of the BTextView object after it becomes attached to a
window. Thisfunction sets up the object so that it can correctly format text and display
it. It allocates memory for the text and makes sure that all properties that were
previously set—for example, word wrapping, tab width, and alignment—are correctly
reflected in the display on-screen. In addition, it calls SetFontName() and SetFontSize()
to set the font to the 9-point “geneva’ bitmap font (no rotation, 90° shear).

Thisfunction is called for you when the BTextView becomes part a window’s view

hierarchy; you shouldn’t call it yourself, though you can override it to set a different
default font and do other graphicsinitiaization. For more information on whenit’s
called, see the BView class.

An AttachedToWindow() function that’s implemented by a derived class should begin
by incorporating the BTextView version:

void MyText:: AttachedToW ndow)

{
BText Vi ew: : Att achedToW ndow()

}
If it doesn't, the BTextView won't be able to properly display the text.

See also: AttachedToWindow() in the BView class, SetFontName()

BreaksAtChar()
virtual bool BreaksAtChar(ulong aChar) const

Implemented by derived classes to return TRUE if the aChar character can break word
selection, and FALSE if it cannot. The BTextView class calls this function when the user
selects aword by double-clicking it. A return of TRUE means that the character breaks
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the selection—it cannot be selected as part of theword. A return of FALSE means that the
character will be included in the selected word.

By default, BreaksAtChar() returnsTRUE if the character isaSPACE (0x20), aTAB (0x09),
anewline (ENTER, 0x0a), or some other character with an ASCII value less than that of a
space, and FALSE otherwise.

It can be reimplemented to add hyphens to the list of characters that break word
selection, asfollows:

bool MyText Vi ew. : Br eaksAt Char (ul ong soneChar)

{
if ( someChar == "'-")
return TRUE;
return BText Vi ew. : BreaksAt Char (soneChar) ;
}

See also: Texi()

Copy()
virtual void Copy(BClipboard * clipboard)

Copiesthe current selection to the clipboard. The clipboard argument isidentical to the
global be_clipboard object.

See also: Paste(), Cut()

Countlines() see GoToline()

CurrentLine() see GoToline()

Cut()
virtual void cut(BClipboard * clipboard)

Copies the current selection to the clipboard, deletes it from the BTextView's text, and
removesit from the display. The clipboard argument isidentical to the global
be_clipboard object.

See also: Paste(), Copy()
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Delete()
void Delete(void)

Deletesthe current selection from the BTextView’ stext and removesit from the display,
without copying it to the clipboard.

See also: Cut()

DisallowChar(), AllowChar()
void DisallowChar(ulong aChar)
void AllowChar(ulong aChar)

These functions inform the BTextView whether the user should be allowed to enter
aChar into thetext. By default, all charactersare allowed. Call DisallowChar() for each
character you want to prevent the BTextView from accepting, preferably when first
setting up the object.

AllowChar() reverses the effect of DisallowChar().

Alternatively, and for more control over the context in which characters are accepted or
rejected, you can implement an AcceptsChar() function for the BTextView.
AcceptsChar() is called for each key-down event that’s reported to the object.

See also: AcceptsChar()

DoesAutoindent() see SetAutoindent()

DoesWordWrap() see SetWordWrap()

Draw()
virtual void Draw(BRect updateRect)

Drawsthetext on-screen. The Interface Kit callsthisfunction for you whenever the text
display needs to be updated—for example, whenever the user edits the text, enters new
characters, or scrolls the contents of the BTextView.

See also: Draw() inthe BView class

GetSelection()

void GetSelection(long *start, long *finish)

Provides the current selection by writing the offset before the first selected character
into the variable referred to by start and the offset after the last selected character into
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the variable referred to by finish. If no characters are selected, both offsets will record
the position of the current insertion point.

The offsets designate positions between characters. The position at the beginning of the
text isoffset O, the position between thefirst and second charactersis offset 1, and so on.
If the 175th through the 202nd characters were selected, the start offset would be 174
and the finish offset would be 202.

If the text isn't selectable, both offsets will be 0.

See also: Select()

GoTloline(), Countlines(), CurrentlLine()

void GoToline(long index)

long CurrentlLine(void)

inline long CountLines(void)
GoToline() moves the insertion point to the beginning of theline at index. Thefirst line
has an index of 0, the second line an index of 1, and so on. If the index is out-of-range,

the insertion point is moved to the beginning of the line with the nearest in-range
index—that is, to either thefirst or the last line.

CurrentLine() returnsthe index of the line where the first character of the selection—or
the character following the insertion point—is currently located.

CountLines() returns how many lines of text the BTextView currently contains.

Like other functions that change the selection, GoTolLine() doesn’'t automatically scroll
the display to make the new selection visible. Call ScrollToSelection() to be sure that the
user can see the start of the selection.

See also: ScrollToSelection()

Highlight()
void Highlight(long start, long finish)

Highlights the characters from start through finish, where start and finish are the same
sort of offsetsinto the text array as are passed to Select().

Highlight() is the function that the BTextView calls to highlight the current selection.
Y ou don’'t need to call it yourself for this purpose. It'sinthe public API justin caseyou
may need to highlight arange of text in some other circumstance.

See also: Select()
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IndexAtPoint()

long IndexAtPoint(BPoint point) const
long IndexAtPoint(float X, float y) const

Returns the index of the character displayed closest to point—or (X, y)—in the
BTextView’s coordinate system. Thefirst character in the text array is at index O.

If the point falls after the last line of text, the return value is the index of the last
character in thelast line. If the point falls before the first line of text, or if the
BTextView doesn't contain any text, the return valueis 0.

Insert()

void Insert(const char *text, long length)
void Insert(const char *text)

Inserts length characters of text—or if alength isn't specified, all the characters of the
text string up to the null character that terminates it—at the beginning of the current
selection. The current selection is not deleted and the insertion is not selected.

See also: SeiText()

Iskditable() see MakeEditable()

IsSelectable() see MakeSelectable()

KeyDown()
virtual void KeyDown(ulong aChar)

Enters text at the current selection in response to the user’styping. Thisfunction is
called from the window’ s message |oop for every report of a key-down event—once for
every character the user types. However, it does nothing unless the BTextView isthe
focus view and the text it containsis editable.

If aChar is one of the arrow keys (UP_ARROW, LEFT_ARROW, DOWN_ARROW, or
RIGHT_ARROW), KeyDown() moves the insertion point in the appropriate direction. |If
aChar isthe BACKSPACE character, it deletes the current selection (or one character at
the current insertion point). Otherwise, it checks whether the character was registered
as unacceptabl e (by DisallowChar()) and it callsthe AcceptsChar() hook function to
give the application a chance to reject the character or handleit in some other way. |If
the character isn’t disallowed and AcceptsChar() returnsTRUE, it's entered into the text
and displayed.

See also: KeyDown() in the BView class, AcceptsChar(), DisallowChar()

The Interface Kit — 187



Member Functions

LineWidth()
float LineWidth(long index = Q) const
Returnsthe width of the line at index—or, if no index isgiven, thewidth of thefirst line.

The value returned is the sum of the widths (in coordinate units) of all the charactersin
the line, from the first through the last, including tabs and spaces.

Lineindices begin at 0.

If the index passed is out-of-range, it's reinterpreted to be the nearest in-range index—
that is, asthe index to thefirst or thelast line.

MakeEditable(), IsEditable()
void MakeEditable(bool flag = TRUE)
bool IsEditable(void) const
Thefirst of these functions sets whether the user can edit the text displayed by the

BTextView; the second returns whether or not the text is currently editable. Text is
editable by defaullt.

To edit text, the user must be ableto select it. Therefore, when MakeEditable() is called
with an argument of TRUE (or with no argument), it makes the text both editable and
selectable. Similarly, when IsEditable() returns TRUE, the text is selectable aswell as
editable; IsSelectable() will also return TRUE.

A value of FALSE means that the text can't be edited, but implies nothing about whether
or not it can be selected.

See also: MakeSelectable()

MakeFocus()
virtual void MakeFocus(bool flag = TRUE)

Overridesthe BView version of MakeFocus() to highlight the current sel ection when the
BTextView becomes the focus view (when flag isTRUE) and to unhighlight it when the
BTextView no longer is the focus view (when flag is FALSE). However, the current
selection is highlighted only if the BTextView’s window is the current active window.

Thisfunctioniscalled for you whenever the user’ s actions make the BTextView become
the focus view, or force it to give up that status.

See also: MakeFocus() in the BView class, MouseDown()
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MakeResizable()

void MakeResizable(BView * containerView)
Makes the BTextView's frame rectangle and text rectangle automatically grow and
shrink to exactly enclose all the characters entered by the user. The containerView isa
view that should beresized with the BTextView; typicaly it saview that draws aborder

around the text (like a BScrollView object) and is the parent of the BTextView. This
function won’t work without a container view.

MakeResizable() is an alternative to the automatic resizing behavior provided in the
BView class. It triggersresizing onthe user’ sentry of text, not on achangein the parent
view'ssize. The two schemes are incompatible; the BTextView and the container view
should not automatically resize themselves when their parents are resized.

< Thisfunction currently requires the text to be either left aligned or center aligned; it
doesn’t work for text that’s right aligned. >

See also: SetAlignment()

MakeSelectable(), IsSelectable()
void MakeSelectable(bool flag = TRUE)
bool IsSelectable(void) const
Thefirst of these functions sets whether it’ s possible for the user to select text displayed

by the BTextView; the second returns whether or not the text is currently selectable.
Text is selectable by default.

When text is selectable but not editable, the user can select one or more charactersto
copy to the clipboard, but can’'t position the insertion point (an empty selection), enter
characters from the keyboard, or paste new text into the view.

Since the user must be able to select text to edit it, calling MakeSelectable() with an
argument of FALSE causes the text to become uneditable as well as unselectable.
Similarly, if IsSelectable() returns FALSE, the user can neither select nor edit the text;
IsEditable() will also return FALSE.

A value of TRUE means that the text is selectable, but says nothing about whether or not
it's also editable.

See also: MakeEditable()

MessageDropped()
virtual bool MessageDropped(BM essage * message, BPoint point)

Takes textual data from the dropped message and pastesit into the text. The text
replaces the current selection, or is placed at the site of the current insertion point.
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This function first looks in the BMessage for an entry named “text” registered as
ASCILTYPE. Failing that, it looks for asingle character named “char” registered as
LONG_TYPE. If successful in finding either entry, it adds the data to the text, updates the
display on-screen, and returns TRUE. |f unsuccessful, it returns FALSE.

See also: AcceptsChar()

MessageReceived()
virtual void MessageReceived(BMessage * message)

Overrides the BReceiver function to handle CUT, COPY, and PASTE messages, by calling
the Cut(), Copy(), and Paste() virtual functions.

For the BTextView to get these messages, “Cut”, “Copy”, and “Paste” menu items
should be:

» Assigned model messages with CUT, COPY, and PASTE as their what data
members, and

« Targeted to the BTextView, or to the current focus view in the window that
displays the BTextView.

The BTextView, through this function, takes care of the rest.

To inherit this functionality, MessageReceived() functions implemented by derived
classes should be sure to call the BTextView version.

See also: SetMessage() and SetTarget() in the BMenultem class

MouseDown()
virtual void MouseDown(BPoint point)

Selects text and positions the insertion point in response to the user’'s mouse actions. |If
the BTextView isn’t already the focus view for its window, this function calls
MakeFocus() to make it the focus view.

MouseDown() is called for each mouse-down event that occurs inside the BTextView's
frame rectangle.

See also: MouseDown() and MakeFocus() in the BView class
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Paste()
virtual void Paste(BClipboard * clipboard)

Takes textual datafrom the clipboard and pastesit into the text. The new text replaces
the current selection, or is placed at the site of the current insertion point.

The clipboard argument isidentical to the global be_clipboard object.

See also: Cut(), Copy()

Pulse()
virtual void Pulse(void)

Turnsthe caret marking the current insertion point on and off whenthe BTextView isthe
focus view in the active window. Pulse() is called by the system at regular intervals.

Thisfunction isfirst declared in the BView class.

See also: Pulse() inthe BView class

ScrollToSelection()
void ScrollToSelection(void)

Scrolls the text so that the beginning of the current selection is within the visible region
of the view, provided that the BTextView is equipped with a scroll bar that permits
scrolling in the required direction (horizontal or vertical).

See also: ScrollBy() in the BView class

Select()
void Select(long start, long finish)

Selects the characters from start up to finish, where start and finish are offsets into the
BTextView'stext. The offsets designate positions between characters. For example,

Sel ect (0, 2);

selects the first two characters of text,
Sel ect (17, 18);

selects the eighteenth character, and

Sel ect (0, TextLength());
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selects the entire text just as the SelectAll() function does. If start and finish are the
same, the selection will be empty (an insertion point).

Normally, the selection is changed by the user. This function provides away to change
it programmatically.

If the BTextView isthe current focus view in the active window, Select() highlights the
new selection (or displays ablinking caret at the insertion point). However, it doesn’'t
automatically scroll the contents of the BTextView to make the new selection visible.
Call scroliToSelection() to be sure that the user can see the start of the selection.

See also: Text(), GetSelection(), ScrollToSelection(), GoTolLine(), MouseDown()

SelectAll()
void SelectAli(void)

Selectsthe entire text of the BTextView, and highlightsit if the BTextView isthe current
focus view in the active window.

See also: Select()

SetAlignment(), Alignment()
void SetAlignment(alignment where)
alignment Alignment(void) const

These functions set the way text is aigned within the text rectangle and return the
current alignment. Three settings are possible:

ALIGN_LEFT Each lineis aligned at the left boundary of the text
rectangle.

ALIGN_RIGHT Each lineis aligned at the right boundary of the text
rectangle.

ALIGN_CENTER Each lineis centered between the left and right

boundaries of the text rectangle.

The default is ALIGN_LEFT.

SetAutoindent(), DoesAutoindent()
void SetAutoindent(bool flag)
bool DoesAutoindent(void) const

These functions set and return whether a new line of text is automatically indented the
same as the preceding line. When set to TRUE and the user types Return at the end of a
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line that begins with tabs or spaces, the new line will automatically indent past those
tabs and spaces to the position of thefirst visible character.

The default value is FALSE.

SetFontName(), SetFontSize(), SetFontRotation(), SetFontShear(),
SetFontSymbolSet()

virtual void SetFontName(const char * name)

virtual void SetFontSize(float points)

virtual void SetFontRotation(float degrees)

virtual void SetFontShear(float angle)

virtual void SetFontSymbolSet(const char * name)

These functions override their BView counterparts to redisplay the text in the new font,
and to prevent the text displayed by a BTextView object from being rotated.

Font rotation is disabled; the BTextView version of SetFontRotation() does nothing. The
other four functionsinvoke their BView counterparts to change the font, then make sure
the entire text is rewrapped and redisplayed in the new font.

SetFontName() and SetFontSize() are called by AttachedToWindow() to set the
BTextView’s default font to 9-point “ geneva’.

See also: SetFontName() in the BView class

SetMaxChars()
void SetMaxChars(long max)

Sets the maximum number of characters that the BTextView can accept. The default is
the maximum number of characters that can be designated by a long integer, a number
sufficiently largeto accommodate all usesof aBTextView. Usethisfunctiononly if you
need to restrict the number of characters that the user can enter in atext field.

SetSpacing(), Spacing()
void SetSpacing(long spacing)
long Spacing(void) const

These functions set and return the spacing between lines of text. A value of 1 indicates
single spacing, 2 double spacing, 3 triple spacing, and so on.

Single spacing is the default.
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SetTabWidth()
void SefTabWidth(float width)

Sets the distance between tab stops to width coordinate units. All tabs have a uniform
width.

The default tab width is 44.0.

SetText()
void SetText(const char *text, long length)
void SetText(const char *text)

Removes any text currently in the BTextView and copies length characters of text to
replace it—or al the charactersin the text string, up to the null character, if alengthisn’t
specified. If text iSNULL or lengthisO, thisfunction emptiesthe BTextView. Otherwise,
it copies the required number of text characters passed to it.

Thisfunction istypically used to set the text initially displayed in the view. If the
BTextView is attached to awindow, it's updated to show its new contents.

See also: Text(), TextLength()

SetTextRect(), TextRect()
void SefTextRect(BRect rect)
inline BRect TextRect(void)

SetTextRect() makes rect the BTextView's text rectangle—the rectangle that locates
wheretext isplaced within theview. Thisreplacesthetext rectangleoriginally setinthe
BTextView constructor. The layout of the text is recalculated to fit the new rectangle,
and the text is redisplayed.

TextRect() returns the current text rectangle.

See also: the BTextView constructor

SetWordWrap(), DoesWordWrap()
void SetWordWrap(bool flag)
bool DoesWordWrap(void) const

These functions set and return whether the BTextView wraps lines on word boundaries,
dropping entire words that don't fit at the end of aline to the next line. Words break on
tabs, spaces, and other invisible characters; all adjacent visible characters wrap together.
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By default, word wrapping is turned off (DoesWordWrap() returns FALSE). Lines break
only on anewline character (where the user types return).

See also: SetTextRect()

Spacing() see SetSpacing()

Text()
const char *Text(void) const

Returns a pointer to the text contained in the BTextView, or NULL if it'sempty. The
returned pointer can be used to read the text, but not to alter it (use SetText(), Insert(),
Delete(), and other BTextView functionsto do that). The pointer may no longer bevalid
after the user or the program next changes the text.

This function returns the text as a null-terminated string. However, once the text is
changed, the string will no longer be null-terminated.

See also: TextLength()

TextLength()
long TextLength(void) const

Returns the number of characters the BTextView currently contains—the number of
characters that Text() returns (not counting the null terminator).

See also: Text(), SetMaxChars()

TextRect() see SetTextRect()

WindowActivated()

virtual void WindowActivated(bool flag)
Highlights the current selection when the BTextView's window becomes the active
window (when flag is TRUE)—provided that the BTextView is the current focus view—

and removes the highlighting when the window ceases to be the active window (when
flag is FALSE).

If the current selection isempty (if it’san insertion point), it’s highlighted by turning the
caret on and off (blinking it).
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The Interface Kit calls this function for you whenever the BTextView's window
becomes the active window or it loses that status.

See also: WindowActivated() in the BView class, MakeFocus()
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BView

Derived from: public BObject
Declared in: <interface/View.h>
Overview

DR3

BView objects are the agents of drawing and event handling within windows. Each
object sets up and takes responsibility for a particular view, arectangular areathat’'s
associated with at most one window at atime. The object draws within the view
rectangle and responds to reports of events elicited by the images drawn.

Classes derived from BView implement the actual functions that draw and handle
events, BView merely providesthe framework. For example, aBTextView object draws
and edits text in response to the user’s activity on the keyboard and mouse. A BButton
draws the image of a button on-screen and responds when the button is clicked.
BTextView and BButton inherit from the BView class—as do most classes in the
Interface Kit.

The following Kit classes derive, directly or indirectly, from BView:

BMenu BControl BScrollBar

BMenuBar BButton BScrollView

BPopUpMenu BCheckBox BStringView

BListView BRadioButton BTextView
BBox

Serious applications will need to define their own classes derived from BView.

Views and Windows

For aBView to do itswork, you must attach it to awindow. The viewsin awindow are
arranged in a hierarchy—there can be views within views—with those that are most
directly responsible for drawing and event handling located at the terminal branches of
the hierarchy and those that contain and organize other views situated closer to itstrunk
and root. A BView beginslife unattached. You can add it to a hierarchy by calling the
Addchild() function of the BWindow, or of another BView.
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Within the hierarchy, a BView object plays two roles:

« It'saBReceiver for messagesdelivered to thewindow thread. BViewsimplement
the functions that respond to the most common system messages—including
those that report keyboard and mouse events. They can also be targeted to receive
application-defined messages that affect what they view displays.

e It'sanagent for drawing. Adding aBView to awindow givesit an independent
graphics environment. A BView draws on theinitiative of the BWindow and the
Application Server, whenever they determine that the appearance of any part of
the view rectangle needs to be “updated.” It also draws on its own initiativein
response to events.

The relationship of BViews to BWindows and the framework for drawing and handling
events were discussed in the introduction to this chapter. The concepts and terminology
presented there are assumed in this class description. See especially “BView Objects’
on page 11, “TheView Hierarchy” on page 13, “Drawing”’ beginning on page 18, and
“Handling Events’ beginning on page 40.

BViews can also be called upon to create bitmap images. See the BBitmap class for
details.

Drag and Drop

The BView class supports adrag-and-drop user interface. The user can transfer aparcel
of information from one place to another by dragging an image from a source view and
dropping it on a destination view—perhaps a view in adifferent window or even a
different application.

A source BView initiates dragging by calling DragMessage() from within its
MouseDown() function. The BView bundles all information relevant to the dragging
session into a BMessage object and passesit to DragMessage(). It aso passes animage
to represent the data package on-screen.

The Application Server then takes charge of the BMessage object and animates the
image as the user dragsit on-screen. Asthe image moves across the screen, the viewsit
passes over are informed with MouseMoved() function calls. These notifications give
views a chance to show the user whether or not they’re willing to accept the message
being dragged. When the user rel eases the mouse button, dropping the dragged
message, the destination BView’'s MessageDropped() virtual function iscalled. The
dragged BMessage is passed to the BView as a MessageDropped() argument.

Aside from creating a BMessage object and passing it to DragMessage(), or
implementing MouseMoved() and MessageDropped() functionsto handle any
messages that come its way, there' s nothing an application needs to do to support adrag-
and-drop user interface. The bulk of the work is done by the Application Server and
Interface Kit.
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Locking the Window

If aBView is attached to awindow, any operation that affects the view might also affect
the window and the BView’s shadow counterpart in the Application Server. For this
reason, any code that calls aBView function should first lock the window—so that one
thread can’'t modify essential data structures while another thread is using them. A
window can be locked by only one thread at atime.

By default, before they do anything else, amost all BView functions check to be sure
the caller has the window locked. If the window isn’'t properly locked, they print
warning messages and fail.

This check should help you develop an application that correctly regulates access to
windows and views. However, it adds a certain amount of time to each function call.
Once your application has been debugged and is ready to ship, you can turn the check
off by calling BWindow’ s SetDiscipline() function and passing it an argument of FALSE.
The discipline flag is separately set for each window.

BView functions can require the window to be locked only if the view has awindow to
lock; the requirement can't be enforced if the BView isn’t attached to a window.
However, as discussed under “Views and the Server” on page 30 of the introduction to
this chapter, many BView functions, including all those that depend on graphics
parameters, don’t work at all unless the view is attached—in which case the window
must be locked.

Whenever the system calls a BView function to notify it of something—whenever it
callsWindowActivated(), Draw(), MessageReceived() or another hook function—it
first makes sure that the window is locked. The application doesn’'t have to explicitly
lock the window when responding to an update, an event message, or some other
notification. The window is already locked.

Derived Classes

When it comestime for a BView to draw, its Draw() virtual function is called
automatically. When it needs to respond to an event, avirtual function named after the
kind of event is called—MouseDown(), KeyDown(), MessageDropped(), and so on.
Classes derived from BView implement these hook functionsto do the particular kind of
drawing and event handling characteristic of the derived class.

* Some classes derived from BView implement control devices—buttons, dials,
selection lists, check boxes, and so on—that translate user actions on the keyboard
and mouse into more explicit instructions for the application. In the Interface Kit,
BMenu, BListView, BButton, BCheckBox, and BRadioButton are examples of
control devices.

e Other BViews visualy organize the display—for example, aview that draws a
border around and arranges other views, or one that splits a window into two or
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more resizable panels. The BBox, BScrollBar, and BScrollView classesfal into
this category.

» SomeBViewsimplement highly organized displaysthe user can manipulate, such
as agame board or a scientific simulation.

» Perhaps the most important BViews are those that permit the user to create,
organize, and edit data. These views display the current selection and are the
focus of most user actions. They carry out the main work of an application.
BTextView isthe only Interface Kit example of such aview.

Almost all the BView classes defined in the Interface Kit fall into the first two of these
groups. Control devices and organizational views can serve avariety of different kinds
of applications, and therefore can be implemented in akit that's common to all
applications

However, the BViews that will be central to most applications fall into the last two
groups. Of particular importance are the BViews that manage editable data.
Unfortunately, these are not views that can be easily implemented in acommon kit. Just
as most applications devise their own dataformats, most applicationswill need to define
their own data-handling views.

Nevertheless, the BView class structures and simplifies the task of developing
application-specific objects that draw in windows and interact with the user. It takes
care of the lower-level details and manages the view’s relationship to the window and
other viewsin the hierarchy. You should make yourself familiar with this class before
implementing you own application-specific BViews.

Hook Functions

AttachedToWindow() Can beimplemented to finish initializing the BView once
it becomes part of awindow’s view hierarchy.

Draw() Can be implemented to draw the view.

FrameMoved() Can be implemented to respond to a message notifying
the BView that it has moved in its parent’s coordinate
system.

FrameResized() Can be implemented to respond to a message informing

the BView that its frame rectangle has been resized.

KeyDown() Can be implemented to respond to a message reporting a
key-down event.

200 — The Interface Kit DR3



Constructor and Destructor

MakeFocus() Makes the BView the focus view, or causesit to give up
being the focus view; can be augmented to take any
action the change in status may require.

MessageDropped() Can be implemented to accept or reject a BMessage
dropped on the view.

MouseDown() Can be implemented to respond to a message reporting a
mouse-down event.

MouseMoved() Can be implemented to respond to a notification that the
cursor has entered the view’s visible region, moved
within the visible region, or exited from the view.

Pulse() Can beimplemented to do something at regular intervals.
Thisfunction is called repeatedly when no other
messages are pending.

WindowActivated() Can be implemented to respond to a notification that the
BView’'s window has become the active window, or has
|ost that status.

Constructor and Destructor

BView()
BView(BRect frame, const char * name, ulong resizingMode, ulong flags)

Sets up aview with the frame rectangle, which is specified in the coordinate system of
its eventual parent, and assigns the BView an identifying name, which can be NULL.

Whenit's created, aBView doesn’t belong to awindow and has no parent. It'sassigned
aparent by having another BView adopt it with the AddChild() function. If the other
view isin awindow, the BView becomes part of that window’s view hierarchy. A
BView can be made a child of the window’s top view by calling BWindow’s version of
the AddcChild() function.

When the BView gains a parent, the values in frame are interpreted in the parent’s
coordinate system. The sides of the view must be aligned on screen pixels. Therefore,
the frame rectangle should not contain coordinates with fractional values. Fractional
coordinates will be rounded to the nearest whole number.
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TheresizingMode flag determines the behavior of the view when its parent isresized. It
can be any one of the following constants:

FOLLOW_LEFT_TOP
FOLLOW_TOP_RIGHT
FOLLOW_RIGHT _BOTTOM
FOLLOW_LEFT_BOTTOM
FOLLOW_LEFT TOP_RIGHT
FOLLOW_LEFT_TOP_BOTIOM
FOLLOW_TOP_RIGHT BOTIOM
FOLLOW_LEFT RIGHT BOTTOM
FOLLOW_ALL

FOLLOW_NONE

Before resizing, each side of aview’s frame rectangle lies a certain distance from the
corresponding side of its parent. The constants above state which of those distances
should be maintained after the parent is resized—which of its parent’s sides the child
view should follow.

If a constant names opposite sides of the rectangle—Ieft and right, or top and bottom—
the view will necessarily be resized in that dimension when its parent is. FOLLOW_ALL
means that the view will be resized in tandem with its parent, both horizontally and
vertically.

If asideis not mentioned, the distance between that side of the view and the
corresponding side of the parent is free to fluctuate. If the left side of aview doesn’t
follow theleft side of its parent, or the top of the view doesn’t follow its parent’ stop, the
view will be able to move within its parent’s coordinate system when the parent is
resized. FOLLOW_RIGHT BOTTOM, for example, keeps aview from being resized, but
the view will move to follow the right bottom corner of its parent whenever the parent is
resized. FOLLOW_LEFT_TOP prevents a view from being resized and from being moved.

FOLLOW_NONE keeps the view at its absolute position on-screen; the parent view is
resized around it. (Nevertheless, because the parent is resized, the view may wind up
being moved in its parent’s coordinate system.)

Typically, aparent view isresized because the user resizesthewindow it’sin. Whenthe
window isresized, the top view istoo. Depending on how the resizingMode flag is set
for the top view’s children and for the descendants of its children, automatic resizing
can cascade down the view hierarchy. A view can also be resized programmatically by
the ResizeTo() and ResizeBy() functions.

The resizing mode can be changed after construction with the SetResizingMode()
function.
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The flags mask determines what kinds of notificationsthe BView will receive. It can be
any combination of these four constants:

WILL_ DRAW Indicatesthat the BView hasabDraw() function that
needs to be called on updates—the view isn't
simply a container for other views; it does some
drawingonitsown. If thisflagisn't set, theBView
won't receive update notifications.

PULSE_NEEDED Indicates that the BView should receive Pulse()
notifications.
FRAME_EVENTS Indicates that the BView should receive

FrameResized() and FrameMoved() notifications
when its frame rectangle changes—typically asa
result of the automatic resizing behavior described
above. FrameResized() is called when the
dimensions of the view change; FrameMoved() is
called when the position of its left top corner inits
parent’s coordinate system changes.

FULL_UPDATE_ON_RESIZE Indicates that the entire view should be updated
whenit'sresized. If thisflagisn't set, only the
portions that resizing adds to the view will be
included in the clipping region.

If none of these constants apply, flags can be NULL. The flags can be reset after
construction with the SetFlags() function.

See also: SetResizingMode(), SetFlags()

~BView()
virtual ~BView(void)

Removesthe BView from the view hierarchy and ensures that each of its descendantsis
also removed and destroyed.
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AddChild()
virtual void AddChild(BView *aView)

MakesaViewachild of theBView. If aViewaready hasaparent, it'sremoved from that
view and added to thisone. A view can have only one parent.

If the BView is attached to awindow, aView and al of its descendants become attached
to the same window. Each of them is notified of this change through an
AttachedToWindow() function call.

See also: AddcChild() in the BWindow class, AttachedToWindow(), RemoveChild()

Addline() see BeginLineArray()

AttachedToWindow()
virtual void AttachedToWindow (void)

Implemented by derived classes to complete the initialization of the BView whenit's
assigned to awindow. A BView isassigned to awindow when it, or one of its ancestors
in the view hierarchy, becomes a child of aview aready attached to a window.

AttachedToWindow() is called immediately after the BView isformally made a part of
the window’s view hierarchy and after it has become known to the Application Server.
The Window() function can identify which BWindow the BView belongsto.

All of the BView's children, if it has any, also become attached to the window and
receive their own AttachedToWindow() notifications. However, the BView receivesthe
notification before any of its children do and before they are recognized as part of the
window’s view hierarchy. Thisfunction should therefore do nothing that depends on
descendent views being attached to the window. However, it can depend on ancestor
views being attached.
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AttachedToWindow() is often implemented to set up aview's graphics environment,
something that can't be done before the view belongs to awindow. For example:

void MyView : Att achedToW ndow()

{
BRect bounds = Bounds();

MyBaseCl ass: : Att achedToW ndow() ;

Scrol | To(0, dataRect.bottom - bounds. Hei ght());
Set Font Nane(" chi cago");

Set Font Si ze(14) ;

Set BackCol or (192, 192, 192);

}

The default (BView) version of AttachedToWindow() is empty.

See also: AddChild(), Window()

BackColor() see SetFrontColor()

BeginLineArray(), AddLine(), EndLineArray()
void BeginLineArray(long count)
void AddLine(BPoint start, BPoint end, rgb_color color)
void EndLineArray(void)

These functions provide a more efficient way of drawing alarge number of linesthan
repeated callsto Strokeline(). BeginLineArray() signals the beginning of a series of up
to count AddLine() calls; EndLineArray() signalsthe end of the series. Each AddLine()
call defines aline from the start point to the end point, associates it with a particular
color, and addsit to the array. Thelines can each be adifferent color; they don't haveto
be contiguous. When EndLineArray() is called, al the lines are drawn—using the then
current pen size—in the order that they were added to the array.

These functions don’t change any graphics parameters. For example, they don’t move

the pen or change the current front and background colors. Parameter valuesthat arein
effect when EndLineArray() is called are the ones used to draw the lines. The front and
background colors areignored in favor of the color specified for each line.

The count passed to BeginLineArray() is an upper limit on the number of lines that can
be drawn. Keeping the count close to accurate and within reasonable bounds helps the
efficiency of the line-array mechanism. It'sagood ideato keep it less than 256; above
that number, memory requirements begin to impinge on performance.

See also: Strokeline()
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BeginRectTracking(), EndRectTracking()
void BeginRectTracking(BRect rect, track_style style = TRACK_WHOLE_RECT)
void EndRectTracking(void)
These functionsinstruct the Application Server to display arectangular outline that will
track the movement of the cursor. BeginRectTracking() putsthe rectangle on-screen and

initiates tracking; EndRectTracking() terminates tracking and removes the rectangle.
Theinitial rectangle, rect, is specified in the BView’s coordinate system.

This function supports two kinds of tracking, depending on the constant passed as the

style argument:
TRACK_WHOLE_RECT The whole rectangle moves with the cursor. Its
position changes, but its size remains fixed.
TRACK_RECT_CORNER The left top corner of the rectangle remains fixed

within the view whileits right and bottom edges
move with the cursor.

Tracking is typically initiated from within a BView's MouseDown() function and is
allowed to continue as long as a mouse button is held down. For example:

void MyVi ew. : MouseDown( BPoi nt poi nt)

{
ul ong buttons;
BRect rect(point, point);
Begi nRect Tracki ng(rect, TRACK RECT_CORNER);
do {
snooze(40);
Get Mouse( &poi nt, &buttons);
} while ( buttons );
EndRect Tr acki ng() ;
rect. Set Ri ght Bott on{ poi nt);
}

This example uses BeginRectTracking() to drag out a rectangle from the point reported
in the mouse-down event. It sets up amodal loop to periodically check on the state of
the mouse buttons. Tracking ends when the user releases all buttons. Theright and
bottom sides of the rectangle are then updated from the cursor location last reported by
the GetMouse() function.

See also: ConvertToScreen(), GetMouse()
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Bounds()

BRect Bounds(void) const
Returns the BView's bounds rectangle. If the BView is attached to awindow, this
function gets the current bounds rectangle from the Application Server. If not, it assigns

the BView a default coordinate system and returns a bounds rectangle that’s the same
size and shape as the frame rectangle, but with the left and top sides at 0.

See also: Frame()

ChildAt(), CountChildren()

BView *ChildAt(long index) const

long CountChildren(void) const
< Thefirst of these functions returnsthe child BView at index, or NULL if the BView has
no such child. The second returns the number of children the BView has. Indices begin

at 0 and the children are not arranged in any particular order. Don't rely on these
functions as they may not remain in the API in thisform >

ConveriToParent(), ConvertFfromParent()

void ConvertToParent(BPoint *|ocal Point) const
void ConvertToParent(BRect *local Rect) const

void ConvertFromParent(BPoint * parentPoint) const
void ConvertFromParent(BRect * parentRect) const

These functions convert points and rectangles to and from the coordinate system of the
BView's parent. ConveriToParent() converts the point referred to by local Point, or the
rectangle referred to by local Rect, from the BView’ s coordinate system to the coordinate
system of its parent. ConvertFromParent() does the opposite; it converts the point
referred to by parentPoint, or the rectangle referred to by parentRect, from the
coordinate system of the BView's parent to the BView's own coordinate system.

Both functions fail if the BView isn't attached to a window.

See also: ConverToScreen()
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ConvertToScreen(), ConvertFromScreen()

void ConvertToScreen(BPoint *|ocal Point) const
void ConveriToScreen(BRect *|ocal Rect) const

void ConvertFromScreen(BPoint * screenPoint) const
void ConvertFromScreen(BRect * screenRect) const

These functions convert points and rectangles to and from the global screen coordinate
system. ConverToScreen() convertsthe point referred to by local Point, or the rectangle
referred to by localRect, from the BView’s coordinate system to the screen coordinate
system. ConvertFromScreen() makes the opposite conversion; it converts the point
referred to by screenPoint, or the rectangle referred to by screenRect, from the screen
coordinate system to the BView’slocal coordinate system.

Neither function will work if the BView isn't attached to a window.

See also: ConveriToScreen() in the BWindow class, ConverToParent()

CopyBits()
void CopyBits(BRect source, BRect destination)

Copies the image displayed in the source rectangle to the destination rectangle, where
both rectangles lie within the view and are stated in the BView’s coordinate system.

If the two rectangles aren’t the same size, the source image is scaled to fit. If not all of
the destination rectangle lies within the BView’s visible region, the source image is
clipped rather than scaled.

If not all of the source rectangle lies within the BView’s visible region, only the visible
portion iscopied. It's mapped to the corresponding portion of the destination rectangle.
TheBView isthen invalidated so its Draw() function will be called to update the part of
the destination rectangle that can’'t be filled with the source image.

CountChildren() see ChildAt()

DragMessage()

void DragMessage(BM essage * message, BBitmap *image, BPoint point)
void DragMessage (BM essage * message, BRect rect)

Initiates a drag-and-drop session. The first argument, message, is a BMessage object
that bundles the information that will be dragged and dropped on the destination view.
Once passed to DragMessage(), this object becomes the responsibility of—and will
eventually be freed by—the system. You shouldn’t freeit yourself or try to access it
later. (Since datais copied when it's added to a BMessage, only the copies are
automatically freed, not the originals).
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The second argument, image, represents the message on-screen; it's the visibleimage
that the user drags. Likethe BMessage, this BBitmap object becomes the responsibility
of the system; it will be freed when the message is dropped. If you want to keep the
image yourself, make a copy to passto DragMessage(). Theimageisn’t dropped onthe
destination BView; if you want the destination to have the image, you must add it to the
message as well as passit as the image argument.

The final argument, point, locates the point within the image that’s aligned with the hot
spot of the cursor—that is, the point that's aligned with the location passed to
MouseDown() or returned by GetMouse(). It's stated within the coordinate system of
the source image and should lie somewhere within its bounds rectangle. The bounds
rectangle and coordinate system of a BBitmap are set when the object is constructed.

Alternatively, you can specify that an outline of arectangle, rect, should be dragged
instead of an image. The rectangleis stated in the BView’s coordinate system.
(Therefore, a point argument isn’t needed to align it with the cursor.)

This function works only for BViews that are attached to a window.

See also: the BMessage classin the Application Kit, MessageDropped(), the BBitmap
class

Draw()
virtual void braw(BRect updateRect)

Implemented by derived classes to draw the updateRect portion of theview. The update
rectangleis stated in the BView’s coordinate system. It's the smallest rectangle that
encloses the current clipping region for the view.

Since the Application Server won't render anything a BView draws outside its clipping
region, applications will be more efficient if they avoid sending drawing instructions to
the Server for images that don’t intersect with updateRect. For more efficiency and
precision, you can ask for the clipping region itself (by calling GetClippingRegion())
and confine drawing to images that intersect with it.

A BView’s Draw() function is called (as the result of an update message) whenever the
view needs to present itself on-screen. This may happen when:

e Thewindow theview isin isfirst shown on-screen, or shown after being hidden
(see the BWindow version of the Hide() function).

* Theview ismade visible after being hidden (see BView’s Hide() function).

» Obscured parts of the view are revealed, aswhen awindow is moved fromin front
of the view or an image is dragged across the view.

* Theview isresized.

e The contents of the view are scrolled (see ScroliBy()).
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* A child view is added, removed, or resized.

« A rectangle has been invalidated that includes at least some of the view (see
Invalidate()).

e CopyBits() can't completely fill a destination rectangle within the view.

See also: UpdatelfNeeded() inthe BWindow class, Invalidate(), GetClippingRegion()

DrawBitmap()

void DrawBitmap(const BBitmap *image, BPoint point)
void DrawBitmap(const BBitmap *image, BRect destination)
void DrawBitmap(const BBitmap *image, BRect source, BRect destination)

Places a bitmap image in the view, either at point or within the destination rectangle.
These locations are specified in the BView's coordinate system.

If asource rectangle is given, only that part of the bitmap image is drawn. Otherwise,
the entire bitmap is placed at the location specified. The source rectangleis stated in the
internal coordinates of the BBitmap object.

If the source image is bigger than the destination rectangle, it's scaled to fit.

See also: “Drawing Modes’ on page 27 in the chapter introduction, the BBitmap class

DrawChar()
void DrawChar(char ¢)

Draws the character ¢ at the current pen position and moves the pen to a position
immediately to the right of the character. Thisfunction is equivalent to passing a string
of one character to DrawString().

See also: Drawstring()

DrawingMode() see SetDrawingMode()

Draws$tring()

void DrawString(const char * string)
void DrawsString(const char *string, long length)

Draws length characters of string—or, if the number of charactersisn’t specified, al the
charactersin the string, up to the null terminator (*\0’).
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This function places the first character on a baseline that begins at the current pen
position and moves the pen to the baseline after the last character drawn. A series of
DrawString() calls will produce a continuous string. For example, these two lines of
code,

DrawString("tog");
DrawsString("ether");

will produce the same result as this one:
DrawStri ng("together");

See also: MovePenBy(), SetFontName()

EndLineArray() see BeginlLineArray()
EndReciTracking() see BeginReciTracking()
FillArc() see StrokeArc()

FillEllipse() see StrokeEllipse()

FillPolygon() see StrokePolygon()

FillRect() see StrokeRect()

FilRoundRect() see StrokeRoundRect()

FillTriangle() see StrokeTriangle()

FindView()
BView *FindView(const char * name) const

Returns the BView identified by name, or NULL if the view can't be found. Names are
assigned by the BView constructor and can be modified by the SetName() function.

FindView() begins the search by checking whether the BView’ s name matches name. If
not, it continues to search down the view hierarchy, among the BView’s children and
more distant descendants. To search the entire view hierarchy, use the BWindow
version of this function.

See also: FindView() in the BWindow class, SetName()

Flags() see SetFlags()

The Interface Kit — 211



Member Functions

Flush(), Sync()
void Flush(void) const
void Sync(void) const

These functions flush the window’s connection to the Application Server. |f the BView
isn't attached to awindow, neither function has an effect.

For reasons of efficiency, thewindow’ s connection to the Application Server isbuffered.
Drawing instructions destined for the Server are placed in the buffer and dispatched asa
group when the buffer becomes full. Flushing empties the buffer, sending whatever
instructions happen to bein it to the Server, even if it's not yet full.

The buffer is automatically flushed on every update. However, if you do any drawing
outside the update mechani sm—in response to event messages, for example—you need
to explicitly flush the connection so that drawing instructions won't languish in the
buffer while waiting for it to fill up or for the next update.

Flush() simply flushes the buffer and returns. It does the same work as BWindow's
function of the same name.

Sync() flushes the connection, then waits until the Server has executed the last
instruction that was in the buffer before returning. This alternative to Flush() prevents
the application from getting ahead of the Server (ahead of what the user sees on-screen)
and keeps both processes synchronized.

(Note that all BViews attached to a window share the same connection to the
Application Server. Calling Flush() or Sync() for any one of them flushes the buffer for
al of them.)

See also: Flush() in the BWindow class

Frame()
BRect Frame(void) const

Returns the BView's frame rectangle. The frame rectangleisfirst set by the BView
constructor and is altered only when the view ismoved or resized. It's stated in the
coordinate system of the BView's parent.

See also: MoveBy(), ResizeBy(), the BView constructor

FrameMoved()
virtual void FrameMoved(BPoint parentPoint)

Implemented by derived classes to respond to a notification that the view has moved
within its parent’s coordinate system. parentPoint gives the new location of the left top
corner of the BView's frame rectangle.
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FrameMoved() is called only if theFRAME_EVENTS flag is set and the BView is attached
to awindow.

If the view is both moved and resized, FrameMoved() is called before FrameResized().
This might happen, for example, if the BView’'s automatic resizing mode is
FOLLOW_TOP_RIGHT_BOTTOM and its parent is resized both horizontally and vertically.

The default (BView) version of this function is empty.
< Currently, FrameMoved() is also called when a hidden window is shown on-screen. >

See also: MoveBy(), FrameMoved() in the BWindow class, SetFlags()

FrameResized()

virtual void FrameResized(float width, float height)
Implemented by derived classes to respond to a natification that the view has been
resized. The arguments state the new width and height of the view. The resizing could

have been the result of a user action (resizing the window) or of a programmatic one
(calling ResizeTo() Or ResizeBy()).

FrameResized() iscalled only if the FRAME_EVENTS flag is set and the BView is attached
to awindow.

BView’s version of thisfunction is empty.

See also: ResizeBy(), FrameResized() in the BWindow class, SetFlags()

FrontColor() see SetFrontColor()

GetCharEscapements(), GetCharEdges()

void GetCharEscapements(char charArray[], long numChars,
short escapementArray][], float *factor) const

void GetCharEdges(char charArray[], long numChars,
edge _info edgeArray[]) const

These two functions are designed for programmers who want to precisely position
characters on the screen or printed page. For each character passed in the charArray,
they write information about the horizontal dimension of the character into the
escapementArray or the edgeArray. Both functions assume the BView's current font.
(Therefore, neither has any effect unless the BView is attached to a window.)

Escapement. An “escapement” is simply the width of a character recorded in very
small units. The units are sufficiently tiny to permit detailed information to be kept in

The Interface Kit — 213



Member Functions

integer form for every character in the font. Because the units are small, escapement
valuesare quitelarge. (Theterm “escapement” hasits historical rootsin the fact that the
carriage of atypewriter had to move or “escape”’ a certain distance after each character
was typed to make room for the next character.)

The escapement of a character measures the amount of horizontal room it requires when
positioned between other charactersin aline of text. It includes a measurement of the
space required to display the character itself, plus some extraroom on the left and right
edges to separate the character from its neighbors. 1n aproportionally spaced font, each
character has a distinctive escapement. The illustration below shows the approximate
escapements for the letters ‘I’ and ‘' p’ as they might appear together in aword like
“help” or “ballpark.” The escapement for each character is the distance between the
vertical lines:

GetCharEscapements() measures the same space that functions such asBView's
StringWidth() and BTextView’'s LineWidth() do, though it measures each character
individually and records the result in arbitrary (rather than coordinate) units.

The escapement of a character in a particular font is a constant no matter what the font
size. To convert an escapement val ue to coordinate units, you must multiply it by three
values:

¢ A floating-point conversion factor,
e Thefont size (in points), and
« Theresolution of the output device.

GetCharEscapements() writes the conversion factor into the variable referred to by
factor. GetFontinfo() can provide the current font size. When the output deviceisa
printer, the resolution should be the actual resolution (the dpi or “dots per inch”) at
which it prints. When the output device isthe screen, the resolution should be 72. (This
reflects the fact that screen pixels are taken to equal coordinate units—and one
coordinate unit is 1/72 of an inch, or roughly equivalent to one typographical point.)

Edges. Edge values measure how far a character outlineisinset from its left and right
escapement boundaries. GetCharEdges() provides edge values in standard coordinate
units, not escapement units, < although those units are currently declared short rather
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than float >. |t takes into account the size of the current font. It places the edge values
into an array of edge _info structures. Each structure has aleft and aright data member,
asfollows:

t ypedef struct {
short left;
short right;

} edge_info;

The illustration below shows typical character edges. Asin theillustration above, the
solid vertical lines mark escapement boundaries. The dotted lines mark off the part of
each escapement that’s an edge, the distance between the character outline and the
escapement boundary:

I

Thisisthe normal case. The left edge is a positive value measured rightward from the
left escapement boundary. The right edge is a negative value measured leftward from
the right escapement boundary.

However, if the characters of afont overlap, the left edge can be a negative value and the
right edge can be positive. Thisisillustrated below:

Note that the italic ‘I’ extends beyond its escapement to the right, and that the ‘ p’ begins
before its escapement to the left. In this case, instead of separating the adjacent
characters, the edges determine how much they overlap.
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Edge values are specific to each character and depend on nothing but the character (and
the font). They don’t take into account any contextual information; for example, the
right edge for italic ‘I’ would be the same no matter what letter followed. Edge values
therefore aren’'t sufficient to decide how character pairs can be kerned. Kerningis
contextually dependent on the combination of two particular characters.

See also: GetFontinfo()

GetClippingRegion()
void GetClippingRegion(BRegion *region) const

M odifies the BRegion object passed as an argument so that it describes the current
clipping region of the BView, the region wherethe BView isallowed to draw. It's most
efficient to allocate temporary BRegions on the stack:

BRegi on cl i pper;
Get A i ppi ngRegi on( &cl i pper);

Ordinarily, the clipping region is the same as the visible region of the view, the part of
the view currently visible on-screen. The visibleregion is equal to the view’s bounds
rectangle minus:

» Theframe rectangles of its children,

« Any areas that are clipped because the view doesn’t lie wholly within the frame
rectangles of al its ancestorsin the view hierarchy, and

e Any areasthat are obscured by other windows or that lie in a part of the window
that’s off-screen.

The clipping region can be smaller than the visible region if the program restricted it by
calling SetClippingRegion(). It will exclude any areathat doesn’t intersect with the
region passed to SetClippingRegion().

While the BView is being updated, the clipping region contains just those parts of the
view that need to be redrawn. This may be smaller than the visible region, or the region
restricted by SetClippingRegion(), if:

« The update occurs during scrolling. The clipping region will exclude any of the
view’s visible contents that the Application Server is able to shift to their new
location and redraw automatically.

» Theview rectangle has grown (because, for example, the user resized the window
larger) and the update is needed only to draw the new parts of the view.
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» The update was caused by Invalidate() and the rectangle passed to Invalidate()
didn’t cover all of the visible region.

» The update was necessary because CopyBits() couldn't fill all of a destination
rectangle.

This function works only if the BView is attached to awindow. Unattached BViews
can’t draw and therefore have no clipping region.

See also: SetClippingRegion(), Draw(), Invalidate()

GetFontinfo()
void GetFontinfo(font_info *fontInfo) const

Writes information about the BView’s current font into the structure referred to by
fontinfo. The font_info structure contains the following fields:

font_name name The name of the font, which can be aslong as 32
characters, plusanull terminator. The name can be set
by BView’'s SetFontName() function.

short size The size of the font in points. It can be set by
SetFontSize().

short shear The shear angle, which is90.0° by default and can vary
between 45.0° and 135.0°. It can be set by
SetFontShear().

short rotation Theangle of rotation, whichis0.0° by default. It’sset by
SetFontRotation().

short ascent How far characters ascend above the baseline.

short descent How far characters descend below the baseline.

short leading The amount of space separating lines (between the
descent of the line above and the ascent of the line
below).

The ascent, descent, and leading are measured in coordinate units. < The font_info
structure will be converted to floating-point valuesin afuture release. >

See also: SetFontName()
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GetKeys()
void GetKeys(key _info *keylnfo, bool checkQueue)

Writesinformation about the state of the keyboard into the key_info structure referred to
by keylnfo. This structure contains the following fields:

ulong char_code AnASCII character value, such as‘a or BACKSPACE.
ulong key_code A code identifying the key that produced the character.
ulong modifiers A mask indicating which modifier keys are down and

which keyboard locks are on.

uchar key_states[16] A bit field that records the state of all the keys on the
keyboard, and all keyboard locks.

These fields match the BMessage entries that record information about a key-down
event.

If the checkQueue flag is FALSE, GetKeys() provides information about the current state
of the keyboard.

However, if the checkQueue flag iSTRUE, GetKeys() first checks the message queue to
see whether it contains any messages reporting keyboard (key-down or key-up) events.
If there are keyboard messages waiting in the queue, it takes the information from the
oldest event, placesit in the keyl nfo structure, and removes the message from the queue.
Each time GetKeys() is called, it gets another keyboard message from the queue. If the
queue doesn’t contain any keyboard messages, it reports the current state of the
keyboard, just asif checkQueue were FALSE.

When called repeatedly in aloop, GetKeys() will empty the queue of keyboard
messages and then reflect the current state of the keyboard. In thisway, you can be sure
that your application has not jJumped ahead of the user and overlooked any reports of the
user’s keyboard actions.

This function never looks at the current message, evenif it happensto report akeyboard
event and checkQueue iSTRUE. The current messageisn’t in the queue. To get
information about the current message, you must call BLooper’s CurrentMessage()
function:

BMessage *current == nyVi ew >W ndow() - >Curr ent Messge() ;

If GetKeys() takes a keyboard message from the queue, al the key_info fields arefilled
in from the event message. However, if it captures the current state of the keyboard, the
char_code and key_code fields are set to 0; these fields are appropriate only for
reporting particular events.

When the modifiers field reflects the current keyboard state, it contains the same
information that the Modifiers() function returns.
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The key_states array worksidentically to the “ states” array passed in akey-down
message. See “Key States’” on page 61 for information on how to read the array.

See also: Modifiers(), KeyDown(), “Keyboard Information” on page 53 of the chapter
introduction

GetMouse()
void GetMouse(BPoint * cursor, ulong * buttons, bool checkQueue = TRUE) const

Provides the location of the cursor and the state of the mouse buttons. The position of
the cursor isrecorded in the variable referred to by cursor; it's provided in the BView’s
own coordinates. A bitissetinthevariablereferred to by buttonsfor each mouse button
that's down. < There currently isno API for distinguishing between the buttons. >

The cursor doesn’t have to be located within the view for this function to work; it can be
anywhere on-screen. However, the BView must be attached to a window.

If the checkQueue flag is set to FALSE, GetMouse() provides information about the
current state of the mouse buttons and the current location of the cursor.

If checkQueue iSTRUE, asit is by default, this function first looks in the message queue
for any pending reports of mouse-moved or mouse-up events. If it findsany, it takesthe
one that has been in the queue the longest (the oldest event), removesit from the queue,
and reports the cursor location and button states that were recorded in the message.
Each GetMouse() call removes another message from the queue. |If the queue doesn’t
hold any MOUSE_MOVED or MOUSE_UP messages, GetMouse() reports the current state
of the mouse and cursor, just asif checkQueue were FALSE.

Thisfunction istypically called from within a MouseDown() function to track the
location of the cursor and wait for the mouse button to go up. By having it check the
message queue, you can be sure that you haven’t overlooked any of the cursor’'s
movement or missed a mouse-up event (quickly followed by another mouse-down) that
might have occurred before the first GetMouse() call.

See also: Modifiers()

Hide(), ShOW()
virtual void Hide(void)
virtual void Show(void)

These functions hide aview and show it again.

Hide() makes the view invisible without removing it from the view hierarchy. The
visible region of the view will be empty and the BView won't receive update messages.
If the BView has children, they also are hidden.
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Show() unhides aview that had been hidden. This function doesn’t guarantee that the
view will be visibleto the user; it merely undoes the effects of Hide(). If theview didn’'t
have any visible area before being hidden, it won't have any after being shown again
(given the same conditions).

Callsto Hide() and Show() can be nested. For ahidden view to become visible again,
the number of Hide() calls must be matched by an equal humber of Show() calls.

However, Show() can only undo a previous Hide() call on the same view. If the view
became hidden when Hide() was called to hide the window it'sin or to hide one of its
ancestors in the view hierarchy, calling Show() on the view will have no effect. For a
view to come out of hiding, its window and al its ancestor views must be unhidden.

Hide() and Show() can affect aview before it’'s attached to awindow. The view will
reflect its proper state (hidden or not) when it becomes attached. Viewsare created in an
unhidden state.

See also: Hide() inthe BWindow class, IsHidden()

Invalidate()

void Invalidate(BRect rect)
void Invalidate(void)

Invalidates the rect portion of the view, causing update messages—and consequently
Draw() notifications—to be generated for the BView and all descendants that lie wholly
or partially within the rectangle. The rectangle is stated in the BView’s coordinate
system.

If no rectangle is specified, the BView’s entire bounds rectangle is invalidated.

Since only BViewsthat are attached to awindow can draw, only attached BViews can be
invalidated.

See also: Draw(), GetClippingRegion(), UpdatelfNeeded() in the BWindow class

InvertRect()
void InvertRect(BRect rect)

Inverts al the colors displayed within the rect rectangle. A subsequent InvertRect() call
on the same rectangle restores the original colors.

The rectangleis stated in the BView’s coordinate system.

See also: system_colors() globa function
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IsFocus()

bool IsFocus(void) const
ReturnsTRUE if the BView isthe current focus view for itswindow, and FALSE if it’ s not.
The focus view changes as the user chooses one view to work in and then another—for

example, as the user moves from one text field to another when filling out an on-screen
form. The change is made programmatically through the MakeFocus() function.

See also: CurrentFocus() in the BWindow class, MakeFocus()

IsHidden()
bool IsHidden(void) const

Returns TRUE if the view has been hidden by the Hide() function, and FALSE otherwise.

This function returnsTRUE whether Hide() was called to hidethe BView itself, to hide an
ancestor view, or to hide the BView's window. When awindow is hidden, all its views
are hidden with it. When aBView is hidden, al its descendants are hidden with it.

If the view has no visible region—perhaps because it lies outside its parent’s frame
rectangle or is obscured by awindow in front—this function may nevertheless return
FALSE. It reports only whether the Hide() function has been called to hide the view, hide
one of the view's ancestorsin the view hierarchy, or hide the window wherethe view is
located.

If the BView isn't attached to awindow, IsHidden() returns the state that it will assume
when it becomes attached. By default, views are not hidden.

See also: Hide()

KeyDown()
virtual void KeyDown(ulong aChar)

Implemented by derived classes to respond to a message reporting a key-down event.
Whenever a BView isthe focus view of the active window, it recelves a KeyDown()
notification for each character the user types, except for those that:

e Are produced while a Command key is held down. Command key events are
interpreted as keyboard shortcuts.

» Can operate the default button in awindow. The BButton object’s KeyDown()
function is called, rather than the focus view’s.

The argument, aChar, names the character reported in the event. 1t'san ASCII value
that takes into account the affect of any modifier keys that were held down or keyboard
locks that were in effect at the time. For example, Shift-i isreported as uppercase ‘I’
(0x49) and Control-i isreported as aTAB (0x09).
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The character can be tested against ASCII codes and these constants:

BACKSPACE LEFT_ARROW INSERT

ENTER RIGHT_ARROW DELETE

SPACE UP_ARROW HOME

TAB DOWN_ARROW END

ESCAPE PAGE_UP
FUNCTION_KEY PAGE_DOWN

Only keysthat generate characters produce key-down events; the modifier keys on their
own do not.

You can determine which modifier keys were being held down at the time of the event
by calling BLooper’s CurrentMessage() function and looking up the “maodifiers’ entry
inthe BMessageit returns. If aChar iSFUNCTION_KEY and you want to know which key
produced the character, you can look up the “key” entry in the BMessage and test it

against these constants:
F1_KEY F6_KEY F11_KEY
F2_KEY F7_KEY F12_KEY
F3_KEY F8_KEY PRINT_KEY (Print Screen)
F4_KEY F9_KEY SCROLL_KEY (Scroll Lock)
F5_KEY F10_KEY PAUSE_KEY

For example:

if ( aChar == FUNCTI ON_KEY ) {
BMessage *nmsg = W ndow() - >Current Message() ;
| ong key = nmsg->Fi ndLong("key");
if ( meg->Error == NO ERROR ) {
switch ( key ) {
case Fl1_KEY:

br eak;
case F2_KEY:

br eak;

}

The BView version of KeyDown() is empty.

See also: “Key-Down Events’ on page 46 and “Keyboard Information” on page 53 of
the chapter introduction, FilterKkeyDown() and SetDefaultButton() in the BWindow class,
Modifiers()
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LefiTop()
BPoint LeftTop(void) const

Returns the coordinates of the left top corner of the view—the smallest x and y
coordinate values within the bounds rectangle.

See also: LeftTop() in the BRect class, Bounds()

Looper() see Window()

MakeFocus()
virtual void MakeFocus(bool flag = TRUE)

Makes the BView the current focus view for its window (if flag iSTRUE), or causesit to
give up that status (if flag iSFALSE). Thefocusview isthe view that displays the current
selection and is expected to handle reports of key-down events when the window is the
active window. There can be no more than one focus view per window at atime.

When called to make aBView the focusview, thisfunction invokes MakeFocus() for the
previous focus view, passing it an argument of FALSE. It’s thus called twice—once for
the new and once for the old focus view.

Calling MakeFocus() is the only way to make aview the focus view; the focus doesn’t
automatically change on mouse-down events. BViewsthat can display the current
selection (including an insertion point) or that can accept pasted data should call
MakeFocus() in their MouseDown() functions.

A derived class can override MakeFocus() to add code that takes note of the changein
status. For example, a BView that displays selectable data may want to highlight the
current selection when it becomes the focus view, and remove the highlighting when it's
no longer the focus view.

If the BView isn't attached to a window, this function has no effect.

See also: CurrentFocus() in the BWindow class, IsFocus()

MessageDropped()

virtual bool MessageDropped(BMessage * message, BPoint point)
Implemented by derived classes to read data from a message that the user dragged and
dropped on the view and to initiate whatever course of action this new information

entails. The BMessage object isfreed after MessageDropped() returns, so you must
copy any of its data you want to keep.
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When the message was dropped, the cursor was located at point within the BView's
coordinate system.

If the BView accepts the message, it should return TRUE. A return of FALSE rejects the
message and causes MessageDropped() to be called for the BView's parent. The
notification works its way up the view hierarchy until it finds a BView that will return
TRUE, or it reaches the top view.

The BView version of this function always returns FALSE; by default, views don’t accept
dropped messages.

Often the messages that can be successfully dropped on aview hold data that could also
be pasted from the clipboard. To handle thisdatain common code, MessageDropped()
and the Paste() function you define for the view can pass the data to athird function
implemented for this purpose. MessageDropped() would extract the data from the
message and Paste() would get it from the clipboard.

If aBView displays any of the data it takes from the message, it should generally make
itself the focus view:

bool MVi ew. : MessageDr opped( BMessage *nessage, BPoi nt point)

{
MakeFocus( TRUE) ;

return TRUE;
}

The messages that a user drags and drops on aview might have their source in any
application. The Browser will probably be acommon source, since it permits usersto
drag representations of database records. The message in which the Browser packages
the dragged information isidentical to one that reports arefs-received event. It hasa
single entry named “refs’ containing one or more record_ref (REF_TYPE) items and
REFS_RECEIVED as the command constant.

You can choose whether your version of MessageDropped() should handle these
messages or not. If it does, it might simply pass them to the RefsReceived() function
you implemented in a class derived from BApplication.

See also: “Message-Dropped Events’ on page 49, FilterMessageDropped() in the
BWindow class, RefsReceived() in the BApplication class of the Application Kit,
MouseMoved(), the BMessage class
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Modifiers()
ulong Modifiers(void) const
Returns a mask that has a bit set for each keyboard lock that’s on and for each modifier

state that’ s set because the user is holding down amodifier key. The mask can be tested
against these constants:

SHIFT_KEY COMMAND_KEY CAPS_LOCK
CONTROL_KEY MENU_KEY SCROLL_LOCK
OPTION_KEY NUM_LOCK

No bits are set (the mask is 0) if no locks are on and none of the modifiers keys are
down.

If it’'simportant to know which physical key the user is holding down, the one on the
right or the one on the | eft, the mask can be further tested against these constants:

LEFT_SHIFT_KEY RIGHT_SHIFT_KEY
LEFT_CONTROL_KEY RIGHT CONTROL_KEY
LEFT_OPTION_KEY RIGHT OPTION_KEY
LEFT_COMMAND_KEY RIGHT_COMMAND_KEY

By default, on a 101-key keyboard, the keys labeled “Alt(ernate)” function as the
Command modifiers, the key on the right labeled “Control” functions as the right
Option key, and only the left “ Control” key is available to function as a Control

modifier. However, users can change this configuration with the Keyboard utility.

See also: “Modifier Keys' on page 57 of the introduction to the chapter, GetKeys()

MouseDown()
virtual void MouseDown(BPoint point)

Implemented by derived classes to respond to amouse-down event within theview. The
location of the cursor at the time of the event is given by point in the BView's
coordinates.

MouseDown() functions are often implemented to track the cursor while the user holds
the mouse button down and then respond when the button goes up. You can call the
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GetMouse() function to learn the current location of the cursor and the state of the
mouse buttons. For example:

void MyVi ew. : MouseDown( BPoi nt poi nt)

{
ul ong butt ons;
do {
snooze( 30);
Get Mouse( &poi nt, &buttons, TRUE);
} while ( buttons );
}

To get complete information about the mouse-down event, look inside the BMessage
object returned by BLooper’s CurrentMessage() function.

The BView version of MouseDown() is empty.

See also: “Mouse-Down Events’ on page 47, FilterMouseDown() in the BWindow
class, GetMouse()

MouseMoved()
virtual void MouseMoved(BPoint point, ulong transit, BMessage * message)

Implemented by derived classes to respond to mouse-moved events associated with the
view. Asthe user moves the cursor over awindow, the Application Server generates a
continuous stream of messages reporting where the cursor is located.

Thefirst argument, point, gives the cursor’s new location in the BView's coordinate
system. The second argument, transit, is one of three constants,

ENTERED_VIEW,
INSIDE_VIEW, or
EXITED_VIEW

which explains whether the cursor has just entered the visible region of the view, is now
inside the visible region having previously entered, or hasjust exited from the view.
When the cursor crosses a boundary separating the visible regions of two views
(perhaps moving from a parent to a child view, or from a child to a parent),
MouseMoved() is called for each of the BViews, once with atransit code of
EXITED_VIEW and once with a code of ENTERED_VIEW.

If the user is dragging a bundle of information from one location to another, the final
argument, message, is a pointer to the BMessage object that holds the information. If a
message isn’t being dragged, message iS NULL.

A MouseMoved() function might be implemented to ignore the INSIDE_VIEW case and
respond only when the cursor enters or exits the view. For example, a BView might
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ater itsdisplay to indicate whether or not it can accept a message that has been dragged
toit. Or it might be implemented to change the cursor image when it’s over the view.

MouseMoved() notifications should not be used to track the cursor inside aview. Use
the GetMouse() function instead. GetMouse() providesthe current cursor location plus
information on whether any of the mouse buttons are being held down.

The default version of MouseMoved() is empty.

See also: “Mouse-Moved Events’ on page 48, FilterMouseMoved() inthe BView class,
DragMessage()

MoveBy(), MoveTo()
void MoveBy(float horizontal, float vertical)
void MoveToBPoint point)
void MoveTo(float X, float y)
These functions move the view in its parent’ s coordinate system without altering its size.

MoveBy() adds horizontal coordinate units to the left and right components of the frame
rectangle and vertical units to the top and bottom components. If horizontal and
vertical are positive, the view moves downward and to the right. If they’re negative, it
moves upward and to the left.

MoveTo() moves the upper left corner of the view to point—or to (x, y)—in the parent
view's coordinate system and adjusts all coordinates in the frame rectangle accordingly.

Neither function alters the BView’s bounds rectangle or coordinate system.

None of the values passed to these functions should specify fractional coordinates; the
sides of aview must line up on screen pixels. Fractional values will be rounded to the
closest whole number.

If the BView is attached to a window, these functions cause its parent view to be
updated, so the BView isimmediately displayed inits new location. If it doesn't havea
parent or isn't attached to a window, these functions merely alter its frame rectangle.

See also: FrameMoved(), ResizeBy()

The Interface Kit — 227



Member Functions

MovePenBy(), MovePenTo(), PenLocation()
void MovePenBy(float horizontal, float vertical)

void MovePenTo(BPoint point)
void MovePenTo(float X, float y)

BPoint PenLocation(void)

These functions move the pen (without drawing aline) and report the current pen
location.

MovePenBy() moves the pen horizontal coordinate units to the right and vertical units
downward. If horizontal or vertical are negative, the pen moves in the opposite
direction.

MovePenTo() moves the pen to point—or to (X, y)—in the BView’s coordinate system.
If the penisthe size of just one pixel onthe display device, the point positionsthat pixel.
If the pen isthe size of a sguare with more than one pixel on aside, it positions the pixel
at the left top corner of the square. The pen extends to the right and below the point
specified.

PenLocation() returns the point where the pen is currently positioned in the BView's
coordinate system. The default pen position isat (0.0, 0.0).

Some drawing functions also move the pen—to the end of whatever they draw. In
particular, thisistrue of StrokelLine(), DrawString(), and DrawChar(). Functions that
stroke a closed shape (such as StrokeEllipse()) don’t move the pen.

Like other functions that set graphics parameters, MovePenBy(), MovePenTo(), and
PenLocation() work only for BViewsthat are attached to a window.

See also: SetPenSize()

MoveTo() see MoveBy()

Name() see SetName()

Parent()
BView *Parent(void) const

Returns the BView’s parent, or NULL if the BView doesn’'t have one.

See also: AddChild()

PenLocation() see MovePenBy()
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PenSize() see SetPenSize()

Pulse()
virtual void Pulse(void)

Implemented by derived classes to do something at regular intervals. Pulses are
regularly timed events, like the tick of a clock or the beat of a steady pulse. A BView
receives Pulse() notifications when no other messages are pending, but only if it asksfor
them with the PULSE_NEEDED flag.

Theinterval between Pulse() calls can be set with BWindow’ s SetPulseRate() function.
The default interval is around 500 milliseconds. The pulserateisthe samefor al views
within awindow, but can vary between windows.

Derived classes can implement a Pulse() function to do something that must be repeated
continuously. However, for time-critical actions, you should implement your own
timing mechanism.

The BView version of thisfunction is empty.

See also: SetFlags(), the BView constructor, SetPulseRate() in the BWindow class

RemoveChild()
virtual bool RemoveChild(BView *childView)

Seversthelink between the BView and childView, so that childViewis no longer a child
of the BView. The childView retains al its own children and descendants, but they
become an isolated fragment of aview hierarchy, unattached to a window.

If it succeeds in removing childView, this function returns TRUE. If it fails, it returns
FALSE. It will fail if childView isnot, in fact, achild of the BView.

See also: AddcChild(), RemoveSelf()

RemoveSelf()
bool RemoveSelf(void)

Removes the BView from its parent and returns TRUE, or returns FALSE if the BView
doesn’t have a parent or for some reason can’t be removed from the view hierarchy.

Thisfunction actsjust like RemoveChild(), except that it removes the BView itself
rather than one of its children.

See also: AddChild(), RemoveChild()
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ResizeBy(), ResizeTo()
void ResizeBy(float horizontal, float vertical)
void ResizeTo(float width, float height)

These functions resize the view, without moving its left and top sides. ResizeBy() adds
horizontal coordinate units to the width of the view and vertical unitsto the height.
ResizeTo() makes the view width unitswide and height units high. Both functions agdjust
the right and bottom components of the frame rectangle accordingly.

Since aBView's frame rectangle must be aligned on screen pixels, only integral values
should be passed to these functions. Valueswith fractional components will be rounded
to the nearest whole integer.

If the BView is attached to a window, these functions cause its parent view to be
updated, so the BView isimmediately displayed inits new size. If it doesn’'t have a
parent or isn’t attached to a window, these functions merely ater its frame and bounds
rectangles.

See also: FrameResized(), MoveBy(), Width() and Height() in the BRect class

ResizingMode() see SetResizingMode()

ScroliBy(), ScrollTo()
void ScroliBy(float horizontal, float vertical)

void ScrollTo(BPoint point)
void ScrollTo(float X, float y)

These functions scroll the contents of the view.

ScrollBy() adds horizontal to the left and right components of the BView’s bounds
rectangle, and vertical to the top and bottom components. This serves to shift the
display horizontal coordinate units to the left and vertical units upward. If horizontal
and vertical are negative, the display shifts in the opposite direction.

ScrollTo() shiftsthe contents of the view as much as necessary to put point—or (x, y)—at
the upper left corner of its bounds rectangle. The point is specified in the BView's
coordinate system.

Anything in the view that was visible before scrolling and also visible afterwardsis
automatically redisplayed at its new location. The remainder of the view isinvalidated,
so the BView’s Draw() function will be called to fill in those parts of the display that
were previously invisible. The update rectangle passed to Draw() will be the smallest
rectangle that encloses just these new areas. |If theview isscrolledin only onedirection,
the update rectangle will be exactly the areathat needsto be drawn.
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These function don’t work on BViews that aren’t attached to a window.

See also: GetClippingRegion()

SetBackColor() see SetFrontColor()

SetClippingRegion()
virtual void SetClippingRegion(BRegion *region)

Restricts the drawing that the BView can do to region.

The Application Server keeps track of a clipping region for each BView that’s attached
to awindow. It clipsall drawing the BView doesto that region; the BView can’t draw
outside of it.

By default, the clipping region contains only the visible area of the view and, during an
update, only the area that actually needs to be drawn. By passing aregion to this
function, an application can further restrict the clipping region. When calculating the
clipping region, the Server intersectsit with the region provided. The BView can draw
only in areas common to the region passed and the clipping region as the Server would
otherwise calculate it. The region passed can’t expand the clipping region beyond what
it otherwise would be.

If called during an update, SetClippingRegion() restricts the clipping region only for the
duration of the update.

Callsto SetClippingRegion() are not additive; each region that’s passed replaces the
region that was passed in the previous call.

See also: GetClippingRegion(), Draw()

SetDrawingMode(), DrawingMode()
virtual void SetDrawingMode(drawing_maode mode)
drawing_mode DrawingMode(void) const

These functions set and return the BView’ sdrawing mode. They work only for BViews
that are attached to a window.

The mode can be set to any of the following nine constants:

OP_COPY OP_MIN OP_ADD
OP_OVER OP_MAX OP_SUBTRACT
OP_ERASE OP_INVERT OP_BLEND

The Interface Kit — 231



Member Functions

The default drawing mode is OP_COPY. It and the other modes are explained under
“Drawing Modes’ on page 27 of the introduction to this chapter.

See also: “Drawing Modes’ in the chapter introduction

SetFlags(), Flags()
virtual void SetFlags(ulong mask)
inline ulong Flags(void) const
These functions set and return the flags that inform the Application Server about the

kinds of notifications the BView should receive. The mask set by SetFlags() and the
return value of Flags() is formed from combinations of the following constants:

WILL_DRAW,
FULL_UPDATE_ON_RESIZE,
FRAME_EVENTS, and
PULSE_NEEDED

The flags arefirst set when the BView is constructed; they’re explained in the
description of the BView constructor.

To set just one of the flags, combine it with the current setting:
nyVi ew >Set Fl ags(Fl ags() | FRAME_EVENTS);
The mask passed to SetFlags() and the value returned by Flags() can be 0.

See also: the BView constructor, SetResizingMode()

SetFontName(), SetFoniSize(), SetFontRotation(), SetFontShear(),
SetFontSymbolSet()

virtual void SetFontName(const char * name)
virtual void SetFontSize(float points)
virtual void SetFontRotation(float degrees)
virtual void SetFontShear(float angle)
virtual void SetFontSymbolSet(const char * name)
These functions set characteristics of the font in which the BView draws text. The font

is part of the BView's graphics state. It's used by DrawString() and DrawChar() and
assumed by StringWidth(), GetFontinfo(), and GetCharEdges().

SetFontName() sets the precise name of the font, including the designation of whether
it'sbold, italic, oblique, black, narrow, or some other style. The name passed to this
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function must be the same as the name assigned to the font by the vendor. For example,
this code

Set Font Name(" Futura 11 Italic ATT");
sets the BView's font to the TrueType™ italic Futurall font.

For setFontName() to be successful, the name it’s passed must select afont that's
installed on the user’s machine. The global get_font_name() function can provide the
names of al fontsthat are currently installed. (Users can see the nameslisted in the

Keyboard application’s “Font” menu.)

A handful of fonts are provided with the release, including Times CG ATT, Futurall
ATT, Baskerville M T, and their stylistic variations. < Additional fonts can be installed
by placing them in the proper subdirectory of /system/fonts and rebooting the
machine. >

The names of the bitmap fonts that come with the system are:

chicago
geneva
monaco

They're available only in one size—9.0 points. The default font is*“monaco”. If you
ask for afont that isn’t available, you'll get monaco instead.

< Currently, you must specifically ask for abitmap font. In the future, bitmap
equivaentsto the outline fonts will be automatically provided for on-screen display. >

SetFontSize() sets the size of the font. Valid sizes range from 4 points through 999
points. < Currently, fractional font sizes are not supported. >

SetFontRotation() setsthe rotation of the baseline. The baseline rotates
counterclockwise from an axis on the left side of the character. The default (horizontal)
baselineisat 0°. For example, this code

Set Font Rot at i on(45. 0);
DrawString("to the northeast");

would draw a string that extended upwards and to theright. < Currently, fractional
angles of rotation are not supported. >

SetFontShear() setsthe angle at which characters are drawn relative to the baseline. The
default (perpendicular) shear for al font styles, including oblique and italic ones, is
90.0°. The shear is measured counterclockwise and can be adjusted within the range
45.0° (danted to the right) through 135.0° (slanted to the left). < Currently, fractional
shear angles are not supported. >

SetFontSymbolSet() determines the set of characters that can be displayed. A character
set maps graphic symbols (glyphs) to character values (ASCII codes). Sets differ
mainly in which symbols they associate with character values beyond the traditional
ASCII range (above 0x7f).
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The default symbol set is“Macintosh”; there are many other possibilities, including:
“1SO 8859/9 Latin 57, “Legal”, “PC-850 Multilingual”, and “Windows 3.1 Latin 2".
The get_symbol_set_name() global function can provide alist of all currently available
symbol sets.

Except for the bitmap fonts, every font implements every symbol set. However, some
fonts may not provide all the charactersin every set.

These five font functions work only for BViews that are attached to awindow. < The
SetFontSize(), SetFontRotation(), and SetFontShear() functions don’'t work for bitmap
fonts. >

Derived classes can override these functions to take any collateral measures required by
thefont change. For example, BTextView and BListView override them to redisplay the
text in the new font.

See also: GetFontinfo(), AttachedToWindow(), get_font_name(),
get_symbol_set_name()

SetFrontColor(), FrontColor(), SetBackColor(), BackColor()

virtual void SetFrontColor(rgb_color aColor)
void SetFrontColor(uchar red, uchar green, uchar blue, uchar alpha = 0)

rgb_color FrontColor(void)

virtual void SetBackColor(rgh_color aColor)
void SetBackColor(uchar red, uchar green, uchar blue, uchar alpha = Q)

rgb_color BackColor(void)

These functions set and return the current front and background colors of the BView.
They work only for BViews that are attached to a window.

Thefront and background colors combine to form a pattern that’ s passed as an argument
to most Stroke...() and Fill...() drawing functions. The solid_front pattern is the front
color alone, and solid_back is the background color alone.

The default front color is black—red, green, and blue values all equal to 0. The default
background color is white—red, green, and blue values all equal to 255. < The alpha
component of the color is currently ignored. >

The versions of SetFrontColor() and SetBackColor() that take separate argumentsfor the
red, blue, and green color components work by creating an rgb_color data structure and
passing it to the corresponding function that’ s declared virtual. Therefore, if you want to
augment either function in some way, you need only override the rgb_color version.

See also: “Patterns’ on page 25 of the chapter introduction, SetViewColor()
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SetName(), Name()
void SetName(const char * string)
const char *Name(void) const

These functions set and return the name that identifies the BView. The nameis
originaly set by the BView constructor. SetName() assignsthe BView anew name, and
Name() returns the current name. The string returned by Name() belongsto the BView
object; it shouldn’t be altered or freed.

See also: the BView constructor, FindView()

SetPenSize(), PenSize()
virtual void SetPenSize(float size)
float PenSize(void)

SetPenSize() setsthe size of the BView’s pen—the graphics parameter that determines
the thickness of stroked lines—and PenSize() returns the current pen size.

The pen sizeistrandated from coordinate units to a device-specific number of pixels.

The pen is asquare with that number of pixelson aside. When it strokesaline, the left
top pixel in the square follows the path of the line from pixel to pixel. Therefore, if the
pen square has more than one pixel on aside, it extendsto the right and hangs below the
path being stroked. Asit moves aong the path, the pen paints the pixels that it touches.

The default pen sizeis 1.0 coordinate unit. It can be set to any non-negative value,
including 0.0. If set to 0.0, the sizeistranslated to 1 pixel for all output devices. This
guarantees that it will always draw the thinnest possible line no matter what the device.

Thus, lines drawn with pen sizes of 1.0 and 0.0 will look alike on the screen (one pixel
thick), but the line drawn with a pen size of 1.0 will be 1/72 of an inch thick when
printed, however many printer pixels that takes, while the line drawn with a0.0 pen size
will be just one pixel thick.

These functions can set and return the pen size only if the BView is attached to a
window.

See also: “The Pen” on page 24 and “Picking Pixelsto Stroke and Fill” on page 34 of
the chapter introduction, StrokeArc() and the other Stroke...() functions, MovePenBy()
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SetResizingMode(), ResizingMode()
virtual void SetResizingMode (ulong mode)
inline ulong ResizingMode(void) const
Thesefunctions set and return the BView’ sautomatic resizing mode. Theresizing mode

isfirst set when the BView is constructed. The various possible modes are explained
where the constructor is described.

See also: the BView constructor, SetFlags()

SetViewColor()

void SetViewColor(rgh_color color)
Sets the color that’s shown in al areas of the view rectangle that the BView doesn’'t
cover with its own drawing. When the clipping region is erased prior to an update, it's

erased to the view color. When aview isresized to expose new areas that it doesn’'t
draw in, the new areas are displayed in the view color.

The view color can be set only after the view is attached to awindow. It's best to set it
before the window is shown on-screen. The default color iswhite.

See also: “TheView Color” on page 22 of the introduction to the chapter,
SetFrontColor()

Show() see Hide()

StringWidth()

float stringWidth(const char * string) const
float stringWidth(const char * string, long length) const

Returns how much room is required to draw length characters of string in the BView’s
current font. If no length is specified, the entire string is measured, up to the null
character, ‘\O", which terminatesit. The return value totals the width of all the
characters. It measures, in coordinate units, the length of the baseline required to draw
the string.

This function works only for BViews that are attached to awindow (since only attached
views have a current font).

See also: GetFontinfo(), GetCharEscapements()

236 — The Interface Kit DR3



DR3

Member Functions

StrokeArc(), FillArc()

void StrokeArc(BRect rect, float angle, float span,
const pattern *aPattern = & solid_front)
void StrokeArc(BPoint center, float xRadius, float yRadius,
float angle, float span,
const pattern *aPattern = & solid_front)

void FillArc(BRect rect, float angle, float span,

const pattern *aPattern = &solid_front)
void FillArc(BPoint center, float xRadius, float yRadius,

float angle, float span,

const pattern *aPattern = & solid_front)

These functionsdraw an arc, aportion of an ellipse. StrokeArc() strokesaline along the
path of the arc. FillArc() fills the wedge defined by straight lines stretching from the
center of the ellipse of which the arc is a part to the end points of the arc itself. For
example:

The arc is a section of the ellipse inscribed in rect—or the ellipse located at center,
where the horizontal distance from the center to the edge of the ellipse is measured by
xRadius and the vertical distance from the center to the edge is measured by yRadius.

The arc starts at angle and stretches along the ellipse for span degrees, where angular
coordinates are measured counterclockwise with 0° on the right, as shown below:

90.0°
135.0° 45.0°
180.0° 0.0°
225.0° 315.0°
270.0°

For example, if angle is 180.0° and span is 90.0°, the arc would be the lower left quarter
of theelipse. Thesamearc would bedrawn if angle were 270.0° and span were —90.0°.
< Currently, angle and span measurements in fractions of a degree are not supported. >

The Interface Kit — 237



Member Functions

The width of the line drawn by StrokeArc() is determined by the current pen size. Both
functions draw using aPattern—aor, if no pattern is specified, using the current front
color. Neither function alters the current pen position.

See also: StrokeEllipse()

StrokeéEllipse(), FillEllipse()

void StrokeEllipse(BRect rect, const pattern *aPattern = & solid_front)
void StrokeEllipse(BPoint center, float xRadius, float yRadius,
const pattern *aPattern = & solid_front)

void FillEllipse(BRect rect, const pattern * aPattern = & solid_front)
void FillEllipse(BPoint center, float xRadius, float yRadius,
const pattern *aPattern = & solid_front)

These functions draw an ellipse. StrokekEllipse() strokes aline around the perimeter of
the ellipse and FillEllipse() fills the area the ellipse encloses.

The ellipse hasits center at center. The horizontal distance from the center to the edge
of the ellipse is measured by xRadius and the vertical distance from the center to the
edge is measured by yRadius. If xRadius and yRadius are the same, the ellipse will bea
circle.

Alternatively, the ellipse can be described as onethat’ sinscribed inrect. If the rectangle
isasguare, the ellipse will be acircle.

The width of the line drawn by StrokeEllipse() is determined by the current pen size.
Both functions draw using aPattern—or, if no pattern is specified, using the current
front color. Neither function alters the current pen position.

See also: SetPenSize()

Strokeline()

void StrokelLine(BPoint start, BPoint end, const pattern *aPattern = & solid_front)
void StrokeLine(BPoint end, const pattern * aPattern = & solid_front)

Draws a straight line between the start and end points—or, if no starting point is given,
between the current pen position and end point—and leaves the pen at the end point.

This function draws the line using the current pen size and the specified pattern. If no
pattern is specified, the lineis drawn in the current front color.

See also: SetPenSize(), BeginLineArray()
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StrokePolygon(), FillPolygon()

void StrokePolygon(BPolygon * polygon,

const pattern *aPattern = & solid_front)
void StrokePolygon(BPoint * pointList, long humPoints,

const pattern *aPattern = & solid_front)
void StrokePolygon(BPoint * pointList, long numPoints, BRect rect,

const pattern *aPattern = &solid_front)

void FillPolygon(BPolygon * aPolygon,

const pattern *aPattern = & solid_front)
void FillPolygon(BPoint * pointList, long humPoints,

const pattern *aPattern = & solid_front)
void FillPolygon(BPoint * pointList, long numPoints, BRect rect,

const pattern *aPattern = & solid_front)

These functions draw a polygon with an arbitrary number of sides. StrokePolygon()
strokes aline around the edge of the polygon using the current pen size. If apointListis
specified rather than a BPolygon object, this function strokes a line from point to point,
connecting thefirst and last pointsif they aren’t identical. FillPolygon() fillsin the entire
area enclosed by the polygon.

Both functions must cal culate the frame rectangle of a polygon constructed from a point
list—that is, the smallest rectangle that contains all the points in the polygon. If you
know what this rectangleis, you can make the function somewhat more efficient by
passing it as the rect parameter.

Both functions draw using the specified pattern—or, if no pattern is specified, in the
current front color. Neither function alters the current pen position.

< Currently, StrokePolygon() doesn’'t accept pen sizes other than 1 or patterns other than
the default. >

See also: SetPenSize(), the BPolygon class

StrokeReck(), FillRect()
void StrokeRect(BRect rect, const pattern * aPattern = & solid_front)
void FillRect(BRect rect, const pattern *aPattern = & solid_front)

These functions draw arectangle. StrokeRect() strokes aline around the edge of the
rectangle; the width of the line is determined by the current pen size. FillRect() fillsin
the entire rectangle.

Both functions draw using the pattern specified by aPattern—or, if no patternis
specified, in the current front color. Neither function alters the current pen position.

See also: SetPenSize(), StrokeRoundRect()
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StrokeRoundRect(), FillRoundRect()

void StrokeRoundRect(BRect rect, float xRadius, float yRadius,
const pattern *aPattern = &solid_front)

void FillRoundRect(BRect rect, float xRadius, float yRadius,
const pattern *aPattern = & solid_front)

These functions draw arectangle with rounded corners. The corner arc is one-quarter of
an ellipse, where the ellipse would have a horizontal radius equal to xRadius and a
vertical radius equal to yRadius.

Except for the rounded corners of the rectangle, these functions work exactly like
StrokeRect() and FillRect().

Both functions draw using the pattern specified by aPattern—or, if no patternis
specified, in the current front color. Neither function alters the current pen position.

See also: StrokeRect(), StrokeEllipse()

StrokeTriangle(), FillTriangle()

void StrokeTriangle(BPoint firstPoint, BPoint secondPoint, BPoint thirdPoint,
const pattern *aPattern = &solid_front)

void StrokeTriangle(BPoint firstPoint, BPoint secondPoint, BPoint thirdPoint,
BRect rect,
const pattern *aPattern = & solid_front)

void FillTriangle (BPoint firstPoint, BPoint secondPoint, BPoint thirdPoint,
const pattern *aPattern = & solid_front)

void FillTriangle (BPoint firstPoint, BPoint secondPoint, BPoint thirdPoint,
BRect rect,
const pattern *aPattern = & solid_front)

These functions draw atriangle, athree-sided polygon. StrokeTriangle() strokes aline
the width of the current pen size from the first point to the second, from the second point
to the third, then back to thefirst point. FillTriangle() fillsin the areathat the three points
enclose.

Each function must calculate the smallest rectangle that contains the triangle. If you
know what this rectangle is, you can make the function marginally more efficient by
passing it as the rect parameter.

Both functions do their drawing using the pattern specified by aPattern—aor, if no
pattern is specified, in the current front color. Neither function alters the current pen
position.

< Currently, strokeTriangle() doesn’'t accept pen sizes other than 1 or patterns other than
the default. >

See also: SetPenSize()
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Sync() see Flush()

Window(), Looper()

BWindow *Window(void) const

virtual BLooper *Looper(void) const
Both these functions return the BWindow to which the BView belongs, or NULL if the
BView hasn't yet been attached to awindow. Looper() overrides the virtua function

first declared in the BReceiver class to return the BWindow as a pointer to a BL ooper
object. Window() returnsit more directly as a pointer to a BWindow.

See also: Looper() in the BReceiver class of the Application Kit, AddChild() in both
this and the BWindow class, AttachedToWindow()

WindowActivated()
virtual void WindowActivated(bool active)

Implemented by derived classesto take whatever steps are necessary whenthe BView's
window becomes the active window, or when the window gives up that status. If active
iSTRUE, the window has become active. If activeisFALSE, it no longer isthe active
window.

All objects in the view hierarchy receive WindowActivated() notifications when the
status of the window changes.

BView’s version of this function is empty.

See also: WindowActivated() in the BWindow class
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BWindow

Derived from: public BLooper
Declared in: <interface/Window.h>
Overview

The BWindow class defines an application interface to windows. Each BWindow object
corresponds to one window in the user interface.

At the most basic level, it’s the Application Server’s responsibility to provide an
application with the windows it needs. The Server allocates the memory each window
requires, renders images in the window on instructions from the application, and
manages the user interface. 1t equips windows with all the accouterments that let users
activate, move, resize, reorder, hide, and close them. These user actions are not
mediated by the application; they’re handled within the Application Server alone.
However, the Server sends the application messages notifying it of user actions that
affect the window. A class derived from BWindow can implement virtual functions
such as FrameResized(), QuitRequested(), and WindowActivated() to respond to these

messages.
BWindow objects are the application’s interface to the Server’s windows:

» Creating aBWindow object instructs the Application Server to produce awindow
that can be displayed to the user. The BWindow constructor determineswhat kind
of window it will be and how it will behave. The window isinitialy hidden; the
Show() function makesit visible on-screen.

» BWindow functions give the application the ability to manipulate the window
programmati cally—to activate, move, resize, reorder, hide, and closeit just asa
user might.

¢ Classes derived from BWindow can implement functions that respond to events
affecting the window.

BWindow objects communicate directly with the Server. However, before this
communication can take place, the constructor for the BApplication object must
establish aninitial connection to the Server. Y ou must construct the BApplication object
before the first BWindow.
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View Hierarchy

A window can display images, but it can’t produce them. To draw within awindow, an
application needs a collection of various BView objects. For example, awindow might
have several check boxes or radio buttons, alist of names, some scroll bars, and a
scrollable display of pictures or text—all provided by aobjects that inherit from the
BView class.

These BViews are created by the application and are associated with the BWindow by
arranging them in a hierarchy under atop view, aview that fills the entire content area of
the window. Views are added to the hierarchy by making them children of views
aready in the hierarchy, which at the outset means children of the top view.

A BWindow doesn’t reveal the identity of itstop view, but it does have functionsthat act
onthetop view’sbehalf. For example, BWindow's AddChild() function adds aview to
the hierarchy as achild of the top view. ItsFindView() function searches the view
hierarchy beginning with the top view.

Window Threads

Each window runsin its own thread—aboth in the Application Server and in the
application. When it’s constructed, a BWindow object spawns a window thread for the
application and begins running a message loop where it receives reports of user actions
associated with thewindow. Y ou don't haveto call Run() to get the message loop going,
asyou do for other BLoopers; Run() is called for you at construction time.

Actionsinitiated from a BWindow’ s message |oop are executed in the window’ sthread.
This, of course, includesal actionsthat are spun off from the original event notification.
For example, if the user clicks a button in awindow and thisinitiates a series of
calculationsinvolving avariety of objects, those calculations will be executed in the
thread of the window where the button is located (unless the calculation explicitly
spawns other threads or posts messages to other BLoopers).

Quitting

To “close” awindow isto remove the window from the screen, quit the message loop,
kill the window thread, and delete the BWindow object. Asisthe case for other
BL oopers, this processisinitiated by a request to quit—a QUIT_REQUESTED message.

For aBWindow, arequest to quit isan event that might be reported from the Application
Server (aswhen the user clicks awindow’ s close box) or from within the application (as
when the user clicksa“Close” menu item).

To respond to quit-requested events, classes derived from BWindow implement
QuitRequested() functions. QuitRequested() can prevent the window from closing, or
take whatever action is appropriate before the window isdestroyed. It typically interacts
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with the user, asking, for example, whether recent changes to a document should be

saved.

QuitRequested() is a hook function declared in the BLooper class; it's not documented
here. Seethe BLooper classin the Application Kit for information on the function and
on how classes derived from BWindow might implement it.

Hook Functions

FilterKkeyDown()

FilterMessageDropped()

FillerMouseDown()

FillerMouseMoved()

FixMenus()

FrameMoved()

FrameResized()

SavePanelClosed()

SaveRequested()

WindowActivated()

DR3

Can be implemented to filter reports of key-down events
before they're dispatched by calling the focus view's
KeyDown() function.

Can beimplemented to filter reports of message-dropped
events before they’re dispatched by calling aBView’s
MessageDropped() function.

Can be implemented to filter reports of mouse-down
events before they’re dispatched by calling aBView's
MouseDown() function.

Can be implemented to filter reports of mouse-moved
events before they’re dispatched by calling aBView's
MouseMoved() function.

Can be implemented to make sure menu data structures
are up to date before the menu is displayed to the user.

Can be implemented to take note of the fact that the
window has moved.

Can be implemented to take note of the fact that the
window has been resized.

Can be implemented to take note when the window’s
save pand closes.

Can be implemented to save the document displayed in
the window when the user requestsit in the save panel.

Can beimplemented to take whatever action is necessary
when the window becomes the active window, or when it
| oses that status.
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Constructor and Destructor

BWindow()
BWindow(BRect frame, const char *title, window_type type, ulong flags)

Produces a new window with the frame content area, spawns a new thread of execution
for the window, and begins running a message loop in that thread.

Thefirst argument, frame, measures only the content area of the window; it excludesthe
border and thetitle tab at the top. The window’s top view will be exactly the same size
and shape as its frame rectangle—though the top view islocated in the window’s
coordinate system and the window’s frame rectangle is specified in the screen
coordinate system.

For the window to become visible on-screen, the frame rectangle you assign it must lie
within the frame rectangle of the screen. You can find the current dimensions of the
screen by calling get_screen_info(). In addition, both the width and height of frame
must be greater than O.

Since awindow is always aligned on screen pixels, the sides of its frame rectangle must
haveintegral coordinate values. Any fractional coordinatesthat are passed in frame will
be rounded to the nearest whole number.

The second argument, title, sets the title the window will display if it hasatab and also
determines the name of the window thread. The thread name is astring that prefixes
“w>" to the title in the following format:

"wetitle"

If thetitleislong, only as many characters will be used as will fit within the limited
length of athread name. (Only the thread name is limited, not the window title.) The
title (and thread name) can be changed with the SefTitle() function.

Thetitle must be set, even if the window doesn’t have atab to display it; it can’t be NULL,
but it can be an empty string.

The type of window is set by one of the following constants:

MODAL WINDOW A modal window, onethat disables other activity in
the application until the user dismissesit. It hasa
border but no tab to display atitle.

BORDERED_WINDOW An ordinary (nonmodal) window with aborder but
no tab.
TITLED_WINDOW A window with a border and atab. Most windows

are of thistype. Thetitleisdisplayed in the tab.

SHADOWED_WINDOW A window with a border and tab, and adrop
shadow on its right and bottom sides.
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The tab, border, and drop shadow are drawn around the window’s frame rectangle.

The final argument, flags, is a mask that determines the behavior of the window. It's
formed by combining constants from the following set:

NOT_MOVABLE

NOT_H_RESIZABLE

NOT_V_RESIZABLE

NOT_RESIZABLE

NOT_CLOSABLE

NOT_ZOOMABLE

ACCEPTS_FIRST_CLICK

FLOATS

Prevents the user from being able to move the
window. By default, awindow with atab at thetop
is movable.

Prevents the user from resizing the window
horizontally. A window is horizontally resizable
by default.

Prevents the user from resizing the window
vertically. A window is vertically resizable by
default.

Prevents the user from resizing the window in any
direction. Thisconstant isashorthand that you can
substitute for the combination of NOT_H_RESIZABLE
and NOT_V_RESIZABLE. A window is resizable by
default.

Prevents the user from closing the window
(eliminates the close box from itstab). Windows
with title tabs have a close box by default.

Prevents the user from expanding the window to
the full size of the screen.

Enables the BWindow to receive mouse-down and
mouse-up messages even when it isn’t the active
window. By default, aclick in awindow that isn’t
the active window brings the window to the front
and makes it active, but doesn’t get reported to the
application. If aBWindow acceptsthefirst click,
the event gets reported to the application, but it
doesn’t make the window active. The BView that
responds to the mouse-down message must take
responsibility for activating the window.

Causes the window to float in front of other
windows.

If flagsis O, the window will be one the user can move, resize, close, and zoom. It won't

float or accept thefirst click.

The window’s message |oop reads messages delivered to the window and dispatches
them by calling a virtual function of the responsible object. The responsible object is
usually one of the BViews in the window’s view hierarchy. Views are notified of event
messages through MouseDown(), KeyDown(), MessageDropped(), MouseMoved() and
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other virtual function calls. However, sometimesthe responsible object isthe BWindow
itself. It handles FrameMoved(), QuitRequested(), WindowActivated() and other
notifications.

The message loop begins to run when the BWindow is constructed and continues until
the window is told to quit and the BWindow object is deleted. Everything the window
thread doesisinitiated by a message of some kind.

See also: SetFlags(), SetTitle()

~BWindow()
virtual ~BWindow (void)

Frees all memory that the BWindow allocated for itself.

Call the @uit() function to destroy the BWindow object; don’t use the delete operator.
Quit() does everything that’'s necessary to shut down the window—such as remove its
connection to the Application Server and get rid of its views—and invokes delete at the
appropriate time.

See also: Quit()

Member Functions

Activate()
void Activate(bool flag = TRUE)

Makes the BWindow the active window (if flag iSTRUE), or causesit to relinquish that
status (if flag is FALSE). When this function activates a window, it reorders the window
to the front <of itstier>, highlightsits tab, and makes it the window responsible for
handling subsequent keyboard events. When it deactivates awindow, it undoesall these
things. It reorders the window to the back <of its tier> and removes the highlighting
fromitstab. Another window (the new active window) becomes the target for keyboard
events.

When aBWindow is activated or deactivated (whether programmatically through this
function or by the user), it and all the BViews in itsview hierarchy receive
WindowActivated() notifications.

This function will not activate a window that’s hidden.

See also: WindowActivated() in thisand the BView class
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AddChild()
virtual void AddChild(BView *aView)

Adds aView to the hierarchy of views associated with the window, making it a child of
the window’s top view. If aView already has a parent, it's forcibly removed from that
family and adopted into thisone. A view can live with but one parent at atime.

Thisfunction calls aView's AttachedToWindow() function to inform it that it now
belongs to the BWindow. Every view that descends from aView also becomes attached
to the window and receives its own AttachedToWindow() notification.

See also: AddChild() and AttachedToWindow() in the BView class, RemoveChild()

AddShortcut(), RemoveShortcut()

void AddShortcut(ulong aChar, ulong modifiers, BM essage * message)
void Addshortcut(ulong aChar, ulong modifiers, BMessage * message,
BView *target)

void RemoveShortcut(ulong aChar, ulong modifiers)

These functions set up, and tear down, keyboard shortcuts for thewindow. A shortcutis
acharacter (aChar) that the user can type, in combination with the Command key and
possibly one or more other modifiers to issue an instruction to the application. For
example, Command-r might rotate what’s displayed within a particular view. The
instruction is issued by posting a BMessage to the window thread.

Keyboard shortcuts are commonly associated with menu items. However, do not use
these functions to set up shortcuts for menus; use the BMenultem constructor instead.
These BWindow functions are for shortcuts that aren’t associated with amenu. (The
version of AddShortcut() that takes a BMenultem argument, declared in the header file
but not documented here, isfor the internal use of the Interface Kit only.)

AddShortcut() registers a new window-specific keyboard shortcut. Thefirst two
arguments, aChar and modifiers, specify the character and the modifier states that
together will issue the instruction. modifiersisamask that combines any of the usual
modifier constants (see the Modifiers() function for the full list). Typically, it's one or
more of these four (or it's 0):

SHIFT_KEY
CONTROL_KEY
OPTION_KEY
COMMAND_KEY

COMMAND_KEY isassumed; it doesn’'t have to be specified. The character value that's
passed as an argument should reflect the modifier keysthat arerequired. For example, if
the shortcut is Command-Shift-C, aChar should be ‘C’, not ‘c’.
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Theinstruction that the shortcut issues is embodied in amodel message that the
BWindow will copy and post whenever it’s notified of a key-down event matching the
aChar and modifiers combination (including COMMAND_KEY).

Before posting the message, it adds one data entry to the copy:

Data name Type code Description
“when” LONG_TYPE When the key-down event occurred, as

measured in milliseconds from the time
the machine was last booted.

The model message shouldn’t contain an entry of the same name.

The message is posted to the BWindow. If atarget BView is specified, it will be named
asthe message receiver. If atargetisn’t specified, the current focus view will be named
asthereceiver. If thereis no focus view, the BWindow will act asthe receiver.

The message is dispatched by calling the receiver's MessageReceived() function. If
you add a keyboard shortcut to a window, you must implement a MessageReceived()
function that can respond to the message the shortcut generates.

(Note, however, that if the message has QUIT_REQUESTED or the constant for another
interface event as its what data member, it will be dispatched by calling a specific
function, like QuitRequested(), not MessageReceived().)

RemoveShortcut() unregisters a keyboard shortcut that was previously added.

See also: MessageReceived(), FilterkeyDown(), the BMenultem constructor

Bounds()
BRect Bounds(void) const

Returns the current bounds rectangle of the window. The bounds rectangle enclosesthe
content area of the window and is stated in the window’ s coordinate system. It'sexactly
the same size as the frame rectangle, but its left and top sides are always 0.0.

See also: Frame()

ChildAt(), CountChildren()

BView *ChildAt(long index) const

long CountChildren(void) const
< These first of these functions returns the child BView at index, or NULL if there’'s no
such child of the BWindow’s top view. Indices begin at 0 and there are no gapsin the

list. The second function returns the number of children the top view has. Do not rely
on these functions as they may not remain inthe API. >
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Close() see Quit()

CloseSavePanel() see RunSavePanel()

ConvertToScreen(), ConvertFromScreen()

void ConvertToScreen(BPoint *windowPoint) const
void ConveriToScreen(BRect * windowRect) const

void ConvertFromScreen(BPoint * screenPoint) const
void ConvertFromScreen(BRect * screenRect) const

These functions convert points and rectangles to and from the global screen coordinate
system. ConveriToScreen() converts the point referred to by windowPoaint, or the
rectangle referred to by windowRect, from the window coordinate system to the screen
coordinate system. ConvertFromScreen() makes the opposite conversion; it converts
the point referred to by screenPoint, or the rectangle referred to by screenRect, from the
screen coordinate system to the window coordinate system.

The window coordinate system hasits origin, (0.0, 0.0), at the left top corner of the
window’s content area.

See also: ConverToScreen() in the BView class

CurrentFocus(), PreferredReceiver()
BView * CurrentFocus(void) const

virtual BReceiver * PreferredReceiver(void) const

Both these functions return the current focus view for the BWindow, or NULL if no view
iscurrently in focus. CurrentFocus() returns the object as a BView, and
PreferredReceiver() overrides the BLooper function to return it as a BReceiver.

The focus view isthe BView that’s responsible for showing the current selection and
handling keyboard events when the window is the active window.

Various other objects in the Interface Kit, such as BButtons and BMenultems, call
PreferredReceiver() to discover where they should post messages when they are
targeted to post them to the BWindow, but don’t have a specific receiver. This
mechanism permits these objectsto be targeted to the current focus view. Thus, amenu
item or a control device can be set up to always act on whatever BView happens to be
displaying the current selection.

See also: MakeFocus() and IsfFocus() in the BView class, SetTarget() in the BControl,
BListView, and BMenultem classes, PreferredReceiver() in the BLooper class

DefaultButton() see SetDefaultButton()
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DisableUpdates(), EnableUpdates()
void DisableUpdates(void)
void EnableUpdates(void)

These function disable automatic updating within the window, and re-enable it again.
Updating is enabled by default, so every user action that changes aview and every
program action that invalidates a view’s contents causes the view to be automatically
redrawn.

This may be inefficient when there are a number of changesto aview, or to a group of
views within awindow. In this case, you can temporarily disable the updating
mechanism by calling DisableUpdates(), make the changes, then call EnableUpdates()
to re-enable updating and have all the changes displayed at once.

See also: Invalidate() in the BView class, UpdatelfNeeded()

DispatchMessage()
virtual void DispatchMessage(BMessage * message, BReceiver * receiver)

Overridesthe BLooper function to dispatch messages asthey’ re received by the window
thread. Thisfunction iscalled for you each time the BWindow takes a message from its
queue. It dispatches the message by calling the virtual function that’s designated to
begin the application’s response.

« It dispatches messages that report system-defined events by calling an event-
specific virtual functionimplemented for the BWindow or theresponsible BView.
See “Hook Functions for Interface Events’ on page 42 of the introduction to this
chapter for alist of these functions.

It digpatches other messages by calling the targeted receiver’s
MessageReceived() function.

Derived classes can override DispatchMessage() to make it dispatch specific kinds of
messages in other ways. For example:

voi d MyW ndow: : Di spat chMessage( BMessage *nessage)

{
if ( message->what == MAKE_PREDI CTI ON\S )
pr edi ct or - >GuessAbout (message) ;
el se
BW ndow: : Di spat chMessage( nessage) ;
}

The message |oop deletes every message it receives when the function that
DispatchMessage() calls, and DispatchMessage() itself, return. The message should
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not be deleted in application code (unless DetachCurrentMessage() isfirst called to
detach it from the message |oop).

See also: the BMessage class, DispatchMessage() and CurrentMessage() in the
BLooper class

EnableUpdates() see DisableUpdates()

FilterKeyDown()
virtual bool FilterKeyDown(ulong *aChar, BView **target)

Implemented by derived classes to interpret a key-down event before the window’s
focusview isnotified with aKeyDown() function call. Thefirst argument, aChar, points
to the character reported in the event. The second argument, target, points to the focus
BView that's dated to receive the KeyDown() notification.

FilterKkeyDown() is called for every key-down event that’ s reported to the window, except
for those that might correspond to keyboard shortcuts. If it returnsTRUE, the KeyDown()
virtual function implemented for the target view will be called. If it returns FALSE,
KeyDown() isn’t called and the key-down event isn’t handled (except to the extent that
FilterKeyDown() itself might be implemented to handle it).

Before returning TRUE, this function can change the aChar value that will be passed to
KeyDown(). (This, however, won't changethe*char” entry of the BM essage object that
reported the event and that CurrentMessage() returns). It can also change the target
BView to another view located within the same window. For example:

bool MView : Fil er KeyDown(ul ong *aChar, BView **target)
{

if ( *target->IsVeryMichDi sabl ed() )
*target = *target->Parent();

if ( *aChar == ENTER )
*aChar = TAB;

}

Neither FilterKeyDown() nor KeyDown() is called for key-down events that are potential
keyboard shortcuts—that is, for any key-down event that's produced while holding
down a Command key.

The BWindow version of FilterkeyDown() makes no changesto either the character or
the target BView and simply returns TRUE.

See also: KeyDown() inthe BView class, AddShortcut(), Modifiers(), “ Key-Down
Events’ on page 46 of the introduction
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FilterMessageDropped()

virtual bool FilterMessageDropped(BM essage * message, BPoint point,
BView **target)

Implemented by derived classesto preview a message-dropped event before
MessageDropped() is called for any of the window’s BViews. The first argument,
message, is the dropped message (not the message that reports the message-dropped
event, but the message that the user dragged and dropped). The second argument, point,
isthe location of the cursor when the message was dropped; it's stated in the window’s
coordinate system.

The third argument, target, points to the BView that’s scheduled to receive the
MessageDropped() notification. It'sthe view located at point. However,
FilterMessageDropped() can be implemented to replace the target BView with another
view located within the same window. The replacement BView will then be notified
instead.

FilterMessageDropped() is called whenever the user drops a dragged message within
the window. By returning TRUE, it permits the target’s MessageDropped() function to
be caled. By returning FALSE, it prevents any BView from notified of the message-
dropped event.

The default version of FilterMessageDropped() Simply returns TRUE.

See also: MessageDropped() in the BView class, CurrentMessage() in the BLooper
class, “Message-Dropped Events’ on page 49 of the introduction

FilterMouseDown()
virtual bool FilterMouseDown(BPoint point, BView **target)

Implemented by derived classesto return TRUE if the mouse-down event located at point
should be handled by a subsequent call to the target view’ s MouseDown() function, and
FALSE if MouseDown() should not be caled. The point is stated in the target view’s
coordinate system.

Before returning TRUE, this function can ater the BView that will receive the
MouseDown() notification—simply by changing the object that target pointsto. The
replacement target must be located in view hierarchy of the same window.

FilterMouseDown() is called for every mouse-down event within the window.
BWindow’s default version of the function never aters point and always returns TRUE.

See also: MouseDown() in the BView class, CurrentMessage() in the BLooper class,
“Mouse-Down Events’ on page 47 in the chapter introduction
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FilterMouseMoved()

virtual bool FilterMouseMoved(BPoint point, ulong area, BMessage * message,
BView **target)

Implemented by derived classes to preview a mouse-moved event before
MouseMoved() is called for any of the window’s BViews.

FilterMouseMoved() is called once for every mouse-moved event associated with the
window. The event reports that the user has moved the cursor to a new point in the
window’ s coordinate system. Normally, the BView that the cursor isover is notified by
calling its MouseMoved() virtual function. If the cursor has moved out of one view and
into another, both BViews are notified. However, by returning FALSE,
FilterMouseMoved() prevents any BViews from being notified of the event. A return of
TRUE permits MouseMoved() to be called.

Thefirst argument, point, isthe current location of the cursor, stated in the window’s
coordinate system. The second argument, area, conveys which part of the window the
cursor isover. It will be one of the following constants:

CONTENT_AREA The cursor is over the content area of the window.
CLOSE_BOX The cursor is over the close box in the title tab.
TITLE_BAR The cursor isinside the tab, but not over the close box.
RESIZE_AREA The cursor is over the areain the right bottom corner

where the window can be resized.

UNKNOWN_AREA It sunknown where the cursor is, probably becauseit just
left the window.

If the cursor is over aBView in the window’s content area, a pointer to the view is
passed as the final argument, target. If the cursor isn't over a BView, target pointsto a
NULL value.

In the normal course of events, the target view will receive a MouseMoved()
notification, provided FilterMouseMoved() returnsTRUE. However, before returning
TRUE, FilterMouseMoved() can alter the target view. Depending on which BView is
chosen, the replacement BView will receive a MouseMoved() notification informing it
either that the cursor has just entered it—even though the cursor is really inside another
view—or that the cursor has moved somewhere else inside it, having previously
entered—even though the cursor is actually no longer inside the view. |f the cursor had
previoudly entered thetarget view passed to this function, that view will be notified that
the cursor has left it, even though it really hasn’t.

If the user is moving the cursor to drag a BM essage object, the third argument, message,
points to the dragged BMessage. |If nothing is being dragged, message is NULL.
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The BWindow version of this function simply returns TRUE.

See also: MouseMoved() and DragMessage() in the BView class, “Mouse-Moved
Events’ on page 48 of the chapter introduction

FindView()

BView *FindView(BPoint point) const
BView *FindView(const char * name) const

Returnsthe view located at point within the window, or the view tagged with name. The
point is specified in the window’s coordinate system (the coordinate system of its top
view), which has the origin at the upper left corner of the window’s content area.

If no view islocated at the point given, or no view within the window has the name
given, this function returns NULL.

See also: FindView() inthe BView class

FixMenus()
virtual void FixMenus(void)

Implemented by derived classes to make sure menus are up-to-date before they're
placed on-screen. Thisfunction iscalled just before a menu belonging to the window is
about to be shown to the user. It gives the BWindow a chance to make any required
aterations—for example, disabling or enabling particular items—so that the menus are
in sync with the current state of the window.

See also: the BMenu and BMenultem classes

Flush()
void Flush(void) const

Flushes the window’s connection to the Application Server, sending whatever happens
to be in the out-going buffer to the Server. The buffer is automatically flushed on every
update and after each message.

This function has the same effect as the Flush() function defined for the BView class.

See also: Flush inthe BView class
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Frame()

BRect Frame(void) const
Asksthe Application Server for the current frame rectangle for the window and returns
it. The frame rectangle encloses the content area of the window and is stated in the

screen coordinate system. It'sfirst set by the BWindow constructor, and is modified as
the window is resized and moved.

See also: MoveBy(), ResizeBy(), the BWindow constructor

FrameMoved()

virtual void FrameMoved(BPoint screenPoint)
Implemented by derived classesto respond to anotification that the window has moved.
The move—which placed the | eft top corner of the window’ s content area at screenPoint
in the screen coordinate system—could be the result of the user dragging the window or
of the program calling MoveBy() or MoveTo(). |If the user drags the window,

FrameMoved() is called repeatedly as the window moves. If the program moves the
window, it's called just once to report the new location.

The default version of this function does nothing.

See also: MoveBy(), “Window-Moved Events’ on page 51 of the chapter introduction

FrameResized()
virtual void FrameResized(float width, float height)

Implemented by derived classes to respond to a natification that the window’s content
area has been resized to a new width and height. The resizing could be the result of the
program calling ResizeTo() or ResizeBy()—in which case FrameResized() is called just
once to report the window’s new size—or of auser action—in which caseit’s called
repeatedly as the user drags a corner of the window to resize it.

The default version of this function does nothing.

See also: ResizeBy(), “Window-Resized Events’ on page 51 of the chapter introduction

GetTitle() see SetTitle()
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Hide(), ShOW()
virtual void Hide(void)
virtual void Show(void)

These functions hide the window so it won't be visible on-screen, and show it again.

Hide() removes the window from the screen. If it happens to be the active window,
Hide() also deactivatesit. Hiding awindow hides all the views attached to the window.
While the window is hidden, its BViews respond TRUE to IsHidden() queries.

Show() puts the window back on-screen. It placesthewindow in front of other windows
and makes it the active window.

Callsto Hide() and Show() can be nested; if Hide() is called more than once, you' Il need
to call show() an equal number of times for the window to become visible again.

A window beginslife hidden (asif Hide() had been called once); it takesan initial cal to
Show() to display it on-screen.

See also: IsHidden()

IsActive()
bool IsActive(void) const

Returns TRUE if the window is currently the active window, and FALSE if it’s not.

See also: Activate()

IsFront()
bool IsFront(void) const

Returns TRUE if the window is currently the frontmost window on-screen, and FALSE if
it's not.

IsHidden()
bool IsHidden(void) const

Returns TRUE if the window is currently hidden, and FALSE if it isn’t.

Windows are hidden at the outset. The Show() function puts them on-screen, and Hide()
can be called to hide them again.
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If Show() has been called to unhide the window, but the window is totally obscured by
other windows or occupies coordinates that don't intersect with the physical screen,
IsHidden() will nevertheless return FALSE, even though the window isn’t visible.

See also: Hide()

IsSavePanelRunning() see RunSavePanel()

Lock(), Unlock()

bool Lock(void)

void Unlock(void)
These functionslock and unlock the BWindow, so that another thread can’t alter crucial
datawhile the current thread is in the middle of doing something. Only one thread can
have the window locked at any giventime. Lock() waitsuntil it can lock the BWindow,

then returns TRUE. It returns FALSE only if the window can’t be locked at all—for
example if the BWindow was destroyed.

Cadlsto Lock() and Unlock() can be nested. If Lock() has been called more than once, it
will take an equal number of Unlock() callsto unlock the window.

It's not necessary to lock awindow when calling functions defined in the BWindow
class. BWindow functions areimplemented to call Lock() and Unlock() when necessary.

< Currently, Lock() will not allow athread to lock aBWindow if the same thread has the
BApplication object locked. Y ou must unlock the BApplication object before locking a
window. >

See also: Lock() in the BApplication class

Modifiers()
ulong Modifiers(void) const

Returns a mask that has a bit set for each modifier key the user is holding down and for
each keyboard lock that's set. The mask can be tested against these constants:

SHIFT_KEY COMMAND_KEY CAPS_LOCK
CONTROL_KEY MENU_KEY SCROLL_LOCK
OPTION_KEY NUM_LOCK
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If a Shift, Command, Control, or Option key is down, the mask can be further tested
against the following constants to reveal which key it is, the one on the |eft or the one on

theright:
LEFT_SHIFT_KEY RIGHT_SHIFT_KEY
LEFT_CONTROL_KEY RIGHT_CONTROL_KEY
LEFT_OPTION_KEY RIGHT_OPTION_KEY
LEFT_COMMAND_KEY RIGHT_COMMAND_KEY

No hits are set (the mask is 0) if none of the modifiers keys are down and no locks are
on.

See also: Modifiers() and GetKeys() in the BView class, CurrentMessage() in the
BL ooper class

MoveBy(), MoveTo()
void MoveBy(float horizontal, float vertical)
void MoveTo(BPoint point)
void MoveTo(float x, float y)

These functions move the window without resizing it. MoveBy() adds horizontal
coordinate units to the left and right components of the window’s frame rectangle and
vertical units to the frame’s top and bottom. If horizontal and vertical are negative, the
window moves upward and to theleft. If they’re positive, it moves downward and to the
right. MoveTo() movesthe left top corner of the window’s content area to point—or

(X, y)—in the screen coordinate system; it adjusts all coordinates in the frame rectangle
accordingly.

None of the values passed to these functions should specify fractional coordinates; a
window must be aligned on screen pixels. Fractiona values will be rounded to the
closest whole number.

Neither function alters the BWindow’s coordinate system or bounds rectangle.

When awindow is moved by one of these functions, a window-moved event is reported
to the window. Thisresultsin the BWindow’s FrameMoved() function being called.

See also: FrameMoved()

NeedsUpdate()
bool NeedsUpdate(void) const

Returns TRUE if any of the views within the window need to be updated, and FALSE if
they’re all up-to-date.

See also: UpdatelfNeeded()
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PreferredReceiver() see CurrentFocus()

Quit(), Close()

virtual void Quit(void)

inline void Close(void)
Quit() getsrid of thewindow and all itsviews. Thisfunction removes the window from
the screen, deletes all the BViewsin its view hierarchy, destroys the window thread,

removes the window’s connection to the Application Server, and, finally, deletes the
BWindow object.

Use this function, rather than the delete operator, to destroy awindow. Quit() applies
the operator after it empties the BWindow of views and seversits connection to the
application and Server. It's dangerous to apply delete while these connections remain
intact.

BWindow’s @uit() works much like the BLooper function it overrides. When called
from the BWindow’s thread, it doesn’t return. When called from another thread, it
returns after all previously posted messages have been responded to and the BWindow
and its thread have been destroyed.

Close() isasynonym of Quit(). It simply calls Quit() so if you override Quit(), you'll
affect how both functions work.

See also: QuitRequested() and Quit() in the BLooper class, QuitAllWindows() and
QuitRequested() in the BApplication class

RemoveChild()
virtual bool RemoveChild(BView *aView)

RemovesaViewfrom the BWindow’ sview hierarchy, but only if aViewwas added to the
hierarchy as a child of the window’s top view (by calling BWindow’s version of the
Addchild() function).

If aView is successfully removed, RemoveChild() returnsTRUE. If nat, it returns FALSE.

See also: AddChild()
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RemoveMouseEvents()
void RemoveMouseEvents(void)
< Removes messages reporting mouse-down and mouse-up events from the window’s

message queue. Don't rely on this function; it’s likely to be removed from the API.
Instead, get the BM essageQueue and call its RemoveMessage() function, as follows:

nyW ndow >MessageQueue() - >RenoveMessage( MOUSE_DOWN) ;
nyW ndow >MessageQueue() - >RenoveMessage( MOUSE_UP)
>

See also: MessageQueue() in the BLooper class of the Application Kit

RemoveShortcut() see AddShortcut()

ResizeBy(), ResizeTo()

void ResizeBy(float horizontal, float vertical)

void ResizeTo(float width, float height)
These functions resize the window, without moving itsleft and top sides. ResizeBy()
adds horizontal coordinate units to the width of the window and vertical unitsto its
height. ResizeTo() makes the content area of the window width units wide and height

units high. Both functions adjust the right and bottom components of the frame
rectangle accordingly.

Since aBWindow’ sframe rectangle must line up with screen pixels, only integral values
should be passed to these functions. Vaueswith fractional components will be rounded
to the nearest whole number.

When awindow is resized, either programmatically by these functions or by the user,
the BWindow’'s FrameResized() virtual function is called to notify it of the change.

See also: FrameResized()
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RunSavePanel(), CloseSavePanel(), IsSavePanelRunning()

long RunSavePanel(const char * tentativeName = NULL,
const char *windowTitle = NULL,
const char *buttonLabel = NULL,
BMessage * message = NULL)

void CloseSavePanel(void)

bool IsSavePanelRunning(void)

RunSavePanel() requests the Browser to display a panel where the user can chose how
to save the document displayed in the window. The panel permits the user to navigate
the file system and type in file and directory names.

The arguments to this function are all optional. They’re used to configure the panel:

« If passed atentativeName for the document displayed in the window, the save
panel will placeit in atext field where the user can type aname for thefile. The
name might designate an existing file, or it might simply be a placeholder name
like “UNNAMED” or “UNTITLED-3". If atentativeNameisn't passed, the text
field will be empty.

 If another windowTitle is not specified, thetitle of the window will include the
tentative filename. It will be“ Save tentativeName As...” preceded by the name of
the application. The nameis enclosed in quotes. For example:

W shMaker : Save “UNTITLED-3" As...
If atentativeName isn’t passed, the quotes will be empty.

o If abuttonLabel label isn't provided, the principal button in the panel (the default
button) will be labeled “ Save”. (The panel also hasa*“Cancel” button.)

* |If amessageis passed, it can contain entries that further configure the panel. It
also serves as amode for the message that reports the directory and filename the
user selected. If amessage isn’t provided, thisinformation will be reportedin a
standard SAVE_REQUESTED message.

If the message has one or both of the following entries, they will be used to help
configure the pandl:

Data name Type code Description
“directory” REF_TYPE The record_ref for the directory that the

panel should display when it first comes
on-screen. If thisentry isabsent, the panel
will initially display the current directory
of the current volume.

“frame” RECT TYPE A BRect that sets the size and position of
the panel in screen coordinates. If this
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entry is absent, the Browser will choose an
appropriate frame rectangle for the panel.

When the user finishes choosing where to save the file and operates the “ Save” (or
buttonLabel) button, the file panel sends a message to the BApplication object. If a
customized message is provided, it’'s used as the model for the message that’s sent. If a
message isn’t provided, a standard SAVE_REQUESTED message is sent instead. In either
case, it hastwo data entries:

Data name Type code Description
“name” STRING_TYPE The name of the file in which the

document should be saved.

“directory” REF_TYPE A record_ref reference to the directory
where the file should reside.

A SAVE_REQUESTED message is dispatched by calling the SaveRequested() hook
function; the “name” and “directory” are passed as arguments to SaveRequested().
This function should be implemented to create the file, if necessary, and save the
document. RunSavePanel() doesn’t do thiswork; it simply delivers a BMessage object
with the information you need to do the job.

A customized message works much like the model messages assigned to BControl
objects and BMenultems. The save panel makes a copy of the model, adds the “ name”
and “directory” entries (as described above) to the copy, and sends the copy to the
application, which deliversit to the BWindow. Other entriesin the message remain
unchanged.

The message can have any command constant you choose. If it's SAVE_REQUESTED, the
“name” and “directory” will be extracted from the message and passed to
SaveRequested(). Otherwise, nothing is extracted and the message is dispatched by
calling MessageReceived().

The save panel doesn’'t automatically disappear when the user operates the “ Save” (or
buttonLabel) button; it remains on-screen until CloseSavePanel() is called (or until the
application quits). Y ou can chooseto leave the panel on-screen if the user hasn't chosen
avalid filename. IsSavePanelRunning() will report whether the save panel is currently
displayed on-screen. A BWindow can run only one save panel at atime.

The save pandl is automatically closed when user operates the “ Cancel” button.
Whenever it's closed, by the user or the application, a PANEL_CLOSED message s sent to
the application and the SavePanelClosed() hook function is called.

RunSavePanel() returnsNO_ERROR if it succeeds in getting the Browser to put the panel
on-screen. |If the Browser isn’t running or the save panel already is, it returns
SYS_ERROR. If the Browser isrunning but the application can’t communicate with it, it
returns an error code that indicates what went wrong; these codes are the same as those
documented for the BMessenger class in the Application Kit.

See also: SaveRequested(), SavePanelClosed()
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SavePanelClosed()
virtual void SavePanelClosed(BM essage * message)

Implemented by derived classes to take note when the save panel is closed. The
message argument contains information about how the panel was closed and its state at
the time it was closed. It has entries under the names “frame” (the panel’s frame
rectangle), “directory” (the directory the panel displayed), and “canceled” (whether the
user closed the panel). Some of thisinformation can be retained to configure the panel
the next timeit runs.

See also: “Panel-Closed Events’ on page 52 of the chapter introduction,
RunSavePanel()

SaveRequested()
virtual void SaveRequested(record_ref directory, const char *filename)

Implemented by derived classes to save the document displayed in the window. This
function is called when the BWindow receives a SAVE_REQUESTED message from the
save panel. It reports that the user has asked for the file to be saved in the directory
indicated and assigned the specified filename. The file may already exist, or the
application may need to create it to carry out the request.

There’'s no guarantee that the directory and filename are valid.

If the file can be saved as requested, you may want this function to call
CloseSavePanel() to remove the panel from the screen. If thefile can't be saved,
SaveRequested() should notify the user. In some cases, you may want to leave the
panel on-screen so the user can try again with adifferent directory or filename.

See also: RunSavePanel()

ScreenChanged()
virtual void ScreenChanged(BRect frame, color_space mode)

Implemented by derived classes to respond to a notification that the screen configuration
has changed. Thisfunctioniscalled for all affected windows when:

e Thenumber of pixelsthe screen displays (the size of the pixel grid) is altered,
e < The screen changes its location in the screen coordinate system, or
» The color mode of the screen changes. >

frame is the new frame rectangle of the screen, and mode isits new color space.
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< Currently, there can be only one monitor per machine, so the screen can't change
where its located in the screen coordinate system. Moreover, there is no way to change
the screen color space. Only the pixel grid can change. >

See also: set_screen_size(), “ Screen-Changed Events’ on page 51 of the chapter
introduction

SetDefaultButton(), DefaultButton()
void SetDefaultButton(BButton * button)
BButton * DefaultButton(void) const

SetDefaultButton() makes button the default button for the window—the button that the
user can operate by pressing the Enter key. DefaultButton() returns the button that
currently hasthat status, or NULL if there is no default button.

At any giventime, only one button in the window can be the default. SetDefaultButton()
may, therefore, affect two buttons: the one that’s forced to give up its status as the
default button, and the one that acquires that status. Both buttons are redisplayed, so
that the user can see which oneis currently the default, and both are notified of their
change in status through MakeDefault() virtual function calls.

If the argument passed to SetDefaultButton() is NULL, there will be no default button for
the window. The current default button losesits status and is appropriately notified with
aMakeDefault() function call.

The Enter key can operate the default button only while the window is the active
window. However, the BButton doesn’'t haveto bethefocusview. If another view isthe
focus view, it won't be notified of key-down events where the character reported is
ENTER.

See also: MakeDefault() in the BButton class

SetDiscipline()
void SetDiscipline(bool flag)

Sets aflag that determines how much programming discipline the system will enforce.
When flag iSTRUE, asit isby default, Kit functionswill check to be sure variousrulesare
adhered to. For example, most BView functions will require the caller to first lock the
window. < Currently, thisisthe only rulethat comes under the discipline flag. > When
flag iSFALSE, these rules are not enforced.

The discipline flag should be set to TRUE while an application is being devel oped.
However, once it has matured, and it’s clear that none of the rules are being disobeyed,
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the flag can be set to FALSE. Thiswill eliminate various checking operations and
improve performance.

See also: “Locking the Window” in the BView class overview

SetLimits()
void SetLimits(float minWidth, float max\Width, float minHeight, float maxHeight)

Sets limits on the size of the window. The user won't be able to resize the window to
have awidth less than minWidth or greater than maxWidth, nor to have aheight lessthan
minHeight or greater than maxHeight. By default, the minimums are sufficiently small
and the maximums sufficiently large to accommodate any window within reason.

Thisfunction constrains the user, not the programmer. It slegal for an application to set
awindow size that falls outside the permitted range. The limits are imposed only when
the user attemptsto resize the window; at that time, thewindow will jumpto asizethat’s
within range.

Since the sides of awindow must line up on screen pixels, the minimums and
maximums should be whole numbers.

See also: the BWindow constructor

SetMainMenuBar()
void SetMainMenuBar(BMenuBar * menuBar)

Makes the specified BMenuBar object the “main” menu bar for the window—the object
that’s at the root of the menu hierarchy that users can navigate using the keyboard.

If awindow contains only one BMenuBar view, it's automatically designated the main
menu bar. If there's more than one BMenuBar in the window, the |ast one added to the
window’s view hierarchy is considered to be the main one.

If there'sa“true” menu bar displayed along the top of the window, its menu hierarchy is
the one that users should be able to navigate using the keyboard. This function can be
called to make sure that the BMenuBar object at the root of that hierarchy isthe “main”
menu bar.

See also: the BMenuBar class

The Interface Kit — 267



Member Functions

SetPulseRate()
void SetPulseRate(long milliseconds)

Sets how often Pulse() is called for the BWindow’s views.

By turning on the PULSE_NEEDED flag, a BView can request periodic Pulse()
notifications. By default, pulse events are posted every 500 milliseconds, as long as no
other events are pending. Each event causes Pulse() to be called for every BView that
requested the notification.

SetPulseRate() permitsyou to set adifferent interval. Theinterval set should not be less
than 100 milliseconds; differences less than 50 milliseconds may not be noticeable. A
finer granularity can’t be guaranteed.

All BViews attached to the same window share the same pulse rate.

See also: Pulse() inthe BView class

SetTitle(), GetTitle()
void SefTitle(const char * newTitle)
void GeiTitle(char *theTitle) const

These functions set and return the window’s title. SetTitle() replaces the current title
with newTitle. It aso renames the window thread in the following format:

"w>newTi t| e"
where as many characters of the newTitle are included in the thread name as will fit.

GefTitle() copiesthe current title into the memory referred to by theTitle Make sure that
enough memory is allocated to hold the title no matter how long it might be.

A window’s title and thread name are originally set by an argument passed to the
BWindow constructor.

See also: the BWindow constructor

Show() see Hide()

UpdatelfNeeded()
void UpdatelfNeeded(void)

Causes the Draw() virtual function to be called immediately for each BView object that
needs updating. If no viewsin the window’ s hierarchy need to be updated, thisfunction
does nothing.
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BView’s Invalidate() function generates an update message that the BWindow receives
just asit receives other messages. Although update messages take precedence over
other kinds of messages the BWindow receives, the window thread can respond to only
one message at atime. It will update the invalidated view as soon as possible, but it
must finish responding to the current message before it can get the update message.

This may not be soon enough for aBView that’ s engaged in atime-consuming response
to the current message. UpdatelfNeeded() forces an immediate update, without waiting
to return the BWindow's message loop. However, if works only if called from within
the BWindow's thread.

(Because the message loop expedites the handling of update messages, they’re never
considered the current message and are never returned by BLooper’ s CurrentMessage()
function.)

See also: Draw() in the BView class, Invalidate() in the BView class, NeedsUpdate()

WindowActivated()
virtual void WindowActivated(bool active)

Implemented by derived classes to make any changes necessary when the window
becomes the active window, or when it ceases being the active window. If activeis
TRUE, the window has just become the new active window, and if active iSFALSE, it's
about to give up that status to another window.

The BWindow receives a WindowActivated() notification whenever its status as the
active window changes. Each of its BViewsis aso notified.

See also: WindowActivated() inthe BView class
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Global Functions

This section describes the global (nonmember) functions defined in the Interface Kit.
All these functions deal with aspects of the system-wide environment for the user
interface—the keyboard, the screen, installed fonts and symbol sets, and the list of
possible colors.

The Application Server maintains this environment. Therefore, for any of these
functions to work, your application needs a connection to the Server. The connection
they all depend on is the one established when the BA pplication object is constructed.
Consequently, none of them should be called before a BApplication object is present in
your application.

count fonts() see get font nhame()
count_screens() see get _screen_info()
count_symbol_sets() see get symbol_set_ name()

desktop_color() see set_desktop_color()

get_font_name(), count_fonts()
<interface/InterfaceDefs.h>
void get_font_name(long index, font_name * name)

long count_fonts(void)

These two functions are used in combination to get the names of all installed fonts. For
example:

| ong nunfFonts = count _fonts();
font _nane buf;

for (long i = 0; i < nunfFonts; i++ ) {
get _font_nanme(i, &buf);

}

The names of al installed fonts are kept in an aphabetically ordered list.
get_font_name() reads one of the names from the list, the name at index, and copiesit
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into the name buffer. Font names can be up to 32 characterslong, plusanull terminator.
Indices begin at 0.

count_fonts() returns the number of fonts currently installed, the number of namesin the
list.

See also: GetFontinfo() and SetFontName() in the BView class

get_keyboard_id()
<interface/InterfaceDefs.h>
long get_keyboard_id(ushort *thel d)

Obtains the keyboard identifier from the Application Server and writes it into the
variable referred to by theld. This number reveals what kind of keyboard is currently
attached to the computer.

Theidentifier for the standard 101-key keyboard—and for keyboards with a similar set
of keys—is0x83ab. < Currently, thisisthe only value this function can provide. > See
“Key Codes’ on page 53 for illustrations showing the keys found on a standard
keyboard.

If unsuccessful for any reason, get_keyboard_id() returns SYS_ERROR. If successful, it
returns NO_ERROR.

get_screen_info(), count_screens()
<interface/InterfaceDefs.h>
void get_screen_info(screen_info * thel nfo)
void get_screen_info(long index, screen_info * thel nfo)

long count_screens(void)

These functions provide information about the monitors (screens) that are currently
hooked up to the Be computer.

Each screen that’s attached to the Be machine isidentified by an index into a system-
wide screen list. The screen at index O is the one that has the origin of the screen
coordinate system at its left top corner. Other screensin the list are unordered; they're
located elsewhere in the screen coordinate system that the first screen defines.

< Currently, multiple screens are not supported, so the screen at index 0 is the only one
inthelist. >
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get_screen_info() writes information about the screen at index into the screen_info
structure referred to by thelnfo. If no index is mentioned, this function assumes the
screen at index 0. The screen_info structure contains the following fields:

color_space mode The depth and color interpretation of pixel datain
the screen’s frame buffer. (See the BBitmap class
description for an explanation of the various
color_space modes.)

BRect frame The frame rectangle of the screen—the rectangle
that defines the size and location of the screenin
the screen coordinate system.

void *bits A pointer to the frame buffer.

long bytes_per_row The number of bytes used to specify one row of
pixel datain the frame buffer.

count_screens() returns the number of screens (monitors) that are attached to the
computer. < Currently, no more than one screen can be attached, so thisfunction always
returns 1. >

See also: the BBitmap class

get_symbol_set name(), count_symbol sets()
<interface/InterfaceDefs.h>
void get_symbol_set_name(long index, symbol_set_name * name)
long count_symbol_sets(void)

These functions are used to get the names of all available symbol sets. They work much
like the parallel font functions get_font_name() and count fonts().

A symbol set associates character symbols (glyphs) with character codes (ASCI|
values). They differ mainly in how they extend the standard ASCII set—how they
assign characters to codes above Ox7f.

get_symbol_set_ name() gets one name from the list of symbal sets, the name at index,
and copies it into the name buffer. count_symbol_sets() returns the total number of
symbol sets (the number of namesin thelist).

Unlike font names, the names of symbol sets are not arranged alphabetically.

Every font implements every symbol set. However, some fonts implement particular
sets more fully than others—that is, some charactersin a symbol set may not be
availablein somefonts. But the position of each character in the set (its character code)
remains the same across al fonts.

See also: SetFont() inthe BView class, get font name()
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index_for_color()
<interface/InterfaceDefs.h>
uchar index_for_color(rgb_color aColor)
uchar index_for_color(uchar red, uchar green, uchar blue, uchar alpha = 0)

Returns an index into the list of 256 colors that comprise the COLOR_8_BIT color space.
The value returned picks out the listed color that most closely matchesafull RGB_24_BIT
col or—specified either as an rgb_color value, aColor, or by itsred, green, and blue
components. < (The alpha component is currently ignored.) >

The returned index identifies a color in the COLOR_8_BIT color space. It can, for
example, be passed to BBitmap's SetBits() function.

To find the fully specified color that an index picks out, you have to get the color list
from the system color map. For example, if you first obtain the index for the “best fit”
color that most closely matches an arbitrary color,

uchar index = index_for_col or(134, 210, 6);
you can then use the index to locate that color in the color list:
rgb_col or bestFit = systemcolors()->color_list[index];

See also: system_colors(), the BBitmap class

restore_key map() see system_key map()

set_desktop_color(), desktop_color()
<interface/InterfaceDefs.h>
void set_desktop_color(rgb_color color)
rgh_color desktop_color(void)
These functions set and return the color that will be displayed on the so-called

“desktop”—the bare backdrop against which windows are displayed. The color isthe
same for all screens attached to the same machine.

set_keyboard locks()
<interface/InterfaceDefs.h>
void set_keyboard_locks(ulong modifiers)

Turns the keyboard locks—Caps L ock, Num Lock, and Scroll Lock—on and off. The
keyboard locks that are listed in the modifiers mask passed as an argument are turned
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on; those not listed are turned off. The mask can be O (to turn off all locks) or it can
contain any combination of the following constants:

CAPS_LOCK
NUM_LOCK
SCROLL_LOCK

See also: system_key map(), Modifiers() in the BView class

set_modifier_key()
<interface/InterfaceDefs.h>
void set_modifier_key(ulong modifier, ulong key)

Maps a modifier role to a particular key on the keyboard, where key is akey identifier
and modifier is one of the these constants:

CAPS_LOCK LEFT_SHIFT_KEY RIGHT SHIFT_KEY
NUM_LOCK LEFT_CONTROL_KEY  RIGHT CONTROL _KEY
SCROLL_LOCK LEFT_OPTION_KEY RIGHT OPTION_KEY
MENU_KEY LEFT_COMMAND_KEY RIGHT COMMAND_KEY

The key in question serves as the named modifier key, unmapping any key that
previously played that role. The change remainsin effect until the default key map is
restored.

Modifier keys can also be mapped by calling system_key_map() and altering the
key_map structure directly. Thisfunction is merely a convenient alternative for
accomplishing the same thing.

See also: system_key_map()

set_screen_size()
<interface/InterfaceDefs.h>
void set_screen_size(long index, BRect grid, bool makeDefault = TRUE)

Sets the size of the pixel grid displayed on the monitor at index in the screen list.
< Since amachine currently can have only one monitor, index should always be 0. >

The grid is the size of the screen measured in pixels—the number of pixelsthat it
displays horizontally and vertically. Thisfunction setsthe grid to the dimensions
recorded in the grid rectangle. Only two screen sizes are currently supported—
640 x 480 and 800 x 600—so0 the rectangle passed should be one of the following:

BRect (0.0, 0.0, 639.0, 479.0)
BRect (0.0, 0.0, 799.0, 599.0)
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Another rectangle with the same dimensions as one of these can be substituted. The
rectangle doesn’t have to match the frame rectangle of the screen; only its dimensions
matter.

(The rectangles are specified in coordinate units, so their dimensions are one unit less
than the dimensions of the screen in pixels. Thisis because arectangle aligned on
screen pixels covers one more column of pixelsthan itswidth and one more row than its
height. See the BRect class for an explanation.)

If themakeDefault flag iSTRUE, the new screen size becomesthe default and will be used
the next time the machine reboots. |If the flag is FALSE, the changeis for the current
session only; the machine will reboot in the previoudly determined default screen size.

When the size of the screen grid changes, every affected BWindow object is notified
with aScreenChanged() function call. < Since there's currently only one screen, all
windows are affected and all, whether on-screen or hidden, receive ScreenChanged()
notifications. >

See also: ScreenChanged() in the BWindow class, get _screen_info()

system_colors()
<interface/InterfaceDefs.h>

color_map * system_colors(void)

Returns a pointer to the system’ s color map. The color map defines the set of 256 colors
that can be displayed in the COLOR_8_BIT color space. A single set of colorsis shared by
all applications connected to the Application Server.

The color_map structure is defined in inter face/l nterfaceDefs.h and contains the
following fields:

long id Anidentifier that the Server usesto distinguish one
color map from another.

rgb_color color_list[ 256] A list of the 256 colors, expressed as rgb_color
structures. Indicesinto thelist can be used to
specify colorsin the COLOR_8_BIT color space.
See theindex_for_color() function above.

uchar inversion_map[256] A mapping of each color in the color_list to its
opposite color. Indices are mapped toindices. An
example of how this map might be used is given
below.

uchar index_map|[32768] An array that maps RGB col ors—specified using
five bits per component—to their nearest
counterpartsin the color list. An example of how
to use thismap is also given below.
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Theinversion_map isalist of indicesinto the color_list where each index locates the
“inversion” of the original color. Theinversion of the n'th color in color _list would be
found as follows:

uchar inversionlndex = system col ors()->i nversi on_map[n];
rgb_col or inversionColor =
system col ors()->color_list[inversionlndex];

Inverting an inverted index returns the original index, so this code
uchar col or = system col ors()->i nversi on_map[i nversionl ndex] ;

would returnn. < Inverted colorsare used, primarily, for highlighting. Givenacolor, its
highlight complement isitsinversion. >

Theindex_map maps every RGB combination that can be expressed in 15 bits (five bits
per component) to asingle color _list index that best approximates the original RGB
data. The following example demonstrates how to squeeze 24-bit RGB datainto a 15-
bit number that can be used as an index into the index_map:

I ong rghl5 = ( red & Oxf8) << 7) |

((
((green & 0xf8) << 2) |
((blue & 0xf8) >> 3) );

Most applications won't need to use the index map directly; the index_for_color()
function performs the same conversion with less fuss (no masking and shifting
required). However, applications that implement repetitive graphic operations, such as
dithering, may want to access the index map themselves, and thus avoid the overhead of
an additional function call.

You should never modify or free the color_map structure returned by this function.

See also: index_for_color()

system_key_map(), restore_key_map()
<interface/InterfaceDefs.h>
key_map *system_key_map(void)
void restore_key map(void)
Thefirst of these functions returns a pointer to the system’ s key map—the structure that

describestherole of each key on the keyboard. The second function restores the default
key map, in case any of its fields have been changed.

The system key map is shared by al applications. An application can ater valuesin the
structure that system_key_map() returns—and thus alter the roles that the keys play—
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but it should make sure that those changes are local to itself and don't affect other,
unsuspecting applications. In particular, it should:

» Modify the key map only when one of its windows becomes the active window,
and

» Restore the default key map when it no longer has the active window.

Through the Keyboard utility, users can configure the keyboard to their liking. The
user’s preferences affect al applications; they’re captured in the default key map and
stored in afile (system/Key_map).

When the machine reboots or when restore_key_map() is called, the key map isread
from thisfile. If thefile doesn’t exist, the original map encoded in the Application
Server is used.

The key_map structure contains alarge number of fields, but it can be broken down into
these five parts:

¢ A version number.

» A series of fields that determine which keys will function as modifier keys—such
as Shift, Control, or Num Lock.

» A field that setstheinitial state of the keyboard locksin the default key map.

« A series of ordered tables that assign character valuesto keys. Keysassigned a
value other than 0 produce key-down events when pressed. Thisincludes almost
al the keys on the keyboard (all except for a handful of modifier keys).

» A series of tablesthat locate the dead keys for diacritical marks and determine
how a combination of adead key plus another key is mapped to a particular
character.

The following sections describe each part of the key_map structure in turn.

Version. Thefirst field of the key map is a version number:
ulong version Aninternal identifier for the key map.

The version number doesn’t change when the user configures the keyboard, and
shouldn’t be changed programmatically either. You can ignore it.

Modifiers. Modifier keys set states that affect other user actions on the keyboard and
mouse. Eight modifier states are defined—Shift, Control, Option, Command, Menu,
Caps Lock, Num Lock, and Scroll Lock. These states are discussed under “Modifier
Keys’ on page 57 of theintroduction. They overlap, but don’t exactly match the key
caps found on a standard keyboard—which generally has a set of Alt(ernate) keys,
rarely Option keys, and only sometimes Command and Menu keys. Because of these

278 — The Interface Kit DR3



DR3

Member Functions

differences, the mapping of keysto modifiersisthe area of the key map most open to the
user’s personal judgement and taste, and consequently to changes in the default
configuration. Applications are urged to respect the user’s preferences.

Sincetwo keys, one on the left and one on the right, can be mapped to the Shift, Control,
Option, and Command modifiers, the keyboard can have as many as twelve modifier
keys. The key_map structure has one field for each key:

ulong caps_key

ulong scroll_key

ulong num_key

ulong left_shift_key

ulong right_shift_key

ulong left command_key

ulong right command_key

ulong left_control_key

ulong right_control_key

ulong left_option_key

The key that functions as the Caps Lock key—by
default, thisisthe key labeled “ Caps Lock,” key
0x3b.

The key that functions as the Scroll Lock key—by
default, thisisthe key labeled “ Scroll Lock,” key
OxOf.

The key that functions as the Num Lock key—by
default, thisisthe key labeled “Num Lock,” key
0x22.

A key that functions as a Shift key—by default,
thisisthe key on the left labeled “ Shift,” key 0x4b.

Another key that functions as a Shift key—by
default, thisisthe key on theright labeled “ Shift,”
key Ox56.

A key that functions as a Command key—by
default, thisisthe left “Alt” key, key Ox5d.

Another key that functions asa Command key—by
default, thisisthe right “Alt” key, key Ox5f.

A key that functions as a Control key—by default,
thisisthe key labeled “ Control” on the left, key
0x5c.

Another key that functions as a Control key—by
default, this key is not mapped. (The value of the
fieldissetto 0.)

A key that functions as an Option key—Dby default,
thisisthe key that’s labeled “Command” (or that
has a command symbol) on the right (not left) of
some keyboards, key 0x67. Thiskey doesn’t exist
on, and therefore isn’'t mapped for, a standard 101-
key keyboard.
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ulong right_option_key A key that functions as an Option key—by defaullt,
thisisthe key labeled “ Control” on the right, key
0x60.

ulong menu_key A key that initiates keyboard navigation of the

menu hierarchy—Dby default, thisisthe key labeled
“Menu,” key 0x68. This key doesn't exist on, and
therefore isn’t mapped for, a standard 101-key
keyboard.

Each field names the key that functions as that modifier. For example, when the user
holds down the key whose code is set in the right_option_key field, the OPTION_KEY and
RIGHT_OPTION_KEY bits are turned on in the modifiers mask that the various Modifiers()
functions return. When the user then strikes a character key, the OPTION_KEY state
influences the character that’s generated.

If amodifier field is set to a value that doesn’t correspond to an actual key on the
keyboard (including 0), that field is not mapped. No key fillsthat particular modifier
role.

Keyboard locks. Onefield of the key map setsinitial modifier states:

ulong lock_settings A mask that determines which keyboard locks are
turned on when the machine reboots or when the
default key map isrestored.

The mask can be 0 or may contain any combination of these three constants:

CAPS_LOCK
SCROLL_LOCK
NUM_LOCK

It's 0 by default; there are no initial locks.

Altering the lock_settings field has no effect unless the altered key map is made the
default (by writing it to afile that replaces system/Key_map).

Character maps. The principal job of the key map isto assign character valuesto keys.
Thisisdonein a series of nine tables:

ulong control_map[128] The characters that are produced when a Control
key is down but both Command keys are up.

ulong option_caps_shift map[128]
The characters that are produced when Caps Lock
ison and both a Shift key and an Option key are
down.
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ulong option_caps map[128]
The characters that are produced when Caps L ock
ison and an Option key is down.

ulong option_shift map[128] The charactersthat are produced when both a Shift
key and an Option key are down.

ulong option_map[128] The characters that are produced when an Option
key is down.

ulong caps_shift map[128] The characters that are produced when Caps Lock
ison and a Shift key is down.

ulong caps_map[128] The characters that are produced when Caps Lock
ison.

ulong shift map[128] The characters that are produced when a Shift key
is down.

ulong normal_map[128] The characters that are produced when none of the
other tables apply.

Each of thesetablesis an array of 128 characters (declared as ulongs). Key codes are
used asindicesinto the arrays. The value stored at any particular index is the character
associated with that key. For example, the code assigned to the M key is 0x52; the
characters to which the M key is mapped are recorded at index 0x52 in the various
arrays.

Thetables are ordered. Character values from thefirst applicable array are used, even if
another array might also seem to apply. For example, if Caps Lock ison and a Control
key is down (and both Command keys are up), the control_map array is used, not
caps_map. If aShift key isdown and Caps Lock ison, the caps_shift map is used, not
shift_map Or caps_map.

Notice that the last eight tables (all except control_map) are paired, with a table that
names the Shift key (..._shift_map) preceding an equivalent table without Shift:

* option_caps_shift map is paired with option_caps_map,
« option_shift map with option_map,

e caps_shift_ map with caps_map, and

* shift_map with normal_map.

These pairings are important for a special rule that applies to keys on the numerical
keypad when Num Lock is on:

 If the Shift key is down, the non-Shift table is used.
« However, if the Shift key is not down, the Shift table is used.

In other words, Num Lock inverts the Shift and non-Shift tables for keys on the
numerical keypad.
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Not every key needs to be mapped to a character. If the value recorded in atableisO,
the key corresponding to that index is not mapped to a character given the particular
modifier states the table represents. Generally, modifier keys are not mapped to
characters, but all other keys are.

Dead keys. Next arethe tablesthat map combinations of keysto single characters. The
first key in the combination is “ dead”—it doesn’t produce a key-down event until the
user strikes another character key. When the user hitsthe second key, one of two things
will happen: If the second key is onethat can be used in combination with the dead key,
asingle key-down event reports the combination character. If the second key doesn’t
combine with the dead key, two key-down events occur, one reporting the dead-key
character and one reporting the second character.

There are five dead-key tables:

ulong acute_dead_key[32] Thetable for combining an acute accent (") with
other characters.

ulong grave_dead_key[32] Thetable for combining a grave accent (°) with
other characters.

ulong circumflex_dead_key[32]
Thetable for combining a circumflex () with other
characters.

ulong dieresis_dead_key[32]
The table for combining adieresis () with other
characters.

ulong tilde_dead_key[32]  Thetable for combining atilde (*) with other
characters

The tables are named after diacritical marks that can be placed on more than one
character. However, the nameisjust amnemonic; it means nothing. The contents of the
table determine what the dead key is and how it combines with other characters. It
would be possible, for example, to remap the tilde_dead_key table so that it had
nothing to do with atilde.

Each table consists of a series of up to 16 character pairs, where each character is
declared asaulong. Thefirst character in the pair is the one that must be typed
immediately after the dead key. The second character is the resulting character, the
character that’s produced by the combination of the dead key plus the first character in
thepair. For example, if thefirst character is‘o’, the second might be * 6 —meaning that
the combination of adead key plus the character ‘0’ produces a circumflexed ‘6’.
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The character pairsin the default grave_dead_key array look something like this:

co-eoscQTmR .

coT oy QT m>

By convention, the first pair in each array is a space followed by the dead-key character
itself. This pair does double duty: It states that the dead key plus a space yields the
dead-key character, and it also names the dead key. The system understands what the
dead key isfrom the second character inthe array. Any key that producesthat character
while an Option key is held down will be dead and will combine to produce the
characterslisted in the array.

The Option key is an essential ingredient; akey is dead only when an Option key isheld
down and only if it' smapped (in the four option_..._map tables) to the second character
listed in one of the dead-key arrays.

See also: GetKeys() and Modifiers() inthe BView class, “Keyboard Information” inthe
chapter introduction, set_modifier_key()
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Constants and Defined Types

This section lists the various constants and types that the Interface Kit defines to support
the work done by its principal classes. The Kit isaframework of cooperating classes;
almost all of its programming interface can be found in the class descriptions—
particularly the descriptions of member functions—presented in previous sections of
this chapter. Most of the constants and types listed here have already been explained
above in the class descriptions. Only one or two have not yet been mentioned in full
detail. All of them are noted here and briefly described. If amore lengthy discussionis
to be found under a class or amember function, you’ll be referred to that location.

Constants are listed first, followed by defined types. Constants that are defined as part
of an enumeration type are presented with the other constants, rather than with the type.
They'relisted in the “ Constants’ section under the type name.

Constants

DR3

alignment Constants
<interface/InterfaceDefs.h>

Enumerated constant

ALIGN_LEFT
ALIGN_RIGHT
ALIGN_CENTER

These constants define the alignment datatype. They determine how lines of text are
aligned by BTextView and BStringView objects.

See also: SetAlignment() in the BTextView class
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Character Constants
<interface/InterfaceDefs.h>

Enumerated constant Character value
BACKSPACE 0x08

ENTER Ox0a

RETURN 0x0a (same asENTER or ‘\n')
SPACE 0x20 (sameas* ')
TAB 0x09 (same as ‘\t’)
ESCAPE O0x1b

LEFT_ARROW Ox1c
RIGHT_ARROW Ox1d

UP_ARROW Oxle
DOWN_ARROW Oxaf

INSERT 0x05

DELETE Ox7f

HOME 0x01

END 0x04

PAGE_UP Ox0b

PAGE_DOWN 0x0c
FUNCTION_KEY 0x10

These constants stand for the ASCII characters they name. Constants are defined only

for characters that normally don’t have visible symbols.

See also: “Function Key Constants’ below

color_space Constants
<interface/InterfaceDefs.h>

Enumerated constant Meaning

MONOCHROME_1_BIT One bit per pixel, where 1 is black and 0 is white.
GRAYSCALE_8 BIT 256 gray values, where 255 is black and 0 is white.
COLOR _8 BIT Colors specified as 8-bit indices into the color map.
RGB_24 BIT Colors as 8-hit red, green, and blue components.

These constants define the color_space datatype. A color space describes two
properties of bitmap images.

» How many bits of information there are per pixel (the depth of the image), and

« How those hitsareto be interpreted (whether as colors or on agrayscale, what the

color components are, and so on).
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See the “Colors’ section in the chapter introduction for afuller explanation of the four
different color spaces currently defined for this type.

See also: “Colors’ on page 24, the BBitmap class

Control States
<interface/Control.h>

Enumerated constant Value
CONTROL_ON 1
CONTROL_OFF 0

These constants define the possible states of atypical control device.

See also: SetValue() in the BControl class

Cursor Transit Constants
<interface/View.h>

Enumerated constant Meaning

ENTERED_VIEW The cursor has just entered a view.
INSIDE_VIEW The cursor has moved within the view.
EXITED_VIEW The cursor has left the view

These constants describe the cursor’s transit through aview. Each MouseMoved()
notification includes one of these constants as an argument, to inform the BView
whether the cursor has entered the view, moved whileinside the view, or exited the view.

See also: MouseMoved() inthe BView class

drawing_mode Constants
<interface/InterfaceDefs.h>

Enumerated constant Enumerated constant
OP_COPY OP_ADD

OP_OVER OP_SUBTRACT
OP_ERASE OP_MIN

OP_INVERT OP_MAX

OP_BLEND

These constants define the drawing_mode data type. The drawing modeisaBView
graphics parameter that determines how the image being drawn interacts with theimage
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aready in place in the areawhere it’sdrawn. The various modes are explained under
“Drawing Modes’ in the chapter introduction.

See also: “Drawing Modes’ on page 27, SetDrawingMode() in the BView class

Font Name Length
<interface/InterfaceDefs.h>

Defined constant Value
FONT_NAME_LENGTH 32

This constant defines the maximum length of afont name. It's used in the definition of
the font_name type.

See also: font_name under “Defined Types’ below

Function Key Constants
<interface/InterfaceDefs.h>

Enumerated constant Enumerated constant

F1_KEY F9_KEY

F2_KEY F10_KEY

F3_KEY F11_KEY

F4_KEY F12_KEY

F5_KEY PRINT_KEY (the " Print Screen” key)
F6_KEY SCROLL_KEY (the “Scroll Lock” key)
F7_KEY PAUSE_KEY

F8_KEY

These constants stand for the various keys that are mapped to the FUNCTION_KEY
character. When the FUNCTION_KEY character is reported in a key-down event, the
application can determine which key produced the character by testing the key code
against these constants. (Control-p also produces the FUNCTION_KEY character.)

See also: “Character Mapping” on page 59 of the introduction to this chapter

Menu Bar Borders
<interface/MenuBar.h>

Enumerated constant Meaning

BORDER_FRAME Put a border around the entire frame rectangle.
BORDER_CONTENTS Put a border around the group of items only.
BORDER_EACH_ITEM Put a border around each item.
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These constants can be passed as an argument to BMenuBar's SetBorder() function.

See also: SetBorder() in the BMenuBar class

menu_layout Constants
<interface/Menu.h>

Enumerated constant Meaning

ITEMS_IN_ROW Menu items are arranged horizontally, in arow.
ITEMS_IN_COLUMN Menu items are arranged vertically, in a column.
ITEMS_IN_MATRIX Menu items are arranged in a custom fashion.

These constants define the menu_layout datatype. They distinguish the waysthat items
can be arranged in a menu or menu bar—they can be laid out from end to end in arow
like atypical menu bar, stacked from top to bottom in a column like a typical menu, or
arranged in some custom fashion like a matrix.

See also: the BMenu and BMenuBar constructors

Message Constants for Interface Events

<app/AppDefs.h>

Enumerated constant Enumerated constant
WINDOW_RESIZED KEY_DOWN
WINDOW_MOVED KEY_UP
WINDOW_ACTIVATED MOUSE_DOWN
QUIT_REQUESTED MOUSE_UP
SCREEN_CHANGED MOUSE_MOVED
VIEW_RESIZED MESSAGE_DROPPED
VIEW_MOVED SAVE_REQUESTED
VALUE_CHANGED PANEL_CLOSED
PULSE

These constants identify the messages that report interface events. Each constant names
adifferent type of event.

See also: “Interface Events’ on page 40 of the introduction to this chapter
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Modifier States
<interface/View.h>
Defined constant Defined constant
SHIFT_KEY OPTION_KEY
LEFT_SHIFT_KEY LEFT_OPTION_KEY
RIGHT_SHIFT_KEY RIGHT_OPTION_KEY
CONTROL_KEY COMMAND_KEY
LEFT_CONTROL_KEY LEFT_COMMAND_KEY
RIGHT CONTROL KEY RIGHT COMMAND_KEY
CAPS_LOCK MENU_KEY
SCROLL_LOCK
NUM_LOCK

These constants designate the Shift, Option, Control, Command, and Menu modifier
keys and the lock states set by the Caps Lock, Scroll Lock, and Num Lock keys.
They're typically used to form a mask that describes the current, or required, modifier
states.

For each variety of modifier key, there are constants that distinguish between the keys
that appear at the left and right of the keyboard, aswell as one that lumps both together.
For example, if the user is holding the left Control key down, both CONTROL_KEY and
LEFT_CONTROL_KEY will be set in the mask.

See also: Modifiers() in the BView and BWindow classes, AddShortcut() in the
BWindow class, the BMenu constructor

orientation Constants
<interface/InterfaceDefs.h>

Enumerated constant

HORIZONTAL
VERTICAL

These constants define the orientation data type that distinguishes between the vertical
and horizontal orientation of graphic objects. It's currently used only to differentiate
scroll bars.

See also: the BScrollBar and BScrollView classes
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Pattern Constants

<interface/InterfaceDefs.h>

const pattern solid_front = { Oxff, Oxff, Oxff, Oxff, Oxff,Oxff, Oxff, Oxff }

const pattern solid_back = { 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00, 0x00 }
const pattern mixed_colors = { Oxaa, 0x55, Oxaa, 0x55, Oxaa, 0x55, Oxaa, 0x55 }

These constants name the three standard patterns defined in the Interface Kit:

solid_front is a pattern that consists of the front color only. It’'sthe default pattern
for al BView drawing functions that stroke lines and fill shapes.

solid_back is a pattern with only the background color. 1t's used mainly to erase
images (to replace them with the background color).

mixed_colors alternates pixels between the front and background colorsin a
checkerboard pattern. The result is a halftone midway between the two colors.
This pattern can produce fine gradations of color, especially when the front and
background colors are set to two colors that are already quite similar.

See also: “Patterns’ on page 25 of the chapter introduction, the pattern defined type

below

Resizing Modes

<interface/View.h>

const long FOLLOW_LEFT_TOP

const long FOLLOW_TOP_RIGHT

const long FOLLOW_RIGHT _BOTTOM
const long FOLLOW_LEFT_BOTTOM

const long FOLLOW_LEFT_TOP_RIGHT
const long FOLLOW_LEFT_TOP_BOTTOM
const long FOLLOW_TOP_RIGHT BOTTOM
const long FOLLOW_LEFT_RIGHT_BOTTOM
const long FOLLOW_ALL

const long FOLLOW_NONE

These constants are used to set the behavior of aview when its parent is resized.
They’'re explained under the BView constructor.

See also: the BView constructor, SetResizingMode() in the BView class

The Interface Kit — 291



Constants

track_style Constants
<interface/View.h>

Enumerated constant Meaning
TRACK_WHOLE_RECT Drag the whole rectangle around.
TRACK_RECT_CORNER Drag only the left bottom corner of the rectangle.

These constants define the track_style datatype. It determines how BView's
BeginRectTracking() function permits the user to drag (or drag out) arectangle.

See also: BeginRectTracking() in the BView class

Transparency Constants
<interface/InterfaceDefs.h>
const uchar TRANSPARENT 8 _BIT
const rgh_color TRANSPARENT 24 _BIT

These constants set transparent pixel valuesin abitmap image. TRANSPARENT 8 BIT
designates atransparent pixel inthe COLOR_8_BIT color space, and TRANSPARENT 24 _BIT
designates a transparent pixel in the RGB_24_BIT color space.

Transparency is explained the “Drawing Modes™ section of the chapter introduction.
Drawing modes other than OP_COPY preserve the destination image where a source
bitmap is transparent.

See also: “Drawing Modes’ on page 27, the BBitmap class

View Flags
<interface/View.h>

Enumerated constant Meaning

FULL_UPDATE_ON_RESIZE  Include the entire view in the clipping region.
WILL_DRAW Allow the BView to draw.

PULSE_NEEDED Report pulse events to the BView.
FRAME_EVENTS Report view-resized and view-moved events.

These constants can be combined to form amask that sets the behavior of aBView
object. They’'re explained in more detail under the class constructor. Themask is
passed to the constructor, or to the SetFlags() function.

See also: the BView constructor, SetFlags() in the BView class
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Window Areas
<app/Window.h>

Enumerated constant

UNKNOWN_AREA
TITLE_BAR
CONTENT _AREA
RESIZE_AREA
CLOSE_BOX

These constants designate the various parts of awindow. They’ re used in mouse-moved
event messages to report the area where the cursor is located.

See also: FilterMouseMoved() in the BWindow class

Window Flags
<interface/Window.h>

const long NOT_MOVABLE

const long NOT_H_RESIZABLE
const long NOT_V_RESIZABLE
const long NOT_RESIZABLE

const long ACCEPTS_FIRST CLICK
const long NOT_CLOSABLE

const long NOT_ZOOMABLE
const long FLOATS

These constants set the behavior of awindow. They can be combined to form amask
that's passed to the BWindow constructor.

See also: the BWindow constructor

window_type Constants
<interface/Window.h>

Enumerated constant Meaning

SHADOWED_WINDOW The window has atitle bar and a shadowed border.
TITLED_WINDOW The window has atitle bar.

BORDERED_WINDOW The window has a border but no title bar.
MODAL_WINDOW The window isamodal window.
BACKDROP_WINDOW The window is the backdrop for the whole screen.
QUERY_WINDOW The window displays the results of a query.

These constants define the window_type datatype. They describe the various kinds of
windows that can be requested from the Application Server. Two of them,
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BACKDROP_WINDOW and QUERY_WINDOW, are used only by the Browser application.
The others can be used by any application when constructing a window.

See also: the BWindow constructor

Defined Types

alignment
<interface/InterfaceDefs.h>
typedef enum{. . .} alignment

Alignment constants determine where lines of text are placed in aview.

See also: “alignment Constants’ above and SetAlignment() in the BTextView class

color_ map
<interface/InterfaceDefs.h>

typedef struct {
longid;
rgh_color color_list[256];
uchar inversion_map[256];
uchar index_map[32768];
} color_ map

This structure contains information about the color context provided by the Application
Server. There’ soneand only one color map for all applications connected to the Server.
Applications can obtain a pointer to the color map by calling the global system_colors()
function. Seethat function for information on the various fields.

See also: system_colors() global function

color_space
<interface/InterfaceDefs.h>
typedef enum {. . .} color_space

Color space constants determine the depth and interpretation of bitmap images. They're
described under “Colors” in the introduction.

See also: “color_space Constants’ above, “Colors’ on page 24, the BBitmap class
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drawing_mode
<interface/InterfaceDefs.h>
typedef enum{. ..} drawing_mode

The drawing mode determines how source and destination imagesinteract. The various
modes are explained in the chapter introduction under “Drawing Modes”.

See also: “Drawing Modes’ on page 27, “drawing_mode Constants’ above

edge_info
<interface/View.h>

typedef struct {
short left;
short right;
} edge _info

This structure records information about the location of a character outline within the
horizontal space allotted to the character. Edges separate one character from adjacent
characters on the left and right. They're explained under the GetCharEdges() function
in the BView class.

See also: GetCharEscapements() and GetFontinfo() in the BView class

font_info
<interface/View.h>

typedef struct {
font_name name;
short size;
short shear;
short rotation;
short ascent;
short descent;
short leading;

} font_info

This structure holds information about a BView’s current font. Itsfields are explained
under the GetFontinfo() function in the BView class.

See also: GetFontinfo() and SetFontName() in the BView class
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font_name
<interface/InterfaceDefs.h>
typedef char font name[FONT NAME_LENGTH + 1]

This type defines a string long enough to hold the name of afont—32 characters plus
the null terminator.

See also: SetFontName() in the BView class, get font_ name() global function

key_info
<interface/View.h>

typedef struct {
ulong char_code;
ulong key_code;
ulong modifiers;
uchar key_states[16];
} key info

This structure is used by BView's GetKeys() function to return all known information
about what the user is currently doing on the keyboard.

See also: GetKeys() inthe BView class, “Keyboard Information” on page 53 of the
introduction to this chapter
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key _map
<interface/InterfaceDefs.h>

typedef struct {
ulong version;
ulong caps_key;
ulong scroll_key;
ulong num_key;
ulong left_shift_key;
ulong right_shift_key;
ulong left_command_key;
ulong right_command_key;
ulong left_control_key;
ulong right_control_key;
ulong left_option_key;
ulong right_option_key;
ulong menu_key;
ulong lock_settings;
ulong control_map[128];
ulong option_caps_shift map[128];
ulong option_caps_map[128];
ulong option_shift map[128];
ulong option_map[128];
ulong caps_shift map[128];
ulong caps_map[128];
ulong shift_map[128];
ulong normal_map[128];
ulong acute_dead_key[32];
ulong grave_dead_key[32];
ulong circumflex_dead_key[32];
ulong dieresis_dead_key[32];
ulong tilde_dead_key[32];

} key_map

This structure maps the physical keys on the keyboard to their functionsin the user
interface. It holds the tables that assign characters to key codes, set up dead keys, and
determine which keys function as modifiers. There'sjust one key map shared by all
applications running on the same machine. It'sreturned by the system_key_map()
function.

See also: system_key map() global function
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menu_layout
<interface/Menu.h>
typedef enum {. ..} menu_layout

Thistype distinguishes the various ways that items can arranged in amenu or menu bar.

See also: the BMenu class, “menu_layout Constants’ above

orientation
<interface/InterfaceDefs.h>
typedef enum {. . .} orientation

This type distinguishes between the VERTICAL and HORIZONTAL orientation of scroll
bars.

See also: the BScrollBar and BScrollView classes

pattern
<interface/InterfaceDefs.h>

typedef struct {
uchar data[8]
} pattern

A pattern is aarrangement of two colors—the front color and the background color—in
an 8-pixel by 8-pixel square. Pixelsare specified in rows, with one byte per row and one
bit per pixel. Bits marked 1 designate the front color; those marked O designate the
background color. Anexampleand anillustration are given under “ Patterns’ on page 25
of the introduction to this chapter.

See also: “Pattern Constants’ above, “Patterns’ in the chapter introduction

rgb_color
<interface/InterfaceDefs.h>

typedef struct {
uchar red;
uchar green;
uchar blue;
uchar alpha;
} rgb_color

This type specifiesafull color in the RGB_24 BIT color space. Each component, except
alpha, can have avalue ranging from a minimum of 0 to a maximum of 255.
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< The alpha component, which is designed to specify the coverage of the color (how
transparent or opagueit is), is currently ignored. However, an rgb_color can be made
completely transparent by assigning it the special value, TRANSPARENT_24_BIT. >

See also: SetFrontColor() and SetBackColor() in the BView class

screen_info
<interface/InterfaceDefs.h>

typedef struct {
color_space mode,;
BRect frame;
void * bits;
long bytes_per_row;
long reserved,;

} screen_info

This structure holds information about a screen. Itsfields are explained under the
get_screen_info() global function.

See also: get_screen_info() global function

symbol_set name
<interface/InterfaceDefs.h>
typedef font_name symbol_set_name

This type defines a string long enough to hold the name of a symbol set—32 characters
plus the null terminator. The names of symbol sets are subject to the same length
constraint as the names fonts, which is why this type can be aredefinition of font_name.

See also: get_symbol_set_name() global function

tfrack_style
<interface/View.h>
typedef enum {. . .} track_style

This type describes the ways that BeginRectTracking() in the BView class can permit
the user to drag arectangle.

See also: BeginRectTracking() in the BView class, “track_style Constants’ above
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window_type
<interface/Window.h>
typedef enum{. . .} window_type

This type describes the various kinds of windows that can be requested from the
Application Server.

See also: the BWindow constructor, “window_type Constants’ above
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